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Foreword

This Standard is one of the series of ECSS Standards intended to be applied together for the management, engineering and product assurance in space projects and applications. ECSS is a cooperative effort of the European Space Agency, national space agencies and European industry associations for the purpose of developing and maintaining common standards. Requirements in this Standard are defined in terms of what shall be accomplished, rather than in terms of how to organize and perform the necessary work. This allows existing organizational structures and methods to be applied where they are effective, and for the structures and methods to evolve as necessary without rewriting the standards.

This Standard has been prepared by the ECSS-E-ST-40 Working Group, reviewed by the ECSS Executive Secretariat and approved by the ECSS Technical Authority.

Disclaimer

ECSS does not provide any warranty whatsoever, whether expressed, implied, or statutory, including, but not limited to, any warranty of merchantability or fitness for a particular purpose or any warranty that the contents of the item are error-free. In no respect shall ECSS incur any liability for any damages, including, but not limited to, direct, indirect, special, or consequential damages arising out of, resulting from, or in any way connected to the use of this Standard, whether or not based upon warranty, business agreement, tort, or otherwise; whether or not injury was sustained by persons or property or otherwise; and whether or not loss was sustained from, or arose out of, the results of, the item, or any services that may be provided by ECSS.
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The changes with respect to ECSS-E-40A are:

- Alignment of the standard to the ECSS-Procedure-13B rev.1,
- Mapping of ECSS software processes to the ISO 12207 processes,
- Renaming of most of the software development processes (e.g. the former “software requirement engineering process” has become the “software requirements and architecture process” and the former “software design engineering process” has become the “software design and implementation engineering process”). The software validation activities with respect to the technical specification have been moved to the software validation process,
- Split of the former software verification and validation (supporting) process into two separate (primary) ones: the software validation process and the software verification process. The principle of invocation allowing a subclause to call the services of another one has disappeared,
- The former software validation and acceptance process has been reshaped (the software validation activities with respect to the requirements baseline moved to the software validation process) and renamed “software delivery and installation process”,
- The “detailed design review” logic has been inserted (DDR appears now on the figures of clause 4 and in the expected outputs of the relevant subclauses to be reviewed at those milestones),
- Re-enforcement of the link with the ECSS-E-ST-10 system engineering Standard,
- Identification of two steps of software validation within the software validation process: one with respect to the technical specification, and one with respect to the requirements baseline,
- Identification of the acceptance process as a customer activity,
- Merging of all the additional specific requirements for the space segment software in the main clause 5 (Requirements),
- Revision of requirements relevant to software reuse and to MMI software,
- Identification of the management and maintenance documentation files.
The detailed changes with respect to ECSS-E-40 Part 1B and Part 2B are:

- addition of new terms, definitions and abbreviated terms (automatic code generation, code coverage, competent assessor, condition, COTS, OTS, MOTS software, decision, decision coverage, existing software, modified condition and decision coverage, operational, statement coverage, structural coverage, GS, SWRR)

- about the system software requirements:
  - update the interface with ECSS-E-ST-10 and its new version, reorganize consequently the “system engineering process related to software” into “software related system requirement process”, mapping it better to three of the system functions (requirement engineering, system verification, system engineering integration and control)
  - make more explicit the IRD as a document
  - introduce the on board control procedure

- about management:
  - introduce automatic code generation in the life cycle management
  - introduce two kinds of joint reviews, the project reviews with the ECSS-M-ST-30 formalism and the technical reviews with an agreed lower level of formalism (useful for incremental life cycle, and used for the TRR and TRB)
  - shape the existing DDR (which is not any more specific to flight software), and a new software requirement review (SWRR), as anticipation of the CDR and PDR
  - remove the expected output of the reviews, from the requirements which call them in the processes, instead specify the aim of each review and create a review plan DRD with the objectives of all the reviews
  - introduce requirements about project and software review phasing, for flight and ground software
  - refine the budget and margin management
  - clarify how to express the compliance to ECSS-E-ST-40

- about architecture and design:
  - withdraw some HMI requirements in favour of ECSS-E-ST-10-11;
  - add some requirements on real-time software (timing and synchronisation, mutual exclusion, dynamic allocation, memory leak)

- about verification:
  - add the “verification of the requirements baseline” activity
  - add, into the “verification of code”, requirements about the
code coverage verification and the robustness.

- about operation, introduce the role of software operation support (SOS) entity to clearly differentiate this role (which is software administrator and helpdesk) from the spacecraft operator role

- about documentation:
  - merge ECSS-E-40-Part 1B and Part 2B into a single document, transfer the SPAP DRD to ECSS-Q-ST-80
  - add several DRDs: IRD, ICD, SUM, SVR, SRevP, update the DRL accordingly
  - place only process requirements in the body of the standard, and place only documentation requirements in DRDs
  - verify the consistency of the DRDs, include the traces from expected output towards the DRD content
  - modify the “software documentation” annex to sort the trace per review then per file (and not per file then per review), for a better usability
  - include a pre-tailoring of the Standard based on the software criticality categories defined in ECSS-Q-ST-80
  - complement the tailoring guidelines (for the convenience of statement of work authors) with a list of the requirements having a build-in tailoring capability, and the requirements needing customer - supplier agreement
  - generally attempt to streamline and improve readability and consistency
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Introduction

This Standard defines the principles and requirements applicable to space software engineering. ECSS-Q-ST-80 defines the principles and requirements applicable to space software product assurance.

The formulation of this Standard takes into account the existing ISO 9000 family of documents, and the ISO/IEC 12207 standard.
1 Scope

This software engineering Standard concerns the “product software”, i.e. software that is part of a space system product tree and developed as part of a space project.

This Standard is applicable, to the extent defined by the tailoring process, to all the elements of a space system, including the space segment, the launch service segment and the ground segment.

This Standard covers all aspects of space software engineering including requirements definition, design, production, verification and validation, transfer, operations and maintenance.

It defines the scope of the space software engineering processes and its interfaces with management and product assurance, which are addressed in the Management (–M) and Product assurance (–Q) branches of the ECSS System, and explains how they apply in the software engineering processes.

This Standard reflects the specific methods used in space system developments, and the requirements for the software engineering processes in this context. Together with the requirements found in the other branches of the ECSS Standards, this Standard provides a coherent and complete framework for software engineering in a space project.

This Standard is intended to help the customers to formulate their requirements and suppliers to prepare their responses and to implement the work.

This Standard is not intended to replace textbook material on computer science or technology, and such material is avoided in this Standard. The readers and users of this Standard are assumed to possess general knowledge of computer science.

The scope of this Standard is the software developed as part of a space project, i.e. “Space system product software”. This Standard also applies to the development of non-deliverable software that affects the quality of the deliverable product.

This Standard may be tailored for the specific characteristics and constraints of a space project in conformance with ECSS-S-ST-00.
Normative references

The following normative documents contain provisions which, through reference in this text, constitute provisions of this ECSS Standard. For dated references, subsequent amendments to, or revision of any of these publications do not apply. However, parties to agreements based on this ECSS Standard are encouraged to investigate the possibility of applying the more recent editions of the normative documents indicated below. For undated references, the latest edition of the publication referred to applies.

<table>
<thead>
<tr>
<th>Reference</th>
<th>Title</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-S-ST-00-01</td>
<td>ECSS system – Glossary of terms</td>
</tr>
<tr>
<td>ECSS-E-ST-10-11</td>
<td>Space product assurance – Human factors engineering</td>
</tr>
<tr>
<td>ECSS-M-ST-10</td>
<td>Space project management – Project planning and implementation</td>
</tr>
<tr>
<td>ECSS-M-ST-10-01</td>
<td>Space project management – Organization and conduct of reviews</td>
</tr>
<tr>
<td>ECSS-M-ST-40</td>
<td>Space project management – Configuration and information management</td>
</tr>
<tr>
<td>ECSS-Q-ST-80</td>
<td>Space product assurance – Software product assurance</td>
</tr>
</tbody>
</table>
3

Terms, definitions and abbreviated terms

3.1 Terms for other standards

For the purpose of this Standard, the terms and definitions from ECSS-ST-00-01, in particular for the following terms:

- acceptance test
- software product

NOTE The terms and definitions are common for the ECSS-E-ST-40 and ECSS-Q-ST-80 Standards.

3.2 Terms specific to the present standard

3.2.1 automatic code generation
generation of source code with a tool from a model

3.2.2 code coverage
percentage of the software that has been executed (covered) by the test suite

3.2.3 competent assessor
person who has demonstrated the necessary skills, competencies and experience to lead a process assessment in conformance with ISO/IEC 15504


3.2.4 condition
boolean expression not containing boolean operators

3.2.5 configurable code
code (source code or executable code) that can be tailored by setting values of parameters

NOTE This definition covers in particular classes of configurable code obtained by the following configuration means:
- configuration based on the use of a compilation directive;
• configuration based on the use of a link directive;
• configuration performed through a parameter defined in a configuration file;
• configuration performed through data defined in a database with impact on the actually executable parts of the software (e.g. parameters defining branch structures that result in the non-execution of existing parts of the code).

3.2.6 COTS, OTS, MOTS software

for the purpose of this Standard, commercial-off-the-shelf, off-the-shelf and modified-off-the-shelf software for which evidence of use is available

3.2.7 critical software

software of criticality category A, B or C

NOTE See ECSS-Q-ST-80 Table D-1 – Software criticality categories.

3.2.8 deactivated code

code that, although incorporated through correct design and coding, is intended to execute in certain software product configurations only, or in none of them

[adapted from RTCA/DO-178B]

3.2.9 decision

boolean expression composed of conditions and zero or more boolean operators that are used in a control construct.

NOTE 1 For example: “if.....then .....else” or the “case” statement are control construct.

NOTE 2 A decision without a boolean operator is a condition.

NOTE 3 If a condition appears more than once in a decision, each occurrence is a distinct condition.

3.2.10 decision coverage

measure of the part of the program within which every point of entry and exit is invoked at least once and every decision has taken “true” and “false” values at least once.

NOTE Decision coverage includes, by definition, statement coverage.

3.2.11 existing software

any software developed outside the business agreement to which this Standard is applicable, including software from previous developments provided by the
supplier, software from previous developments provided by the customer, COTS, OTS and MOTS software, freeware and open source software

3.2.12 integration testing
testing in which software components, hardware components, or both are combined and tested to evaluate the interaction between them

[IEEE 610.12:1990]

3.2.13 logical model
implementation-independent model of software items used to analyse and document software requirements

3.2.14 margin philosophy
rationale for margins allocated to the performance parameters and computer resources of a development, and the way to manage these margins during the execution of the project

3.2.15 metric
defined measurement method and the measurement scale

NOTE 1 Metrics can be internal or external, and direct or indirect.

NOTE 2 Metrics include methods for categorising qualitative data.

[ISO/IEC 9126-1:2001]

3.2.16 migration
porting of a software product to a new environment

3.2.17 mission products
products and services delivered by the space system

NOTE For example: Communications services, science data.

3.2.18 modified condition and decision coverage
measure of the part of the program within which every point of entry and exit has been invoked at least once, every decision in the program has taken “true” and “false” values at least once, and each condition in a decision has been shown to independently affect that decision’s outcome

NOTE A condition is shown to independently affect a decision’s outcome by varying that condition while holding fixed all other possible conditions.

3.2.19 operational
for the purpose of this Standard, related to the software operation

NOTE It is not related to the spacecraft operation.
3.2.20 **portability (a quality characteristic)**
capability of software to be transferred from one environment to another

3.2.21 **quality characteristics (software)**
set of attributes of a software product by which its quality is described and evaluated

NOTE A software quality characteristic can have multiple levels of sub-characteristics.

3.2.22 **quality model (software)**
set of characteristics and the relationships between them which provide the basis for specifying quality requirements and evaluating quality

[ISO/IEC 9126-1:2001]

3.2.23 **real-time**
pertaining to a system or mode of operation in which computation is performed during the actual time that an external process occurs, in order that the computation results can be used to control, monitor, or respond in a timely manner to the external process

[IEEE 610.12:1990]

3.2.24 **regression testing (software)**
selective retesting of a system or component to verify that modifications have not caused unintended effects and that the system or component still complies with its specified requirements

[IEEE 610.12:1990]

3.2.25 **reusability**
degree to which a software unit or other work product can be used in more than one computer program or software system

[IEEE 610.12:1990]

3.2.26 **singular input**
input corresponding to a singularity of the function

3.2.27 **software**
see “software product” in ECSS-S-00-01

3.2.28 **software component**
part of a software system

NOTE 1 Software component is used as a general term.
NOTE 2 Components can be assembled and decomposed to form new components. In the production activities, components are implemented as units, tasks or programs, any of which can be configuration items. This usage
of the term is more general than in ANSI/IEEE parlance, which defines a component as a “basic part of a system or program”; in this Standard, components are not always “basic” as they can be decomposed.

3.2.29 **software intensive system**

space system in which the dominant part of the constituents are software elements

NOTE In such systems, subsystems consist mainly of software. For this type of system, the majority of interfaces are software-software interfaces.

3.2.30 **software item**

see “software product” in ECSS-S-00-01

3.2.31 **software observability**

property of a system for which the values of status variables can be determined throughout observations of the output variables

3.2.32 **software problem**

condition of a software product that causes difficulty or uncertainty in the use of the software

[CMU/SEI-92-TR-022]

3.2.33 **software product assurance**

totality of activities, standards, controls and procedures in the lifetime of a software product which establishes confidence that the delivered software product, or software affecting the quality of the delivered product, conforms to customer requirements

3.2.34 **software unit**

separately compilable piece of source code

NOTE In this Standard no distinction is made between a software unit and a database; both are covered by the same requirements.

3.2.35 **statement coverage**

measure of the part of the program within which every executable source code statement has been invoked at least once.

3.2.36 **stress test**

test that evaluates a system or software component at or beyond its required capabilities
3.2.37  **test case**
set of test inputs, execution conditions and expected results developed for a particular objective such as to exercise a particular program path or to verify compliance with a specified requirement

3.2.38  **test design**
documentation specifying the details of the test approach for a software feature or combination of software features and identifying associated tests

3.2.39  **test procedure**
detailed instructions for the set up, operation and evaluation of the results for a given test

3.2.40  **test script**
file containing a set of commands or instructions written in native format (computer or tool processable) in order to automate the execution of one or a combination of test procedures (and the associated evaluation of the results)

3.2.41  **unit test**
test of individual software unit

3.2.42  **unreachable code**
code that cannot be executed due to design or coding error

3.2.43  **usability (a quality characteristic)**
capability of the software to be understood, learned, used and liked by the user, when used under specified conditions

3.2.44  **validation**
<software> process to confirm that the requirements baseline functions and performances are correctly and completely implemented in the final product

3.2.45  **verification**
<software> process to confirm that adequate specifications and inputs exist for any activity, and that the outputs of the activities are correct and consistent with the specifications and input

3.2.46  **walk-through**
static analysis technique in which a designer or programmer leads members of the development team and other interested parties through a software product, and the participants ask questions and make comments about possible errors, violation of development standards, and other problems

[IEEE Std 1028-1997]
### 3.3 Abbreviated terms

For the purpose of this Standard and of ECSS-Q-ST-80, the abbreviated terms from ECSS-S-ST-00-01 and the following apply:

For the definition of DRD acronyms see Annex A.

NOTE The abbreviated terms are common for the ECSS-E-ST-40 and ECSS-Q-ST-80 Standards.

<table>
<thead>
<tr>
<th>Abbreviation</th>
<th>Meaning</th>
</tr>
</thead>
<tbody>
<tr>
<td>AR</td>
<td>acceptance review</td>
</tr>
<tr>
<td></td>
<td><strong>NOTE</strong> The term SW-AR can be used for clarity to denote ARs that solely involve software products.</td>
</tr>
<tr>
<td>CDR</td>
<td>critical design review</td>
</tr>
<tr>
<td></td>
<td><strong>NOTE</strong> The term SW-CDR can be used for clarity to denote CDRs that solely involve software products.</td>
</tr>
<tr>
<td>CMMI</td>
<td>capability maturity model integration</td>
</tr>
<tr>
<td>COTS</td>
<td>commercial-off-the-shelf</td>
</tr>
<tr>
<td>CPU</td>
<td>central processing unit</td>
</tr>
<tr>
<td>DDF</td>
<td>design definition file</td>
</tr>
<tr>
<td>DDR</td>
<td>detailed design review</td>
</tr>
<tr>
<td>DJF</td>
<td>design justification file</td>
</tr>
<tr>
<td>DRD</td>
<td>document requirements definition</td>
</tr>
<tr>
<td>ECSS</td>
<td>European Cooperation for Space Standardization</td>
</tr>
<tr>
<td>eo</td>
<td>expected output</td>
</tr>
<tr>
<td>GS</td>
<td>ground segment</td>
</tr>
<tr>
<td>HMI</td>
<td>human machine interface</td>
</tr>
<tr>
<td>HSIA</td>
<td>hardware-software interaction analysis</td>
</tr>
<tr>
<td>HW</td>
<td>hardware</td>
</tr>
<tr>
<td>ICD</td>
<td>interface control document</td>
</tr>
<tr>
<td>INTRSA</td>
<td>international registration scheme for assessors</td>
</tr>
<tr>
<td>IRD</td>
<td>interface requirements document</td>
</tr>
<tr>
<td>ISO</td>
<td>International Organization for Standardization</td>
</tr>
<tr>
<td>ISV</td>
<td>independent software validation</td>
</tr>
<tr>
<td>ISVV</td>
<td>independent software verification and validation</td>
</tr>
<tr>
<td>MGT</td>
<td>management file</td>
</tr>
<tr>
<td>MF</td>
<td>maintenance file</td>
</tr>
<tr>
<td>MOTS</td>
<td>modified off-the-shelf</td>
</tr>
<tr>
<td>OBCP</td>
<td>on-board control procedure</td>
</tr>
<tr>
<td>Abbreviation</td>
<td>Definition</td>
</tr>
<tr>
<td>--------------</td>
<td>------------</td>
</tr>
<tr>
<td>OP</td>
<td>operational plan</td>
</tr>
<tr>
<td>ORR</td>
<td>operational readiness review</td>
</tr>
<tr>
<td>OTS</td>
<td>off-the-shelf</td>
</tr>
<tr>
<td>PAF</td>
<td>product assurance file</td>
</tr>
<tr>
<td>PDR</td>
<td>preliminary design review</td>
</tr>
<tr>
<td></td>
<td>NOTE The term SW-PDR can be used for clarity to denote PDRs that solely involve software products.</td>
</tr>
<tr>
<td>PRR</td>
<td>preliminary requirement review</td>
</tr>
<tr>
<td>QR</td>
<td>qualification review</td>
</tr>
<tr>
<td></td>
<td>NOTE The term SW-QR can be used for clarity to denote QRs that solely involve software products.</td>
</tr>
<tr>
<td>RB</td>
<td>requirements baseline</td>
</tr>
<tr>
<td>SCAMPI</td>
<td>standard CMMI appraisal method for process improvement</td>
</tr>
<tr>
<td>SDE</td>
<td>software development environment</td>
</tr>
<tr>
<td>SOS</td>
<td>software operation support</td>
</tr>
<tr>
<td>SPA</td>
<td>software product assurance</td>
</tr>
<tr>
<td>SPAMR</td>
<td>software product assurance milestone report</td>
</tr>
<tr>
<td>SPAP</td>
<td>software product assurance plan</td>
</tr>
<tr>
<td>SPR</td>
<td>software problem report</td>
</tr>
<tr>
<td>SRB</td>
<td>software review board</td>
</tr>
<tr>
<td>SRR</td>
<td>system requirements review</td>
</tr>
<tr>
<td></td>
<td>NOTE The term SW-SRR can be used for clarity to denote SRRs that solely involve software products.</td>
</tr>
<tr>
<td>SW</td>
<td>software</td>
</tr>
<tr>
<td>SWE</td>
<td>software engineering</td>
</tr>
<tr>
<td>TRR</td>
<td>test readiness review</td>
</tr>
<tr>
<td>TS</td>
<td>technical specification</td>
</tr>
</tbody>
</table>
4

Space system software product assurance principles

4.1 Introduction

This clause 4 introduces the structure of this Standard and the framework of the space software engineering processes that form its basis.

The context of space software engineering is the overall space system engineering process. This Standard focuses on space software engineering processes requirements and their expected outputs. This clause 4 introduces the software engineering processes in their context, and the structure of the Standard.

Software is found at all levels, ranging from system functions down to firmware, including safety and mission critical functions. Therefore, a special emphasis is put in this Standard on the system-software relationship and on the verification and validation of software items.

This Standard is complemented by ECSS-Q-ST-80 Space product assurance — Software product assurance, which specifies the product assurance aspects and is the entry point for ECSS-E-ST-40 into the Q-series of standards. Requirements for space configuration and information management are in ECSS-M-ST-40, which includes the software DRD for software configuration file. Together, these standards either define or refer to the definition of all software relevant processes for space projects. ECSS-Q-ST-20 is the reference, through ECSS-Q-ST-80, for the software acquisition process, and the software management process tailors ECSS-M-ST-10 for software.

Figure 4-1 presents the different software related processes implemented by ECSS-E-ST-40, ECSS-Q-ST-80 and other ECSS Standards.
4.2 Overview of space system software engineering processes

4.2.1 General

In accordance with the ECSS theoretical concept, a fundamental principle of this Standard is the ‘customer–supplier’ relationship, assumed for all software developments. The project organization is defined in ECSS-M-ST-10. The customer is, in the general case, the procurer of two associated products: the hardware and the software for a system, subsystem, set, equipment or assembly. The concept of the “customer–supplier” relationship is applied recursively, i.e. the customer can be a supplier to a higher level in the space system. The software customer therefore has two important interfaces:

- the software customer interfaces with his software and hardware suppliers in order to adequately allocate to them functional and performance requirements, through the functional analysis.
- the software customer assumes a supplier role to interface in turn with his customer at the next higher level, ensuring that higher level system requirements are adequately taken into account.
The customer derives the functional and performance requirements for the hardware and software, based on system engineering principles and methods. The customer can also control the interface between the software and hardware. Software items are defined in the system breakdown at different levels. Nevertheless, it is important to manage the software–software interfaces irrespective of the level at which they occur. The customer’s requirements are specified by this process, and they provide the starting point for the software engineering.

Reviews are the main interaction points between the customer and the supplier. They also synchronize software engineering processes. The reviews relevant to the software engineering processes are the SRR, PDR, CDR, QR, AR, and ORR as defined by ECSS-M-ST-10. This standard offers in addition the possibility to anticipate the PDR in a SWRR, and the CDR into a DDR. The SWRR and DDR are executed as a first part of the ECSS-M-ST-10 reviews, but precede them.

All reviews are applicable to software. The reviews occur at different levels in the customer–supplier hierarchy and are sequenced according to the overall system level planning.

The notion of engineering processes is fundamental to this Standard. The processes provide the means to describe the overall constraints and interfaces to the engineering processes at system level. At the same time, they provide the possibility to the supplier to implement the individual activities and tasks implied by the processes in accordance with a selected software life cycle. This standard is a process model, and does not prescribe a particular software life cycle. Although the spacecraft reviews suggest a waterfall life cycle, the software development plan can implement any life cycle, in particular by the use of the technical reviews, less formal than the project reviews.

When the software development is included in a complete space project, the software engineering processes have also a relationship with the project phases (0, A, B, C, D, E, F) and in particular with the system level reviews (e.g. the system-software activities are executed in phase B). For other software developments which do not rely on a particular system, or which are developed for reuse, not applicable requirements can be tailored.

A software development plan defines and instantiates in details the particular implementation of this standard in a project.

Figure 4-2 identifies the main concurrent software engineering processes and shows how and when they are synchronized by the customer/supplier reviews.
Figure 4-2: Overview of the software life cycle process
4.2.2 Software related system requirements process

The software related system requirement process produces the information for input to the system requirements review (SRR). This establishes the functional and the performance requirements baseline (including the interface requirement specification) (RB) of the software development. It constitutes the link between the space system processes, as defined in ECSS-E-ST-10 and ECSS-E-ST-70, and the software processes.

According to the recursive customer-supplier model of ECSS, at each level, the customer is responsible for the delivery of a system in which the developed software is integrated. According to the recursive system-subsystem model of ECSS-E-ST-10, he is responsible for the specification of the system requirements at lower level and, in particular, for any software comprised in the system. As such, the tasks of this process are normally performed by the customer, but can be delegated to the supplier under the responsibility of the customer.

ECSS-E-ST-10 describes the following system engineering functions:

- requirement engineering, producing the system and lower level functional and technical specifications,
- system analysis, consolidating requirements through trade-off and various analysis (mission, requirement, functional, physical, performance), producing in particular the functional and physical architecture,
- system design (producing the physical architecture) and system configuration (producing the physical system with the software),
- system verification as being conformant to requirements, and
- system engineering integration and control, including in particular system integration, its relation with production, operation, product assurance and management, and the engineering database, the interface management and the technical budget management

The system engineering functions giving input to the software are the requirement engineering, the system verification and the system engineering integration and control, and clause 5.2 is organised along this line. For software, the system analysis and design only support the system requirement engineering, the system configuration includes the software development.

According to ECSS-E-ST-10, the system engineering produces “lower level element functional specification” in phase A before the PRR, and “technical specification” of lower level elements in the preliminary system design file, baselined at SDR (system design review) in phase B. For software, this document is the requirements baseline addressed in this clause, and the software SRR is synchronized with the system SDR.

4.2.3 Software management process

This process covers the complete life cycle of the software project.

The M-branch of the ECSS standards defines how to manage the software project. This process tailors the M standards for software-specific issues, in
particular ECSS-M-ST-10. In addition, the software product assurance requirements specified in ECSS-Q-ST-80 are used for the control of space systems software projects. These requirements are not repeated here.

The main activity is the production of a software development plan including the life cycle description, activities description, milestones and outputs, the techniques to be used, and the risks identification.

The management process also includes the organization and handling of all the joint reviews, the definition of procedures for the management of the system interface, and the technical budget and margin management.

The reviews are defined and positioned in the life cycle in clause 5.3. They are called in their relevant process in clause 5.2, 5.4, 5.5, 5.6, and 5.7. The data package for each review is specified in Annex A.

Software requirements or detailed design dedicated reviews (i.e. SWRR and DDR) are defined as anticipation of the PDR and CDR respectively.

4.2.4 Software requirements and architecture engineering process

The software requirements and architecture engineering process consists of

- the elaboration of the technical specification, including the preliminary definition of the ICD (TS), which is the supplier’s response to the requirements baseline including the interface requirement specification,
- the architectural design documented in a preliminary SDD

It is the duty of the supplier to involve all stakeholders in the requirement elicitation.

During this process, the result of all significant trade-offs, feasibility analyses, make-or-buy decisions and supporting technical assessments are documented in a design justification file (DJF).

The software requirements and architecture engineering process is completed by the preliminary design review (PDR).

4.2.5 Software design and implementation engineering process

One of the outputs of this process is the detailed design of the software items identified in the software product tree (see ECSS-M-ST-10). It is provided in response to the technical specification, the ICD and the preliminary DDF. All elements of the software design are documented in the design definition file (DDF). The DDF contains all the levels of design engineering results, including software code listings.

The rationale for important design choices, and analysis and test data that show that the design meets all requirements, is added to the DJF by this process. The results of this process are the input to the critical design review (CDR).
As part of this process, the code, unit testing and integration testing of the software product are also produced. All elements of the testing activities are documented in the design justification file (DJF).

### 4.2.6 Software validation process

In this standard, the word software validation refers to software product testing against both the technical specification and the requirements baseline.

This process is intended to confirm that the technical specification and the requirements baseline functions and performances are correctly and completely implemented in the final product.

The result of this process is included in the DJF.

This process is established before the PDR to basically produce a software validation plan (“process implementation”). The plan includes the validation activity with respect to the technical specification (which is held before the CDR) and the validation activity with respect to the requirements baseline (which is held before the QR and possibly repeated at AR).

This process can include a test readiness review (TRR) to verify that all test facilities and test cases and procedures are available before each significant test campaign, and under configuration control.

The results relevant to the validation against the TS are checked at the CDR, and those against the RB are verified at the QR, using the DJF as input.

This process can be executed with varying degrees of independence. The degree of independence can range from the same person, or a different person in the same organization, to a person in a different organization, with varying degrees of separation. Where the software validation process and the software verification process are executed by an organization independent of the supplier, it is called Independent Software Verification and Validation (ISVV), or Independent Software Validation (ISV) if only the validation process is independent.

### 4.2.7 Software delivery and acceptance process

This process prepares the software product for delivery and testing in its operational environment. It is completed with an acceptance review (AR), with the DJF as input. The acceptance review is a formal event in which the software product is evaluated in its operational environment. It is carried out after the software product is transferred to the customer and installed on an operational basis.

### 4.2.8 Software verification process

The software verification process is intended to confirm that adequate specifications and inputs exist for every activity and that the outputs of the activities are correct and consistent with the specifications and inputs.

This process is concurrent with all the previous processes.
The customer verifies the requirement baseline for the SRR.

For the supplier, this process is established before the PDR to basically produce a software verification plan ("process implementation"). This process includes all the verification activities of all the expected outputs of the development activities.

The result of this process is included in the DJF and reported at each reviews.

This process can be executed with varying degrees of independence. The degree of independence can range from the same person, or a different person in the same organization, to a person in a different organization, with varying degrees of separation. Where the software verification process and the software validation process are executed by an organization independent of the supplier, it is called Independent Software Verification and Validation (ISVV).

### 4.2.9 Software operation process

The operation process can start after completion of the acceptance review of the software. Since software products form an integrated part of a space system, the phasing and management of operations are determined by the overall system requirements and applied to the software products. The operation process is not directly connected to the overall mission phase E, but is instead determined by the requirement at system level to operate the software product at a given time.

Indeed, software operation in this Standard is totally different from spacecraft or payload operations performed by ground stations on space systems. Software operation in this Standard includes mainly the helpdesk and the link between the users, the developers or maintainers, and the customer.

The organisational entity responsible for the software operation support (SOS entity) ensures that the software remains operational for the users. Examples of SOS entities and users for different types of software are typically the following:

- **for a space platform flight software:**
  - the user is the spacecraft operation team when he uses the on-board software for commanding the spacecraft and receiving telemetry;
  - the SOS entity is the spacecraft operation team when he patches, dump or reboot the flight software.

- **for manned mission flight software such as microgravity experiment software:**
  - the user is the astronaut who manipulates the experiment through the laptop in space;
  - the SOS entity is either the astronaut or the ground centre, depending on who acts on the software for installations, reboot, patching, etc.

- **for ground segment software:**
  - the user are the spacecraft and ground segment operations team who uses the ground segment software to operate the spacecraft;
— the SOS entity is the ground segment maintenance team who performs the installation and the deployment of the ground software.

• for payload data ground segment software:
  — the user is the operation team who uses the ground segment software to produce, quality control and disseminate data products;
  — the SOS entity is the ground segment maintenance team who performs the installation and the deployment of the ground software.

• for a software tool e.g. a distributed database with a human machine interface:
  — the user uses the software through the human machine interface;
  — the SOS entity administers the database by supporting user’s requests, rebooting or backing up the system.

4.2.10 Software maintenance process

This process is activated when the software product undergoes any modification to code or associated documentation as a result of correcting an error, a problem or implementing an improvement or adaptation.

The maintenance process contains the activities and tasks of the maintainer. The objective is to modify an existing software product while preserving its integrity. This process includes the migration and retirement of the software product. The process ends with the retirement of the software product.

The activities provided in clause 5.10 are specific to the maintenance process; however, the process can utilize other processes in this Standard. If the software engineering processes are utilized, the term supplier there is interpreted as maintainer.

The maintainer manages the maintenance process at the project level following the management process, which is instantiated for software in this process.

Both the documents and the reviews identified by the clauses in 5.10 are part of the general maintenance activities for the space systems, and the requirements for these reviews and documentation are part of the space system maintenance engineering requirements, covered in other ECSS Standards. The provisions of clause 5.10 produce the required software engineering inputs for this system level activities.

4.3 Organization of this Standard

This Standard contains one normative clause (clause 5) which is organized with respect to the software processes and activities breakdown described in Figure 4-3. Each process includes activities which are themselves decomposed into a list of one single or several tasks in the shape of process requirements (clauses), producing expected outputs.
Figure 4-3: Structure of this Standard

The software documentation produced by all the expected output of this Standards is summarized in Annex A.

Annex B to Annex P specify the DRD (the document requirements) allowing to organize most of the expected output into documents.

Annex Q shows, for each reviews, the documents (and the expected outputs without DRDs) that are delivered at the review, as well as the trace to the process requirements.

Annex R is a pre-tailoring of this Standard according to the criticality levels as defined in the ECSS-Q-ST-80.

Annex S gives other tailoring guidelines.

The Bibliography gives reference to other standards and documents.
4.4 Tailoring of this Standard

The general requirements for selection and tailoring of applicable standards are defined in ECSS-S-STD-00.

There are several drivers for tailoring, such as dependability and safety aspects, software development constraints, product quality objectives and business objectives.

Tailoring for dependability and safety aspects is based on the selection of requirements related to the verification, validation and levels of proof demanded by the criticality of the software. Annex R contains a tailoring of this Standard based on software criticality.

Tailoring for software development constraints takes into account the special characteristics of the software being developed, and of the development environment. The type of software development (e.g. database or real-time) and the target system (e.g. embedded processor, host system, programmable device, or application specific integrated circuits) is also taken into account (see Annex S of this Standard). Specific requirements for verification, review and inspection are imposed, for example, when full validation on the target computer is not feasible or where performance goals are difficult to achieve.

Tailoring for product quality and business objectives is done by selecting requirements on quality of the products as explained in clause 7 of ECSS-Q-ST-80. In this process, the customer specifies the quality objectives for the product.
5
Requirements

5.1 Introduction

This clause 5 defines the requirements for engineering software for space systems, applicable to any space projects producing computer software.

Each requirement can be identified by a hierarchical number, made of the four digits of the clause (e.g. 1.2.3.4), followed by a letter (e.g. “a” or “b”) if the clause needs several requirements.

The text of the requirement is followed, where necessary, by further explanation of the aim (normative) or of a note (informative).

For each requirement, the associated output is given in the “expected output” section. When several outputs are expected, they are identified by a letter in italic (e.g. “a” or “b”). With each output, the destination file of the output is indicated in brackets, together with the corresponding document DRD (after a comma) and review (after a semicolon)

Example 1:

5.5.3.2 Software unit testing

a. The supplier shall develop and document the test procedures and data for testing each software unit.

EXPECTED OUTPUT: The following outputs are expected:

a. Software component design document and code (update) [DDF, SDD, source code; CDR];

b. Software unit test plan (update) [DJF, SUITP; CDR].

denote the output a of the requirement 5.5.3.2a. contained in the SDD and the source code documents, part of the design definition file, requested for the CDR review, and the output b of the requirement 5.5.3.2a. contained in the SUITP document, part of the design justification file, requested for the CDR review.
Example 2:

5.10.5.2 Baseline for change

a. Upon successful completion of the reviews, a baseline for the change shall be established.

EXPECTED OUTPUT: Baseline for changes [MF, - ; - ]

denote the output of requirement 5.10.5.2a. contained in the maintenance file, while no DRD nor reviews are specified.

The list of DRDs is given in Annex A.

Some requirements depend on the nature of the software. This is explicitly mentioned in the requirements. They include for example flight or ground software, presence or not of a HMI, independence or not of the V&V, real-time or not.

5.2 Software related system requirement process

5.2.1 Overview

The software related system requirement process consists of the following activities:

- software related system requirements analysis;
- software related system verification;
- software related system integration and control.

5.2.2 Software related system requirements analysis

5.2.2.1 Specification of system requirements allocated to software

a. The customer shall derive system requirements allocated to software from an analysis of the specific intended use of the system, and from the results of the safety and dependability analysis.

EXPECTED OUTPUT: The following outputs are expected:

a. Functions and performance system requirements allocated to software [RB, SSS; SRR];

b. Verification and validation product requirements [RB, SSS; SRR];

c. Software operations requirements [RB, SSS; SRR];

d. Software maintenance requirements [RB, SSS; SRR];
5.2.2.2 Identification of observability requirements
a. The customer shall specify all software observability requirements to monitor the software behaviour and to facilitate the system integration and failure investigation.

EXPECTED OUTPUT: System and software observability requirements [RB, SSS; SRR].

5.2.2.3 Specification of HMI requirements
a. The customer shall specify HMI requirements, following the human factor engineering process specified in ECSS-E-ST-10-11.

EXPECTED OUTPUT: HMI requirements [RB, SSS; SRR].

5.2.3 Software related system verification

5.2.3.1 Verification and validation process requirements
a. The customer shall specify the requirements needed for planning and setting up the system verification and validation process related to software.

EXPECTED OUTPUT: Verification and validation process requirements [RB, SSS; SRR].

5.2.3.2 System input for software validation
a. The customer shall specify requirements for the validation of the software against the requirements baseline and technical specification, in particular mission representative data and scenarios, and operational procedures to be used.

EXPECTED OUTPUT: Validation requirements and scenario [RB, SSS; SRR].

5.2.3.3 System input for software installation and acceptance
a. The customer shall specify requirements for the installation and acceptance of the software.

EXPECTED OUTPUT: Installation and acceptance requirements at the operational and maintenance sites [RB, SSS; SRR].
5.2.4 Software related system integration and control

5.2.4.1 Identification of software versions for software integration into the system

a. The customer shall identify the software versions to be delivered and associate each requirement of the requirements baseline to a version.

EXPECTED OUTPUT: Association of requirements to versions [RB, SSS; SRR].

b. The customer shall specify the content and media of the delivery.

EXPECTED OUTPUT: Delivery content and media [RB, SSS; SRR].

5.2.4.2 Supplier support to system integration

a. The customer shall specify the support to be provided by the software supplier in order to integrate the software at system level.

NOTE For example: Raining, maintenance, configuration and test support.

EXPECTED OUTPUT: System level integration support requirements [RB, SSS; SRR].

5.2.4.3 Interface requirement specification

a. The customer shall specify the external interfaces of the software, including the static and dynamic aspects, for nominal and degraded modes.

EXPECTED OUTPUT: External interface requirements specification [RB, IRD; SRR].

5.2.4.4 System database

a. The customer shall specify the content of the system database for the supplier in order to ensure the consistency of common data and to define the allowed operational range of the data.

EXPECTED OUTPUT: System database content and allowed operational range [RB, SSS; SRR].

5.2.4.5 Development constraints

a. The customer shall define specific development and design constraints on the supplier, including the use of development standards.

EXPECTED OUTPUT: Design and development constraints [RB, SSS; SRR].
5.2.4.6 On board control procedures
a. The customer shall specify the requirements to be implemented by OBCP.

NOTE See ECSS-E-ST-70-01.

EXPECTED OUTPUT: OBCP requirements [RB, SSS; SRR].

5.2.4.7 Development of software to be reused
a. The customer shall specify the reusability requirements that apply to the development, to enable the future reuse of the software (including models used to generate the software), or customization for mission (e.g. in a family of spacecraft or launcher).

EXPECTED OUTPUT: Requirements for ‘software to be reused’ [RB, SSS; SRR].

5.2.4.8 Software safety and dependability requirements
a. The customer shall specify the software safety and dependability requirements in accordance with ECSS-Q-ST-80 clauses 5.4.4, 6.2.2 and 6.2.3, based on the results of the safety and dependability analysis performed at system level.

EXPECTED OUTPUT: Software safety and dependability requirements [RB, SSS; SRR].

5.2.4.9 Format and data medium
a. The customer shall specify the format and the delivery medium of the exchanged data, in particular the interface and the system database.

EXPECTED OUTPUT: Format and delivery medium of exchanged data [RB, SSS; SRR].

5.2.5 System requirements review
a. The customer shall conduct a system requirements review (SRR) in accordance with 5.3.4.1a.

5.3 Software management process

5.3.1 Overview
The management and control tasks specified in this clause are:

- software life cycle management;
- joint review process, software project reviews description, software technical reviews description, and reviews phasing;
- interface management;
• technical budget and margin management;
• compliance to this Standard.

5.3.2 Software life cycle management

5.3.2.1 Software life cycle identification

a. The software supplier shall define and follow a software life cycle including phases, their inputs and outputs, and joint reviews, in accordance with the overall project constraints and with ECSS-M-ST-10.

EXPECTED OUTPUT: Software life cycle definition [MGT, SDP; SRR, PDR].

b. The life cycle shall be chosen, assessing the specifics of the project technical approaches and the relevant project risks.

EXPECTED OUTPUT: Software life cycle definition [MGT, SDP; SRR, PDR].

c. The software supplier shall define the development strategy, the software engineering standards and techniques, the software development and the software testing environment.

EXPECTED OUTPUT: Development strategy, standards, techniques, development and testing environment [MGT, SDP; PDR].

d. The output of each phase and their status of completion, submitted as input to joint reviews, shall be specified in the software life cycle definition, including documents in complete or outline versions, and the results of verification of the outputs of the phase.

EXPECTED OUTPUT: Software life cycle definition [MGT, SDP; SRR, PDR].

5.3.2.2 Identification of interfaces between development and maintenance

a. The interfaces between development and maintenance (e.g. documents to be handed over, tools to be kept for maintenance) shall be identified in the software life cycle.

EXPECTED OUTPUT: Identification of interface between development and maintenance [MGT, SDP; PDR].

5.3.2.3 Software procurement process implementation

a. The supplier shall document and implement the software procurement process as specified in ECSS-Q-ST-80 clause 5.5.

EXPECTED OUTPUT: Software procurement process documentation and implementation [MGT, SDP; SRR, PDR].
5.3.2.4 Automatic code generation

a. The autocode input models shall be reviewed together with the rest of the software specification, architecture and design.

   NOTE The autocode input models are integral part of the software specification, architecture and design.

   EXPECTED OUTPUT: Autocode input model review [MGT, SDP; SRR, PDR].

b. In the case of coexisting autocoded and manually written parts, the software development plan shall include the definition of a clear interface definition and resource allocation (memory, CPU) at PDR.

   EXPECTED OUTPUT: Autocode interface definition and resource allocation [MGT, SDP; SRR, PDR].

c. The input model management, the code generation process and supporting tools shall be documented in the SDP.

   EXPECTED OUTPUT: Automatic code generation development process and tools [MGT, SDP; SRR, PDR].

d. The supplier shall define in the SDP the verification and validation strategy for automatic code generation as a result of the trade off between the qualification of the code generation toolchain and the end to end validation strategy of the software item, or any combination thereof, in relation with ECSS-Q-ST-80 clause 6.2.8.

   EXPECTED OUTPUT: Automatic code generation verification and validation strategy [MGT, SDP; SRR, PDR].

e. The configuration management of the automatic code generation related elements shall be defined in the SCMP.

   EXPECTED OUTPUT: Automatic code generation configuration management [MGT, SCMP; SRR, PDR].

5.3.2.5 Changes to baselines

a. Changes to baselines shall be handled by the configuration management process described in clause 6.2.4 of ECSS-Q-ST-80.

   EXPECTED OUTPUT: Changes to baselines procedures [MGT, SCMP; SRR, PDR].

5.3.3 Joint review process

5.3.3.1 Joint reviews

a. Joint reviews shall be held to evaluate the progress and outputs of a project process or activity and provide evidence that:

1. the output are complete;
2. the output conforms to applicable standards and specifications;
3. any changes are properly implemented and impact only those areas identified by the configuration management process;
4. the output conforms to applicable schedules;
5. the output are in such a status that the next activity can start;
6. the activity is being conducted according to the plans, schedules, standards, and guidelines laid down for the project.

NOTE The joint review process is a process for evaluating the status and products of an activity of a project as appropriate. This process is employed by two parties, where one party (reviewing party) reviews another party (reviewed party). For project reviews, the two parties are the customer and the supplier. Joint reviews are held throughout the life cycle of the software;

EXPECTED OUTPUT: Joint review reports [D]F, - ; SRR, PDR, CDR, QR, AR.

5.3.3.2 Software project reviews

a. Software project reviews (i.e. joint reviews organized under the responsibility of the customer aiming at defining a customer approved technical baseline) shall be included in the software life cycle, with as a minimum SRR, PDR, CDR, QR and AR as specified in 5.3.4.

EXPECTED OUTPUT: Software project reviews included in the software life cycle definition [MGT, SDP; SRR, PDR].

b. The review process specified in ECSS-M-ST-10-01 shall apply to all software project reviews, including the agreement on a review plan before the review process is started.

EXPECTED OUTPUT: Review Plan [MGT, SRevP; SRR, PDR].

5.3.3.3 Software technical reviews

a. In addition to the software project reviews, software technical reviews (i.e. joint reviews organized under the responsibility of the customer or the supplier aiming at defining a technical baseline) shall be defined.

EXPECTED OUTPUT: Software technical reviews included in the software life cycle definition [MGT, SDP; SRR, PDR].

b. The applicable technical review process shall be specified by the supplier.

EXPECTED OUTPUT: Technical reviews process [MGT; SDP; SRR, PDR].

c. The supplier shall use the software technical reviews to implement intermediate reviews, in particular for incremental life cycle.

AIM: — this enables to cope with any alternative life cycle not necessarily waterfall.
in the case of incremental life cycle in particular, this enables to hold formal reviews on the last increments, and to have those technical reviews in anticipation for each of the increment.

EXPECTED OUTPUT: Software technical reviews included in the software life cycle definition [MGT, SDP; SRR, PDR].

5.3.4 Software project reviews description

5.3.4.1 System requirement review
a. After completion of the software requirements baseline specification, a system requirements review (SRR) shall take place.

AIM: Reach the approval of the software requirements baseline by all stakeholders.

EXPECTED OUTPUT: Approved requirements baseline [RB; SRR].

5.3.4.2 Preliminary design review
a. After completion of the software requirement analysis and architectural design, and the verification and validation processes implementation, a preliminary design review (PDR) shall take place.

AIM: To review compliance of the technical specification (TS) with the requirements baseline, to review the software architecture and interfaces, to review the development, verification and validation plans.

EXPECTED OUTPUT: Approved technical specification and interface, architecture and plans [TS, DDF, DJF, MGT; PDR].

b. In case the software requirements are baselined before the start of the architectural design, the part of the PDR addressing the software requirements specification and the interfaces specification shall be held in a separate joint review anticipating the PDR, in a software requirements review (SWRR).

AIM: e.g. in case of software intensive system or when an early baseline of the requirements is required.

EXPECTED OUTPUT: Approved technical specification and interface [TS; PDR].

5.3.4.3 Critical design review
a. After completion of the design of software items, coding and testing, integration and validation with respect to the technical specification, a critical design review (CDR) shall take place.

AIM: —To review the design definition file, including software architectural design, detailed design, code and users manual;
— To review the design justification file, including the completeness of the software unit testing, integration and validation with respect to the technical specification.

EXPECTED OUTPUT: Approved design definition file and design justification file [DDF, DJF; CDR].

b. In case the software detailed design is baselined before the start of the coding, the part of the CDR addressing the software detailed design, the interfaces design and the software budget shall be held in a separate joint review anticipating the CDR, in a detailed design review (DDR).

EXPECTED OUTPUT: Approved detailed design, interface design and budget [DDF, DJF; CDR].

5.3.4.4 Qualification review

a. After completion of the software validation against the requirements baseline, and the verification activities, a qualification review (QR) shall take place.

EXPECTED OUTPUT: Qualified software product [RB, TS, DDF, DJF, MGT, MF; QR].

5.3.4.5 Acceptance review

a. After completion of the software delivery and installation, and software acceptance, an acceptance review (AR) shall take place.

AIM: To accept the software product in the intended operational environment.

EXPECTED OUTPUT: Accepted software product [RB, TS, DDF, DJF, MGT, MF; AR].

5.3.5 Software technical reviews description

5.3.5.1 Test readiness reviews

a. Test readiness reviews (TRR) shall be held before the beginning of test activities, as defined in the software development plan.

EXPECTED OUTPUT: Confirmation of readiness of test activities [DJF; TRR]

5.3.5.2 Test review board

a. The test review board (TRB) shall approve test results at the end of test activities, as defined in the software development plan.

EXPECTED OUTPUT: Approved test results [DJF; TRB]
5.3.6 Review phasing

5.3.6.1 Review phasing for flight software

a. For flight software, the phasing of the software life cycle to the system life cycle shall be chosen, assessing the following driving aspects:

1. the system model philosophy (e.g. proto-flight model, versus utilization of engineering qualification model)
2. the system verification and qualification approach and constraints
3. the capability to baseline the system design at system CDR, by knowing enough information about software design, in particular consolidated sizing and timing budgets, consistent hardware design and software design.

EXPECTED OUTPUT: Flight software review phasing [MGT, SDP; SRR, PDR]

b. For flight software the following software versus system level reviews synchronisation shall be planned as follows:

1. the software SRR not later than the system PDR
2. the software PDR between the system PDR and the system CDR
3. the detailed design of the software reviewed before the system CDR e.g. in a DDR
4. the software CDR before the system QR
5. the software QR within system QR

EXPECTED OUTPUT: Flight software review phasing [MGT, SDP; SRR, PDR]

5.3.6.2 Review phasing for ground software

a. For ground segment software, the software life cycle shall be chosen assessing the following constraints for the ground reviews phasing:

1. the baseline of the software requirements (e.g. SWRR) is performed before the ground segment PDR,
2. the software PDR is performed before the ground segment CDR
3. all the other software reviews are performed before the ground segment QR.

EXPECTED OUTPUT: Ground software review phasing [MGT, SDP; SRR, PDR]

5.3.7 Interface management

5.3.7.1 Interface management procedures

a. Interface management procedures shall be defined in accordance with ECSS-M-ST-40 requirements.
AIM: Define procedures that guarantee the consistency of the system interfaces.

EXPECTED OUTPUT: Interface management procedures [MGT, - ; SRR];

5.3.8 Technical budget and margin management

5.3.8.1 Software technical budget and margin philosophy definition

a. Technical budget targets and margin philosophy dedicated to the software shall be specified by the customer in the requirements baseline in order to define the limits of software budgets associated with computer and network resources (such as: CPU load, maximum memory size, deadline fulfilment, communication, archiving needs, remote access needs) and performance requirements (such as data throughput).

AIM: This allows anticipating:

- Expected changes in the requirements baseline
- Requirements on reprogramming of the system during operational use
- Required budget for temporary copies of software images
- Constraints on state transitions, especially when recovery from a faulty state is concerned
- Constraints on physical CPU type and memory (e.g. driven by radiation levels) and expected processor capacity, wait states, interfaces, caching and pipelining, etc
- Equipment, communication and performances aspects (e.g. buses, protocols, acceptable errors, bus capacity usage by other sources, etc)
- Accuracy aspects, such as conversion to/from analogue signals, and accuracy of timing signals
- Budgets for OS kernel characterisation, such as context switch latency or deadlines for tasking
- Mission and system operation characteristics and reference operational scenarios

NOTE 1 The following CPU load margin reference values are often considered: 50 % at PDR, 35 % at DDR or TRR, 25 % at CDR, QR or AR.

NOTE 2 The following memory margin reference values in RAM or EEPROM are often considered: 50 % at PDR, 40 % at DDR or TRR, 35 % at CDR and 25 % at QR or AR.

EXPECTED OUTPUT: Technical budgets and margin philosophy for the project [RB, SSS; SRR].
5.3.8.2 Technical budget and margin computation

a. The way to compute the technical budgets and margin shall be agreed between the customer and the supplier.

EXPECTED OUTPUT: Technical budgets and margin computation [DJF, SVR; SRR, PDR]

5.3.9 Compliance to this Standard

5.3.9.1 Compliance matrix

a. The supplier shall provide a compliance matrix documenting conformance with the individual software engineering process requirements (Clause 5) applicable to the project or business agreement, as per ECSS-S-ST-00.

EXPECTED OUTPUT: ECSS-E-ST-40 compliance matrix [MGT, SDP; SRR, PDR]

5.3.9.2 Documentation compliance

a. The compliance to each of the individual software engineering process requirements shall make reference to the document where the expected output is placed, if it is not placed in this Standard’s DRDs in annexes of this document.

EXPECTED OUTPUT: ECSS-E-ST-40 compliance matrix [MGT, SDP; SRR, PDR]

NOTE A general statement of compliance to this Standard’s DRDs is acceptable.

5.4 Software requirements and architecture engineering process

5.4.1 Overview

The software requirements and architecture engineering process consists of the following activities:

- software requirements analysis;
- software architectural design.
5.4.2 Software requirements analysis

5.4.2.1 Establishment and documentation of software requirements

a. The supplier shall establish and document software requirements, including the software quality requirements, as part of the technical specification.

EXPECTED OUTPUT: The following outputs are expected:

a. Functional and performance specifications, including hardware characteristics, and environmental conditions under which the software item executes, including budgets requirements [TS, SRS; PDR];

b. Operational, reliability, safety, maintainability, portability, configuration, delivery, adaptation and installation requirements, design constraints [TS, SRS; PDR];

c. Software product quality requirements (see ECSS-Q-ST-80 clause 7.2) [TS, SRS; PDR];

d. Security specifications, including those related to factors which can compromise sensitive information [TS, SRS; PDR];

e. Human factors engineering (ergonomics including HMI usability) specifications, following the human factor engineering process specified in ECSS-E-STD-10-11 [TS, SRS; PDR];

f. Data definition and database requirements [TS, SRS; PDR];

g. Validation requirements [TS, SRS, ICD; PDR]

h. Interfaces external to the software item [TS, ICD; PDR];

i. Reuse requirements (see ECSS-Q-ST-80 clause 6.2.7) [TS, SRS; PDR].

5.4.2.2 Definition of functional and performance requirements for in flight modification

a. When in flight modification is specified for flight software, the supplier shall perform analysis of the specific implications for the software design and validation processes and include the functional and performance requirements in the technical specification, including in case of use of automatic code generation.

EXPECTED OUTPUT: Specifications for in flight software modifications [TS, SRS; PDR].
5.4.2.3 Construction of a software logical model

a. The supplier shall construct a logical model of the functional requirements of the software product.

EXPECTED OUTPUT: Software logical model [TS, SRS; PDR].

b. The supplier shall use a method to support the construction of the logical model.

EXPECTED OUTPUT: Software logical model method [TS, SRS; PDR].

c. The logical model shall include a behavioural view.

EXPECTED OUTPUT: Behavioural view in software logical model [TS, SRS; PDR].

5.4.2.4 Conducting a software requirement review

a. The supplier shall conduct a software requirement review (SWRR) as anticipation of the PDR, in conformance with 5.3.4.2b.

5.4.3 Software architectural design

5.4.3.1 Transformation of software requirements into a software architecture

a. The supplier shall transform the requirements for the software item into an architecture that:

1. describes its top–level structure;
2. identifies the software components, ensuring that all the requirements for the software item are allocated to its software components and later refined to facilitate detailed design;
3. covers as a minimum hierarchy, dependency, interfaces and operational usage for the software components;
4. documents the process, data and control aspects of the product;
5. describes the architecture static decomposition into software elements such as packages, classes or units;
6. describes the dynamic architecture, which involves the identification of active objects such as threads, tasks and processes;
7. describes the software behaviour.

EXPECTED OUTPUT: Software architectural design [DDF, SDD; PDR].

5.4.3.2 Software design method

a. The supplier shall use a method (e.g. object oriented or functional) to produce the static and dynamic architecture including:

1. software elements, their interfaces, and;
2. software elements relationships.
EXPECTED OUTPUT: Software architectural design method [DDF, SDD; PDR].

5.4.3.3 Selection of a computational model for real–time software

a. The dynamic architecture design shall be described according to an analysable computational model.

EXPECTED OUTPUT: Computational model [DDF, SDD; PDR].

5.4.3.4 Description of software behaviour

a. The software architecture design shall also describe the behaviour of the software, by means of description techniques using automata and scenarios.

EXPECTED OUTPUT: Software behaviour [DDF, SDD; PDR].

5.4.3.5 Development and documentation of the software interfaces

a. The supplier shall develop and document a software preliminary design for the interfaces external to the software item and between the software components of the software item.

EXPECTED OUTPUT: The following outputs are expected:

a. Preliminary external interfaces design [TS, ICD; PDR];

b. Preliminary internal interfaces design [DDF, SDD; PDR].

5.4.3.6 Definition of methods and tools for software intended for reuse

a. The supplier shall define procedures, methods and tools for reuse, and apply these to the software engineering processes to comply with the reusability requirements for the software development.

EXPECTED OUTPUT: Software intended for reuse - justification of methods and tools [DJF, SRF; PDR].

b. An evaluation of the reuse potential of the software shall be performed at PDR and CDR.

EXPECTED OUTPUT: Software intended for reuse - evaluation of reuse potential [DJF, SRF; PDR, CDR].

c. The supplier shall design the software such that mission and configuration dependant data are separated e.g. in a database.

EXPECTED OUTPUT: Software architectural design with configuration data - [DDF, SDD; PDR, CDR].
5.4.3.7 Reuse of existing software

a. The analysis of the potential reusability of existing software components shall be performed through:

1. identification of the reuse components and models with respect to the functional requirements baseline, and;
2. a quality evaluation of these components, applying ECSS-Q-ST-80 clause 6.2.7.

EXPECTED OUTPUT: Justification of reuse with respect to requirements baseline [DJF, SRF; PDR].

5.4.3.8 Definition and documentation of the software integration requirements and plan

a. The supplier shall define and document the preliminary software integration strategy in terms of responsibility and schedule, control procedures and testing approach (goals to be achieved, sequence, environment and criteria).

EXPECTED OUTPUT: Software integration strategy [DJF, SUITP; PDR].

5.4.4 Conducting a preliminary design review

a. The supplier shall conduct a preliminary design review (PDR) in accordance with clause 5.3.4.2.

NOTE The successful completion of the review establishes a baseline for the development of the software item.

5.5 Software design and implementation engineering process

5.5.1 Overview

The software design and implementation engineering process consists of the following activities:

- design of software items;
- coding and testing;
- integration.

5.5.2 Design of software items

5.5.2.1 Detailed design of each software component

a. The supplier shall develop a detailed design for each component of the software and document it.
EXPECTED OUTPUT: Software components design documents [DDF, SDD; CDR].

b. Each software component shall be refined into lower levels containing software units that can be coded, compiled, and tested.

EXPECTED OUTPUT: Software components design documents [DDF, SDD; CDR].

c. It shall be ensured that all the software requirements are allocated from the software components to software units.

EXPECTED OUTPUT: Software components design documents [DDF, SDD; CDR].

5.5.2.2 Development and documentation of the software interfaces detailed design

a. The supplier shall develop and document a detailed design for the interfaces external to the software item, between the software components, and between the software units, in order to allow coding without requiring further information.

EXPECTED OUTPUT: The following outputs are expected:
   a. External interfaces design (update) [TS, ICD; CDR];
   b. Internal interfaces design (update) [DDF, SDD; CDR].

5.5.2.3 Production of the detailed design model

a. The supplier shall produce the detailed design model of the software components defined during the software architectural design, including their static, dynamic and behavioural aspects.

EXPECTED OUTPUT: The following outputs are expected:
   a. Software static design model [DDF, SDD; CDR];
   b. Software dynamic design model [DDF, SDD; CDR];
   c. Software behavioural design model [DDF, SDD; CDR];

5.5.2.4 Software detail design method

a. The supplier shall use a design method (e.g. object oriented or functional method) to produce the detailed design including:
   1. software units, their interfaces, and;
   2. software units relationships.

EXPECTED OUTPUT: Software design method [DDF, SDD; CDR]
5.5.2.5 Detailed design of real–time software

a. The dynamic design model shall be compatible with the computational model selected during the software architectural design model.

**EXPECTED OUTPUT:** Real-time software dynamic design model [DDF, SDD; CDR].

b. The supplier shall document and justify all timing and synchronization mechanisms.

**EXPECTED OUTPUT:** Real-time software dynamic design model [DDF, SDD; CDR].

c. The supplier shall document and justify all the design mutual exclusion mechanisms to manage access to the shared resources.

**EXPECTED OUTPUT:** Real-time software dynamic design model [DDF, SDD; CDR].

d. The supplier shall document and justify the use of dynamic allocation of resources.

**EXPECTED OUTPUT:** Real-time software dynamic design model [DDF, SDD; CDR].

e. The supplier shall ensure protection against problems that can be induced by the use of dynamic allocation of resources, e.g. memory leaks.

**EXPECTED OUTPUT:** Real-time software dynamic design model [DDF, SDD; CDR].

5.5.2.6 Utilization of description techniques for the software behaviour

a. The behavioural design of the software units shall be described by means of techniques using automata and scenarios.

**EXPECTED OUTPUT:** Software behavioural design model techniques [DDF, SDD; CDR].

5.5.2.7 Determination of design method consistency for real–time software

a. It shall be ensured that all the methods utilized for different items of the same software are, from a dynamic stand–point, consistent among themselves and consistent with the selected computational model.

**EXPECTED OUTPUT:** Compatibility of real-time design methods with the computational model [DDF, SDD; CDR].

5.5.2.8 Development and documentation of the software user manual

a. The supplier shall develop and document the software user manual.

**EXPECTED OUTPUT:** Software user manual [DDF, SUM; CDR].
5.5.2.9 Definition and documentation of the software unit test requirements and plan

a. The supplier shall define and document responsibility and schedule, control procedures, testing approach, test design and test case specification for testing software units.

EXPECTED OUTPUT: Software unit test plan [DF, SUITP; CDR].

5.5.2.10 Conducting a detailed design review

a. The supplier shall conduct a detailed design review (DDR) as anticipation of the CDR, in conformance with 5.3.4.3b.

5.5.3 Coding and testing

5.5.3.1 Development and documentation of the software units

a. The supplier shall develop and document the following:

1. the coding of each software unit;
2. the build procedures to compile and link software units;

EXPECTED OUTPUT: The following outputs are expected:

a. Software component design documents and code (update) [DDF, SDD, source code; CDR];
b. Software configuration file - build procedures [DDF, SCF; CDR].

5.5.3.2 Software unit testing

a. The supplier shall develop and document the test procedures and data for testing each software unit.

EXPECTED OUTPUT: The following outputs are expected:

a. Software component design document and code (update) [DDF, SDD, source code; CDR];
b. Software unit test plan (update) [DF, SUITP; CDR].

b. The supplier shall test each software unit ensuring that it satisfies its requirements and document the test results.

EXPECTED OUTPUT: The following outputs are expected:

a. Software component design document and code (update) [DDF, SDD, source code; CDR];
b. Software unit test reports [DF, SUITP; CDR].

c. The unit test shall exercise:

1. code using boundaries at n-1, n, n+1 including looping instructions, while, for and tests that use comparisons;
2. all the messages and error cases defined in the design document;
3. the access of all global variables as specified in the design document;
4. out of range values for input data, including values that can cause erroneous results in mathematical functions;
5. the software at the limits of its requirements (stress testing).

**EXPECTED OUTPUT:** Software unit test reports [DJK, - ; CDR].

### 5.5.4 Integration

#### 5.5.4.1 Software integration test plan development

a. The supplier shall complement the software integration test plan to define the integration of the software units and software components into the software item, providing the following data:

1. test design;
2. test case specification;
3. test procedures;
4. test data.

**EXPECTED OUTPUT:** Software integration test plan (update) [DJK, SUITP; CDR].

#### 5.5.4.2 Software units and software component integration and testing

a. The supplier shall integrate the software units and software components, and test them, as the aggregates are developed, in accordance with the integration plan, ensuring that each aggregate satisfies the requirements of the software item and that the software item is integrated at the conclusion of the integration activity.

**EXPECTED OUTPUT:** Software integration test report [DJK, - ; CDR].

### 5.6 Software validation process

#### 5.6.1 Overview

The software validation process consists of:

- validation process implementation,
- validation activities with respect to the technical specification, and
- validation activities with respect to the requirements baseline.
5.6.2 Validation process implementation

5.6.2.1 Establishment of a software validation process

a. The validation process shall be established to validate the software product.

*EXPECTED OUTPUT: Software validation plan - validation process identification [D]F, SValP; PDR.*

b. Validation tasks defined in clauses 5.6.3 and 5.6.4 including associated methods, techniques, and tools for performing the tasks, shall be selected and the regression test strategy specified.

*EXPECTED OUTPUT: Software validation plan - methods and tools [D]F, SValP; PDR.*

c. The validation effort and the degree of organizational independence of that effort shall be determined, coherent with ECSS-Q-ST-80 clause 6.3.5.19.

*EXPECTED OUTPUT: Software validation plan - effort and independence [D]F, SValP; PDR.*

5.6.2.2 Selection of an ISVV organization

a. If the project warrants an independent validation effort, a qualified organization responsible for conducting the effort shall be selected.

*EXPECTED OUTPUT: Independent software validation plan - organization selection [D]F, -; PDR.*

b. The conductor shall be assured of the independence and authority to perform the validation tasks.

*EXPECTED OUTPUT: Independent software validation plan - level of independence [D]F, -; PDR.*

**NOTE 1** This clause is applied with ECSS-M-ST-10 and ECSS-Q-ST-80, clause 6.3.5.28.

**NOTE 2** The conductor is the person or the entity that takes in charge the validation tasks (e.g. test cases specification, design, execution and management).

5.6.3 Validation activities with respect to the technical specification

5.6.3.1 Development and documentation of a software validation specification with respect to the technical specification

a. The supplier shall develop and document, for each requirement of the software item in TS (including ICD), a set of tests, test cases (inputs, outputs, test criteria) and test procedures including:
1. testing with stress, boundary, and singular inputs;
2. testing the software product for its ability to isolate and reduce the effect of errors;
   
   NOTE For example: This reduction is done by graceful degradation upon failure, request for operator assistance upon stress, boundary and singular conditions.
3. testing that the software product can perform successfully in a representative operational environment;
4. external interface testing including boundaries, protocols and timing test;
5. testing HMI applications as per ECSS-E-ST-10-11.

EXPECTED OUTPUT: Software validation specification with respect to the technical specification [DJF, SVS; CDR].

b. Validation shall be performed by test.

EXPECTED OUTPUT: Software validation specification with respect to the technical specification [DJF, SVS; CDR].

c. If it can be justified that validation by test cannot be performed, validation shall be performed by either analysis, inspection or review of design.

EXPECTED OUTPUT: Software validation specification with respect to the technical specification [DJF, SVS; CDR].

5.6.3.2 Conducting the validation with respect to the technical specification

a. The validation tests shall be conducted as specified in the output of clause 5.6.3.1.

EXPECTED OUTPUT: Software validation report with respect to the technical specification [DJF, - ; CDR].

5.6.3.3 Updating the software user manual

a. The supplier shall update the software user manual in accordance with the results of the validation activities with respect to the technical specification.

EXPECTED OUTPUT: Software user manual (update) [DDF, SUM; CDR].

5.6.3.4 Conducting a critical design review

a. The supplier shall conduct a critical design review (CDR) in accordance with clause 5.3.4.3.
5.6.4 Validation activities with respect to the requirements baseline

5.6.4.1 Development and documentation of a software validation specification with respect to the requirements baseline

a. The supplier shall develop and document, for each requirement of the software item in RB (including IRD), a set of tests, test cases (inputs, outputs, test criteria) and test procedures including:

1. testing against the mission data and scenario specified by the customer in 5.2.3.1
2. testing with stress, boundary, and singular inputs;
3. testing the software product for its ability to isolate and reduce the effect of errors;
   
   NOTE For example: This reduction is done by graceful degradation upon failure, request for operator assistance upon stress, boundary and singular conditions.

4. testing that the software product can perform successfully in a representative operational and non-intrusive environment.
5. external interface testing including boundaries, protocols and timing test;
6. testing HMI applications as per ECSS-E-ST-10-11.

EXPECTED OUTPUT: Software validation specification with respect to the requirements baseline [DF, SVS; QR, AR].

b. Validation shall be performed by test.

EXPECTED OUTPUT: Software validation specification with respect to the requirements baseline [DF, SVS; QR, AR].

c. If it can be justified that validation by test cannot be performed, validation shall be performed by either analysis, inspection or review of design.

EXPECTED OUTPUT: Software validation specification with respect to the requirements baseline [DF, SVS; QR, AR].

5.6.4.2 Conducting the validation with respect to the requirements baseline

a. The validation tests shall be conducted as specified in the output of clause 5.6.4.1.

EXPECTED OUTPUT: Software validation report with respect to the requirements baseline [DF, - ; QR, AR].

b. The validation tests shall be “black box”, i.e. performed on the final software product to be delivered, without any modification of the code or of the data.
NOTE In particular, this is essential when a mission database is used to customize the final product, and when late versions of the database are used to update the software.

EXPECTED OUTPUT: Software validation report with respect to the requirements baseline [DF, -; QR, AR].

5.6.4.3 Updating the software user manual

a. The supplier shall update the software user manual in accordance with the results of the validation activities with respect to the requirements baseline.

EXPECTED OUTPUT: Software user manual (update) [DDF, SUM; QR, AR].

5.6.4.4 Conducting a qualification review

a. The qualification review (QR) shall be conducted in accordance with clause 5.3.4.4.

5.7 Software delivery and acceptance process

5.7.1 Overview

This process consists of the following activities:

- software delivery and installation;
- software acceptance.

5.7.2 Software delivery and installation

5.7.2.1 Preparation of the software product

a. The supplier shall prepare the deliverable software product for its installation in the target platform.

EXPECTED OUTPUT: The following outputs are expected:

a. Software product [DDF, -; QR, AR];

b. Software release document [DDF, SRelD; QR, AR].

5.7.2.2 Supplier's provision of training and support

a. The supplier shall provide initial and continuing training and support to the customer if specified in the requirements baseline.

EXPECTED OUTPUT: Training material [DDF, -; QR].
5.7.2.3 Installation procedures

a. The supplier shall develop procedures to install the software product in the target environment.

EXPECTED OUTPUT: Installation procedures [DDF, SCF; AR].

5.7.2.4 Installation activities reporting

a. The resources and information to install the software product shall be determined and be available.

EXPECTED OUTPUT: Installation report [DJF, -; AR].

b. The supplier shall assist the customer with the set–up activities.

EXPECTED OUTPUT: Installation report [DJF, -; AR].

c. It shall be ensured that the software code and databases initialize, execute and terminate as specified in the installation plan.

EXPECTED OUTPUT: Installation report [DJF, -; AR].

d. The installation events and results shall be documented.

EXPECTED OUTPUT: Installation report [DJF, -; AR].

5.7.3 Software acceptance

5.7.3.1 Acceptance test planning

a. The customer shall establish an acceptance test plan specifying the intended acceptance tests with tests suited to the target environment.

EXPECTED OUTPUT: Acceptance test plan [DJF, -; QR, AR].

5.7.3.2 Acceptance test execution

a. The customer shall perform the acceptance testing.

EXPECTED OUTPUT: Acceptance test report [DJF, -; AR].

5.7.3.3 Executable code generation and installation

a. The acceptance shall include generation of the executable code from configuration managed source code components and its installation on the target environment.

EXPECTED OUTPUT: Software product [DDF, -; AR].

5.7.3.4 Supplier's support to customer's acceptance

a. The supplier shall support the customer’s acceptance reviews and testing of the software product in preparation of the AR.

EXPECTED OUTPUT: Joint review reports [DJF, -; AR].
NOTE  Acceptance reviews and testing considers the results of the joint reviews (see 5.3.3), audits, testing and validation (see ECSS-Q-ST-80 clauses 5.2.3 and 6.3.5), and system validation testing (if performed).

b. The results of the acceptance reviews and testing shall be documented.

EXPECTED OUTPUT: Joint review reports [DJF, -; AR].

5.7.3.5 Evaluation of acceptance testing

a. The acceptance tests shall be traced to the requirements baseline.

EXPECTED OUTPUT: Traceability of acceptance tests to the requirements baseline [DJF, SVR; AR].

5.7.3.6 Conducting an acceptance review

a. The acceptance review (AR) shall be conducted in accordance with clause 5.3.4.5.

5.8 Software verification process

5.8.1 Overview

The software verification process consists of:

• verification process implementation, and
• verification activities.

5.8.2 Verification process implementation

5.8.2.1 Establishment of the software verification process

a. The verification process shall be established by the supplier to verify the software products.

EXPECTED OUTPUT: Software verification plan - verification process identification [DJF, SVerP; PDR].

b. Life cycle activities and software products needing verification shall be determined based upon the scope, magnitude, complexity, and criticality analysis.

EXPECTED OUTPUT: Software verification plan - software products identification [DJF, SVerP; PDR].

c. Verification activities and tasks defined in clause 5.8.3, including associated methods, techniques, and tools for performing the tasks, shall be selected for the life cycle activities and software products.
EXPECTED OUTPUT: Software verification plan - activities, methods and tools [DJF, SVerP; PDR].

d. A determination shall be made concerning the verification effort, the identification of risks and the degree of organizational independence.

EXPECTED OUTPUT: Software verification plan - organizational independence, risk and effort identification [DJF, SVerP; PDR].

5.8.2.2 Selection of the organization responsible for conducting the verification

a. If the project warrants an independent verification effort, a qualified organization shall be selected for conducting the verification.

EXPECTED OUTPUT: Independent software verification plan - organization selection [DJF, -; PDR].

b. This organization shall have the independence and authority needed to perform the verification activities.

NOTE ECSS-Q-ST-80 clause 6.2.6.13 (independent software verification) and ECSS-M-ST-10 (project planning and implementation) contain further requirements relevant for this clause.

AIM: A coherent and consistent approach to project organization within each project.

EXPECTED OUTPUT: Independent software verification plan - level of independence [DJF, -; PDR].

5.8.3 Verification activities

5.8.3.1 Verification of requirements baseline

a. The customer shall verify that the requirements baseline, including the interface requirements document:

1. specifies a clear description of the environment in which the software operates;

2. specifies the characteristics of all external systems (e.g. bus, computer, ground interface) in interaction with the software product;

3. specifies the controllability and observability points for each application;

4. specifies the fault detection, identification, and recovery strategy to be implemented, and that the strategy is coherent with the dependability and safety level of the software under consideration;

5. specifies the modes/submodes and transition between modes (modes automaton);

6. specifies telemetries date management occurrences;
7. identifies the configuration data of the software;
8. identifies and justifies the margins policy in terms of memory and CPU allocation;
9. defines operational scenario;
10. includes consistent and verifiable requirements.

EXPECTED OUTPUT: Requirements baseline verification report [DJF, SVR; SRR].

5.8.3.2 Verification of the technical specification

a. The supplier shall verify the technical specification including the interface control document ensuring that:
   1. software requirements and interface are externally and internally consistent (not implying formal proof consistency);
   2. the traceability between system requirements and software requirements is complete;
   3. the software requirements that are not traced to the system requirements allocated to software are justified;
   4. software requirements are verifiable;
   5. software design is feasible;
   6. operations and maintenance are feasible;
   7. the software requirements related to safety, security, and criticality are correct;
   8. the hardware environment constraints are identified;
   9. the implementation constraints are identified;
   10. the requirement verification method as specified in ECSS-Q-ST-80 clause 7.2.1.3 is feasible.
   11. the logical model has been checked;

EXPECTED OUTPUT: The following outputs are expected:
   a. Requirements traceability matrices [DJF, SVR or (SRS and ICD); PDR];
   b. Requirements verification report [DJF, SVR; PDR].

5.8.3.3 Verification of the software architectural design

a. The supplier shall verify the architecture of the software item and the interface design ensuring that:
   1. architecture and interface are externally consistent with the requirements of the software item;
   2. there is internal consistency between the software components;
   3. the traceability between the requirements and the software components is complete;
4. the software components that are not traced to the software requirements are justified;
5. producing a detailed design is feasible;
6. operations and maintenance are feasible;
7. the design is correct with respect to the requirements and the interfaces, including safety, security and other critical requirements;
8. the design implements proper sequence of events, inputs, outputs, interfaces, logic flow, allocation of timing and sizing budgets, and error handling;
9. the hierarchical breakdown from high level components to terminal ones is provided;
10. the dynamic features (tasks definition and priorities, synchronization mechanisms, shared resources management) are provided and the real-time choices are justified;
11. the synchronisation between external interface and internal timing is achieved.

EXPECTED OUTPUT: The following outputs are expected:

a. Software architectural design to requirements traceability matrices [DfJ, SVR or SDD; PDR];
b. Software architectural design and interface verification report [DfJ, SVR; PDR].

5.8.3.4 Verification of the software detailed design

a. The supplier shall verify the software detailed design ensuring that:
1. detailed design is externally consistent with the architecture;
2. there is internal consistency between software components and software units;
3. the traceability between the architecture and the detailed design is complete;
4. the software units that are not traced to the components are justified;
5. testing is feasible, by assessing that:
   (a) commandability and observability features are identified and included in the detailed design in order to prepare the effective testing of the performance requirements;
   (b) computational invariant properties and temporal properties are added within the design;
   (c) fault injection is possible.
6. operation and maintenance are feasible;
7. the design is correct with respect to requirements and interfaces, including safety, security, and other critical requirements;
8. the design implements proper sequence of events, inputs, outputs, interfaces, logic flow, allocation of timing and sizing budgets, and error handling;

9. the design model has been checked;

10. the hierarchical breakdown from high level components to terminal ones is provided;

11. the dynamic features (tasks definition and priorities, synchronization mechanisms, shared resources management) are provided and the real-time choices are justified;

12. the synchronisation between external interface and internal timing is achieved;

**EXPECTED OUTPUT:** The following outputs are expected:

a. Detailed design traceability matrices [DJF, SVR or SDD; CDR];

b. Detailed design verification report [DJF, SVR; CDR].

### 5.8.3.5 Verification of code

a. The supplier shall verify the software code ensuring that:

1. the code is externally consistent with the requirements and design of the software item;

2. there is internal consistency between software units;

3. the code is traceable to design and requirements, testable, correct, and in conformity to software requirements and coding standards;

4. the code that is not traced to the units is justified;

5. the code implements proper events sequences, consistent interfaces, correct data and control flow, completeness, appropriate allocation of timing and sizing budgets, and error handling;

6. the code implements safety, security, and other critical requirements correctly as shown by appropriate methods;

7. the effects of run–time errors are controlled;

8. there are no memory leaks;

9. numerical protection mechanisms are implemented.

**EXPECTED OUTPUT:** The following outputs are expected:

a. Software code traceability matrices [DJF, SVR; CDR];

b. Software code verification report [DJF, SVR; CDR].
b. The supplier shall verify that the following code coverage is achieved

<table>
<thead>
<tr>
<th>Code coverage versus criticality category</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
</tr>
</thead>
<tbody>
<tr>
<td>Source code statement coverage</td>
<td>100%</td>
<td>100%</td>
<td>AM</td>
<td>AM</td>
</tr>
<tr>
<td>Source code decision coverage</td>
<td>100%</td>
<td>100%</td>
<td>AM</td>
<td>AM</td>
</tr>
<tr>
<td>Source code modified condition and decision coverage</td>
<td>100%</td>
<td>AM</td>
<td>AM</td>
<td>AM</td>
</tr>
</tbody>
</table>

Note: "AM" means that the value is agreed with the customer and measured as per ECSS-Q-ST-80 clause 6.3.5.2.

**Expected output:** Code coverage verification report [DJF, SVR; CDR, QR, AR].

**Note:** This requirement is met by running unit, integration and validation tests, measuring the code coverage, and achieving the code coverage by additional (requirement based) tests, inspection or analysis.

c. Code coverage shall be measured by analysis of the results of the execution of tests.

**Expected output:** Code coverage verification report [DJF, SVR; CDR, QR, AR].

d. If it can be justified that the required percentage cannot be achieved by test execution, then analysis, inspection or review of design shall be applied to the non-covered code.

**AIM:** The goal of the complementary analysis is to assess that the non-covered code behaviour is as expected.

**Expected output:** Code coverage verification report [DJF, SVR; CDR, QR, AR].

e. In case the traceability between source code and object code cannot be verified (e.g. use of compiler optimization), the supplier shall perform additional code coverage analysis on object code level as follows:

<table>
<thead>
<tr>
<th>Code coverage VS. criticality category</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
</tr>
</thead>
<tbody>
<tr>
<td>Object code coverage</td>
<td>100%</td>
<td>N/A</td>
<td>N/A</td>
<td>N/A</td>
</tr>
</tbody>
</table>

**Note:** N/A means not applicable.

**Expected output:** Code coverage verification report [DJF, SVR; CDR, QR, AR].

f. The supplier shall verify source code robustness (e.g. resource sharing, division by zero, pointers, run-time errors).

**AIM:** Use static analysis for the errors that are difficult to detect at runtime.

**Expected output:** Robustness verification report [DJF, SVR; CDR].
5.8.3.6 Verification of software unit testing (plan and results)

a. The supplier shall verify the unit tests results ensuring that:
   1. the unit tests are consistent with detailed design and requirements;
   2. the unit tests are traceable to software requirements, design and code;
      
      NOTE The trace to requirements is used to design the unit test cases in order to predict meaningful expected results.
   3. software integration and testing are feasible;
   4. operation and maintenance are feasible;
   5. all activities defined in clause 5.5.3 are performed;
   6. test results conform to expected results;
   7. test results, test logs, test data, test cases and procedures, and test documentation are maintained under configuration management;
   8. normal termination (i.e. the test end criteria defined in the unit test plan) is achieved;
   9. abnormal termination of testing process (e.g. incorrect major fault, out of time) is reported;
  10. abnormal termination condition is documented in summary section of the unit test report, together with the unfinished testing and any uncorrected faults.

EXPECTED OUTPUT: The following outputs are expected:
   a. Software unit tests traceability matrices [D]F, SVR; CDR;
   b. Software unit testing verification report [D]F, SVR; CDR.

5.8.3.7 Verification of software integration

a. The supplier shall verify that the integration has been performed according to the strategy specified in the software integration test plan, and the integration activities ensuring:
   1. traceability to software architectural design;
   2. internal consistency;
   3. interface testing goals;
   4. conformance to expected results.

EXPECTED OUTPUT: Software integration verification report [D]F, SVR; CDR.
5.8.3.8 Verification of software validation with respect to the technical specifications and the requirements baseline

a. The supplier shall verify the software validation results ensuring that the test requirements, test cases, test specifications, analysis, inspection and review of design cover all software requirements of the technical specification or the requirements baseline.

EXPECTED OUTPUT: The following outputs are expected:

a. Traceability of the requirements baseline to the validation specification [DJF, SVR or SVS; QR, AR];

b. Traceability of the technical specification to the validation specification [DJF, SVR or SVS; CDR].

b. The supplier shall verify the software validation results ensuring conformance to expected results.

EXPECTED OUTPUT: The following outputs are expected:

a. Validation report evaluation with respect to the technical specification [DJF, SVR; CDR];

b. Validation report evaluation with respect to the requirements baseline [DJF, SVR; QR].

5.8.3.9 Evaluation of validation: complementary system level validation

a. The supplier shall identify the requirements of the technical specification and the requirements baseline that cannot be tested in its own environment, and shall forward to the customer a request to validate them at system level.

NOTE For example: Some of the requirements cannot be verified because the test environment used for the validation does not allow it. These requirements can only be tested when the software is integrated within the system (e.g. satellite and launcher).

EXPECTED OUTPUT: Complement of validation at system level [DJF, SValP; PDR].

5.8.3.10 Verification of software documentation

a. The supplier shall verify the software documentation ensuring that:

1. the documentation is adequate, complete, and consistent;

2. documentation preparation is timely;

3. configuration management of documents follows specified procedures.
EXPECTED OUTPUT: Software documentation verification report [Df, SVR; PDR, CDR, QR].

5.8.3.11 Schedulability analysis for real-time software

a. As part of the verification of the software requirements and architectural design, the supplier shall use an analytical model (or use modelling and simulation if it can be demonstrated that no analytical model exists) to perform a schedulability analysis and prove that the design is feasible.

NOTE The schedulability analysis proves that the real-time behaviour is predictable, i.e. that all the tasks complete before their deadline in the worst case condition.

EXPECTED OUTPUT: Schedulability analysis [Df, SVR; PDR].

b. As part of the verification of the software detailed design, the supplier shall refine the schedulability analysis performed during the software architectural design on the basis of the software detailed design documentation.

EXPECTED OUTPUT: Schedulability analysis (update) [Df, SVR; CDR].

c. As part of the verification of the software coding and testing, the supplier shall update the schedulability analysis performed during the software detailed design with the actual information extracted from the code.

EXPECTED OUTPUT: Schedulability analysis (update) [Df, SVR; CDR].

5.8.3.12 Technical budgets management

a. As part of the verification of the software requirements and architectural design, the supplier shall estimate the technical budgets including memory size, CPU utilization and the way the deadline are met.

EXPECTED OUTPUT: Technical budgets - memory and CPU estimation [Df, SVR; PDR].

b. As part of the verification of the software detailed design, the supplier shall update the estimation of the technical budgets.

EXPECTED OUTPUT: Technical budgets (update) - memory and CPU estimation [Df, SVR; CDR].

c. As part of the verification of the coding, testing and validation, the technical budgets shall be updated with the measured values and shall be compared to the margins.

EXPECTED OUTPUT: Technical budgets (update) - memory and CPU calculation [Df, SVR; CDR, QR, AR].
5.8.3.13 Behaviour modelling verification

a. As support to the verification of the software requirements, the supplier shall verify the software behaviour using the behavioural view of the logical model produced in 5.4.2.3c.

EXPECTED OUTPUT: Software behaviour verification [DJF, SVR; PDR].

b. As support to the verification of the software architectural design, the supplier shall verify the software behaviour using the behavioural view of the architecture produced in clause 5.4.3.4

EXPECTED OUTPUT: Software behaviour verification [DJF, SVR; PDR].

c. As support to the verification of the software detailed design, the supplier shall verify the software behaviour using the software behavioural design model produced in 5.5.2.3a. eo c., by means of the techniques defined in 5.5.2.6.

EXPECTED OUTPUT: Software behaviour verification [DJF, SVR; CDR].

5.9 Software operation process

5.9.1 Overview

This process consists of the following activities:

- process implementation;
- operational testing;
- software operation support.
- user support

5.9.2 Process implementation

5.9.2.1 Operational testing definition

a. The SOS entity shall establish procedures for:

1. testing the software product in its operational environment;
2. entering problem reports and modification requests to the maintenance process (see clause 5.10), and;
3. releasing the software product for operational use in accordance with the change control established and maintained in conformance with ECSS-M-ST-40.

EXPECTED OUTPUT: Software operation support plan - operational testing specifications [OP, - ; ORR].
5.9.2.2 Software operation support plans and procedures development

a. The SOS entity shall complement the software user manual with the additional plans and procedures necessary to support the operation of the software and to perform the user support.

EXPECTED OUTPUT: Software operation support plan - plans and procedures [OP, -; ORR].

5.9.2.3 Problem handling procedures definition

a. The SOS entity shall establish procedures for receiving, recording, resolving, tracking problems, and providing feedback.

EXPECTED OUTPUT: Software operation support plan - procedures for problem handling [OP, -; ORR].

NOTE ECSS-Q-ST-80 clause 5.2.6 (nonconformances) and clause 5.2.5 (software problems) contain further requirements relevant for this clause.

5.9.3 Operational testing

5.9.3.1 Operational testing execution

a. For each release of the software product, the SOS entity shall perform operational testing in accordance with the applicable procedures.

EXPECTED OUTPUT: Operational testing results [OP, -; ORR].

5.9.3.2 Software operational requirements demonstration

a. The customer shall ensure that, prior to the first operations, the software is capable of implementing the operational requirements, testing the software in the following conditions:

1. the operating hardware environment,
2. the cases in which the software is designed to be fault tolerant,
3. the system configuration,
4. the sequence of operations, and;
5. the SOS entity interventions.

NOTE This demonstration can be part of the acceptance tests of the system.

EXPECTED OUTPUT: Operational testing results [OP, -; ORR].

5.9.3.3 Software release

a. The software product shall be released for operational use.

EXPECTED OUTPUT: Software product [DDF, -; ORR].
5.9.4 Software operation support

5.9.4.1 Software operation support performance

a. The software operation support plan shall be executed.

5.9.4.2 Problem handling

a. Encountered problems shall be recorded and handled in accordance with the applicable procedures.

EXPECTED OUTPUT: Problem and nonconformance report [OP, -; - ].

5.9.5 User support

5.9.5.1 Assistance to the user

a. The SOS entity shall provide assistance and consultation to the users.

EXPECTED OUTPUT: User’s request record - user’s request and subsequent actions [OP, -; - ].

b. The SOS entity shall record and monitor user’s requests and subsequent actions.

EXPECTED OUTPUT: User’s request record - user’s request and subsequent actions [OP, -; - ].

5.9.5.2 Handling of user’s requests

a. The SOS entity shall forward user requests to the maintenance process for resolution.

EXPECTED OUTPUT: User’s request record - actions [OP, -; - ].

b. The SOS entity shall address user’s requests.

EXPECTED OUTPUT: User’s request record - actions [OP, -; - ].

c. The SOS entity shall report to the originators of the requests the actions that are planned and taken.

EXPECTED OUTPUT: User’s request record - actions [OP, -; - ].

5.9.5.3 Provisions of work–around solutions

a. If a reported problem has a temporary work–around solution before a permanent solution can be released, the SOS entity shall give to the originator of the problem report the option to use it.

EXPECTED OUTPUT: User’s request record - work around solution [OP, -; - ].

b. Permanent corrections, releases that include previously omitted functions or features, and system improvements shall be applied to the operational software product using the maintenance process as specified in clause 5.10.
5.10 Software maintenance process

5.10.1 Overview

This process consists of the following activities:

- process implementation;
- problem and modification analysis;
- modification implementation;
- conducting maintenance reviews;
- software migration;
- software retirement.

5.10.2 Process implementation

5.10.2.1 Establishment of the software maintenance process

a. The maintainer shall develop, document, and execute plans and procedures for conducting the activities and tasks of the maintenance process.

EXPECTED OUTPUT: Maintenance plan - plans and procedures [MF, -; QR, AR, ORR].

b. Software maintenance shall be performed using the same procedures, methods, tools and standards as used for the development.

EXPECTED OUTPUT: Maintenance plan - applicability of development process procedures, methods, tools and standards [MF, -; QR, AR, ORR].

c. The maintainer shall implement (or establish the organizational interface with) the configuration management process (ECSS-M-ST-40) for managing modifications.

EXPECTED OUTPUT: Maintenance plan - configuration management process [MF, -; QR, AR, ORR].

d. The maintainer shall establish procedures for receiving, recording and tracking problem reports and modification requests, providing feedback to the requestor.

EXPECTED OUTPUT: Maintenance plan - problem reporting and handling [MF, -; QR, AR, ORR].

e. Whenever problems are encountered, they shall be recorded and entered in accordance with the change control established and maintained in conformance with ECSS-M-ST-40.
NOTE  ECSS-Q-ST-80 clause 5.2.6 (nonconformances) and clause 5.2.5 (software problems) contain further requirements relevant for this clause.

EXPECTED OUTPUT: Problem and nonconformance report [MF, -; QR ].

5.10.2.2 Long term maintenance for flight software

a. If the spacecraft lifetime goes after the expected obsolescence date of the software engineering environment, then the maintainer shall propose solutions to be able to produce and upload modifications to the spacecraft up to its end of life.

EXPECTED OUTPUT: Maintenance plan - long term maintenance solutions [MF, -; QR, AR, ORR].

5.10.3 Problem and modification analysis

5.10.3.1 Problem analysis

a. The maintainer shall analyse the problem report or modification requests for its impact on the organization, the existing system, and the interfacing systems for the following:

1. type (e.g. corrective, improvement, preventive, or adaptive to new environment);
2. scope (e.g. size of modification, cost involved, and time to modify);
3. criticality (e.g. impact on performance, safety, or security).

EXPECTED OUTPUT: Modification analysis report and problem analysis report [MF, -; -].

b. The maintainer shall reproduce or verify the problem.

EXPECTED OUTPUT: Modification analysis report and problem analysis report [MF, -; -].

c. Based upon the analysis, the maintainer shall develop options for implementing the modification.

EXPECTED OUTPUT: Modification analysis report and problem analysis report [MF, -; -].

d. The maintainer shall document the problem or the modification request, the analysis results, the priorities (in terms of operation needs, risk, effort) and implementation options in the problem analysis report or in the modification analysis report, respectively.

EXPECTED OUTPUT: Modification analysis report and problem analysis report [MF, -; -].

e. The maintainer shall obtain approval for the selected modification option in accordance with procedures agreed with the customer.

EXPECTED OUTPUT: Modification approval [MF; -]
5.10.4 Modification implementation

5.10.4.1 Analysis and documentation of product modification

a. The maintainer shall conduct and document an analysis to determine which documentation, models, software units, and their versions shall be modified.

*EXPECTED OUTPUT:* Modification documentation [MF, -; -].

5.10.4.2 Documentation of software product changes

a. All changes to the software product shall be documented in accordance with the procedures for document control and configuration management.

*EXPECTED OUTPUT:* Modification documentation [MF, -; -].

5.10.4.3 Invoking of software engineering processes for modification implementation

a. The maintainer shall apply the software engineering processes as specified in clauses 5.3 to 5.8 while implementing the modifications:

*EXPECTED OUTPUT:* Modification documentation [MF, -; -].

b. Test and evaluation criteria for testing and evaluating the modified and the unmodified parts (models, software units, components, and configuration items) of the system shall be defined and documented.

*EXPECTED OUTPUT:* Modification documentation [MF, -; -].

c. The complete and correct implementation of the new and modified requirements shall be ensured.

*EXPECTED OUTPUT:* Modification documentation [MF, -; -].

d. It also shall be ensured that the original, unmodified requirements have not been affected.

*EXPECTED OUTPUT:* Modification documentation [MF, -; -].

e. The test results shall be documented.

*EXPECTED OUTPUT:* Modification documentation [MF, -; -].

5.10.5 Conducting maintenance reviews

5.10.5.1 Maintenance reviews

a. The maintainer shall conduct joint reviews with the organization authorizing the modification to determine the integrity of the modified system.

*EXPECTED OUTPUT:* Joint review reports [MF, -; -].
5.10.5.2 Baseline for change

a. Upon successful completion of the reviews, a baseline for the change shall be established.

**EXPECTED OUTPUT:** Baseline for changes [MF, - ; - ].

5.10.6 Software migration

5.10.6.1 Applicability of this Standard to software migration

a. If a system or software product (including data) is migrated from an old to a new operational environment, it shall be ensured that any software product or data produced or modified during migration conform to this Standard.

**EXPECTED OUTPUT:** Migration plan [MF, - ; - ].

5.10.6.2 Migration planning and execution

a. A migration plan shall be developed, documented, and executed, including the following items:

1. requirements analysis and definition of migration;
2. development of migration tools;
3. conversion of software product and data;
4. migration execution;
5. migration verification;
6. support for the old environment in the future;
7. operator involvement in the activities.

**EXPECTED OUTPUT:** Migration plan [MF, - ; - ].

5.10.6.3 Contribution to the migration plan

a. The maintainer shall contribute to the migration plan and justification including the following items:

1. statement of why the old environment is no longer to be supported;
2. description of the new environment with its date of availability;
3. description of other support options available, once support for the old environment has been removed;
4. the date as of which the transition takes place.

**EXPECTED OUTPUT:** Migration plan [MF, - ; - ].
5.10.6.4 Preparation for migration

a. If parallel operations of the old and new environments are conducted for transition to the new environment, training shall be provided and specified in the operational plan.

**EXPECTED OUTPUT:** Migration plan [MF, - ; - ].

5.10.6.5 Notification of transition to migrated system

a. When the scheduled migration takes place, notification shall be sent to all parties involved.

**EXPECTED OUTPUT:** Migration notification [MF, - ; - ].

b. All associated old environment’s documentation, logs, and code shall be placed in archives.

**EXPECTED OUTPUT:** Migration notification [MF, - ; - ].

5.10.6.6 Post–operation review

a. A post–operation review shall be performed to assess the impact of changing to the new environment.

**EXPECTED OUTPUT:** Post operation review report [OP, - ; - ].

b. The results of the review shall be sent to the appropriate authorities for information, guidance, and action.

**EXPECTED OUTPUT:** Post operation review report [OP, - ; - ].

5.10.6.7 Maintenance and accessibility of data of former system

a. Data used by or associated with the old environment shall be accessible in accordance with the requirements for data protection and audit applicable to the data.

**EXPECTED OUTPUT:** Migration plan [MF, - ; - ].

5.10.7 Software retirement

5.10.7.1 Retirement planning

a. Upon customer’s request to retire a software product, a retirement plan to remove active support by the operator and maintainer shall be developed, documented and executed, ensuring:

1. cessation of full or partial support after the period of time specified by the customer;
2. archiving of the software product and its associated documentation;
3. responsibility for any future residual support issues;
4. transition to the new software product;
5. accessibility of archive copies of data.

EXPECTED OUTPUT: Retirement plan [MF, -; -].

5.10.7.2 Notification of retirement plan

a. The maintainer shall notify the retirement plan and related activities, including the following items:

1. description of the replacement or upgrade with its date of availability;

2. statement of why the software product is no longer to be supported;

3. description of other support options available, once support is removed.

EXPECTED OUTPUT: Retirement notification [MF, -; -].

5.10.7.3 Identification of requirements for software retirement

a. If parallel operations of the retiring and the new software product are conducted for transition to the new system, user training shall be provided as specified in the business agreement.

EXPECTED OUTPUT: Retirement plan [MF, -; -].

5.10.7.4 Maintenance and accessibility to data of the retired product

a. Data used by or associated with the retired software product shall be accessible in accordance with the business agreement requirements for data protection and audit applicable to the data.

EXPECTED OUTPUT: Retirement plan [MF, -; -].
Annex A (informative)
Software documentation

This annex defines the structure of the software documents to be produced as depicted in Figure A-1.

Figure A-1: Overview of software documents

Table A-1 represents the document requirements list identifying the software documentation to be produced in accordance with the requirements defined in this Standard and in ECSS-Q-STD-80.
<table>
<thead>
<tr>
<th>Related file</th>
<th>DRL item (e.g. Plan, document, file, report, form, matrix)</th>
<th>DRL item having a DRD</th>
<th>SRR</th>
<th>PDR</th>
<th>CDR</th>
<th>QR</th>
<th>AR</th>
<th>ORR</th>
</tr>
</thead>
<tbody>
<tr>
<td>RB</td>
<td>Software system specification (SSS)</td>
<td>ECSS-E-ST-40 Annex B</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Interface requirements document (IRD)</td>
<td>ECSS-E-ST-40 Annex C</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Safety and dependability analysis results for lower level suppliers</td>
<td>-</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>TS</td>
<td>Software requirements specification (SRS)</td>
<td>ECSS-E-ST-40 Annex D</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software interface control document (ICD)</td>
<td>ECSS-E-ST-40 Annex E</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DDF</td>
<td>Software design document (SDD)</td>
<td>ECSS-E-ST-40 Annex F</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software configuration file (SCF)</td>
<td>ECSS-M-ST-40 Annex E</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td></td>
<td>Software release document (SRelD)</td>
<td>ECSS-E-ST-40 Annex G</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software user manual (SUM)</td>
<td>ECSS-E-ST-40 Annex H</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software source code and media labels</td>
<td>-</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software product and media labels</td>
<td>-</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Training material</td>
<td>-</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>DJF</td>
<td>Software verification plan (SVerP)</td>
<td>ECSS-E-ST-40 Annex I</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software validation plan (SValP)</td>
<td>ECSS-E-ST-40 Annex J</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Independent software verification &amp; validation plan</td>
<td>-</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software integration test plan (SUITEP)</td>
<td>ECSS-E-ST-40 Annex K</td>
<td>✓</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Related file (e.g. Plan, document, file, report, form, matrix)</td>
<td>DRL item having a DRD</td>
<td>SRR</td>
<td>PDR</td>
<td>CDR</td>
<td>QR</td>
<td>AR</td>
<td>ORR</td>
<td></td>
</tr>
<tr>
<td>-------------------------------------------------------------</td>
<td>----------------------</td>
<td>-----</td>
<td>-----</td>
<td>-----</td>
<td>----</td>
<td>----</td>
<td>-----</td>
<td></td>
</tr>
<tr>
<td>Software unit test plan (SUITP)</td>
<td>ECSS-E-ST-40 Annex K</td>
<td>✔</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Software validation specification (SVS) with respect to TS</td>
<td>ECSS-E-ST-40 Annex L</td>
<td></td>
<td>✔</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Software validation specification (SVS) with respect to RB</td>
<td>ECSS-E-ST-40 Annex L</td>
<td></td>
<td></td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Acceptance test plan</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
</tr>
<tr>
<td>Software unit test report</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
</tr>
<tr>
<td>Software integration test report</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
</tr>
<tr>
<td>Software validation report with respect to TS</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
</tr>
<tr>
<td>Software validation report with respect to RB</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
</tr>
<tr>
<td>Acceptance test report</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
</tr>
<tr>
<td>Installation report</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td>✔</td>
<td>✔</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Software verification report (SVR)</td>
<td>ECSS-E-ST-40 Annex M</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
</tr>
<tr>
<td>Independent software verification &amp; validation report</td>
<td>-</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
</tr>
<tr>
<td>Software reuse file (SRF)</td>
<td>ECSS-E-ST-40 Annex N</td>
<td>✔</td>
<td></td>
<td></td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
</tr>
<tr>
<td>Software problems reports and nonconformance reports</td>
<td>-</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
</tr>
<tr>
<td>Joint review reports</td>
<td>-</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
</tr>
<tr>
<td>Justification of selection of operational ground equipment and support services</td>
<td>-</td>
<td>✔</td>
<td>✔</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Related file</td>
<td>DRL item (e.g. Plan, document, file, report, form, matrix)</td>
<td>DRL item having a DRD</td>
<td>SRR</td>
<td>PDR</td>
<td>CDR</td>
<td>QR</td>
<td>AR</td>
<td>ORR</td>
</tr>
<tr>
<td>--------------</td>
<td>----------------------------------------------------------</td>
<td>-----------------------</td>
<td>-----</td>
<td>-----</td>
<td>-----</td>
<td>----</td>
<td>----</td>
<td>-----</td>
</tr>
<tr>
<td>MGT</td>
<td>Software development plan (SDP)</td>
<td>ECSS-E-ST-40 Annex O</td>
<td>✅</td>
<td>✅</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software review plan (SRevP)</td>
<td>ECSS-E-ST-40 Annex P</td>
<td>✅</td>
<td>✅</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software configuration management plan</td>
<td>ECSS-M-ST-40 Annex A</td>
<td>✅</td>
<td>✅</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Training plan</td>
<td>-</td>
<td></td>
<td></td>
<td>✅</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Interface management procedures</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td>✅</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Identification of NRB SW and members</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✅</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Procurement data</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✅</td>
</tr>
<tr>
<td>MF</td>
<td>Maintenance plan</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✅</td>
</tr>
<tr>
<td></td>
<td>Maintenance records</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✅</td>
</tr>
<tr>
<td></td>
<td>SPR and NCR - Modification analysis report - Problem analysis report - Modification documentation - Baseline for change - Joint review reports</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✅</td>
</tr>
<tr>
<td></td>
<td>Migration plan</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Retirement plan and notification</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>OP</td>
<td>Software operation support plan</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✅</td>
</tr>
<tr>
<td></td>
<td>Operational testing results</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✅</td>
</tr>
<tr>
<td></td>
<td>SPR and NCR - User’s request record - Post operation review report</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✅</td>
</tr>
<tr>
<td>Related file</td>
<td>DRL item (e.g. Plan, document, file, report, form, matrix)</td>
<td>DRL item having a DRD</td>
<td>SRR</td>
<td>PDR</td>
<td>CDR</td>
<td>QR</td>
<td>AR</td>
<td>ORR</td>
</tr>
<tr>
<td>--------------</td>
<td>--------------------------------------------------------</td>
<td>-----------------------</td>
<td>-----</td>
<td>-----</td>
<td>-----</td>
<td>----</td>
<td>----</td>
<td>-----</td>
</tr>
<tr>
<td>PAF</td>
<td>Software product assurance plan (SPAP)</td>
<td>ECSS-Q-ST-80 Annex B</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td></td>
<td>Software product assurance requirements for suppliers</td>
<td>-</td>
<td>✓</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Audit plan and schedule</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✓</td>
</tr>
<tr>
<td></td>
<td>Review and inspection plans or procedures</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Procedures and standards</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✓</td>
</tr>
<tr>
<td></td>
<td>Modelling and design standards</td>
<td>-</td>
<td></td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Coding standards and description of tools</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✓</td>
</tr>
<tr>
<td></td>
<td>Software problem reporting procedure</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software dependability and safety analysis report -</td>
<td>-</td>
<td></td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td></td>
<td>Criticality classification of software components</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software product assurance report</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software product assurance milestone report (SPAMR)</td>
<td>ECSS-Q-ST-80 Annex C</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td></td>
<td>Statement of compliance with test plans and procedures</td>
<td>-</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td></td>
<td>Records of training and experience</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td></td>
<td>(Preliminary) alert information</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Results of pre-award audits and assessments, and of</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>procurement sources</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software process assessment plan</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Software process assessment records</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Review and inspection reports</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Related file (e.g. Plan, document, file, report, form, matrix)</td>
<td>DRL item having a DRD</td>
<td>SRR</td>
<td>PDR</td>
<td>CDR</td>
<td>QR</td>
<td>AR</td>
<td>ORR</td>
<td></td>
</tr>
<tr>
<td>-------------------------------------------------------------</td>
<td>----------------------</td>
<td>-----</td>
<td>-----</td>
<td>-----</td>
<td>----</td>
<td>----</td>
<td>-----</td>
<td></td>
</tr>
<tr>
<td>Receiving inspection report</td>
<td>-</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td>✔</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Input to product assurance plan for systems operation</td>
<td>-</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>✔</td>
<td></td>
</tr>
</tbody>
</table>

**NOTE:** Shaded boxes are the contributions of ECSS-Q-ST-80.
Annex B (normative)
Software system specification (SSS) - DRD

B.1 DRD identification

B.1.1 Requirement identification and source document

The software system specification (SSS) document is called from the normative provisions summarized in Table B-1.

Table B-1: SSS traceability to ECSS-E-ST-40 and ECSS-Q-ST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-ST-40</td>
<td>5.2.2.1 eo a., b., c., d., e., f., g., h.</td>
<td>&lt;5.2&gt;</td>
</tr>
<tr>
<td></td>
<td>5.2.2.2</td>
<td>&lt;5.13&gt;</td>
</tr>
<tr>
<td></td>
<td>5.2.2.3</td>
<td>&lt;5.2&gt;d.</td>
</tr>
<tr>
<td></td>
<td>5.2.3.1</td>
<td>&lt;6.1&gt;</td>
</tr>
<tr>
<td></td>
<td>5.2.3.2</td>
<td>&lt;6.2&gt;</td>
</tr>
<tr>
<td></td>
<td>5.2.3.3</td>
<td>&lt;6.4&gt;a.1.</td>
</tr>
<tr>
<td></td>
<td>5.2.4.1 eo a., b.</td>
<td>&lt;6.4&gt;a.2.</td>
</tr>
<tr>
<td></td>
<td>5.2.4.2</td>
<td>&lt;6.4&gt;a.3.</td>
</tr>
<tr>
<td></td>
<td>5.2.4.4</td>
<td>&lt;5.4&gt;</td>
</tr>
<tr>
<td></td>
<td>5.2.4.5</td>
<td>&lt;5.10&gt;</td>
</tr>
<tr>
<td></td>
<td>5.2.4.6</td>
<td>&lt;5.2&gt;e.</td>
</tr>
<tr>
<td></td>
<td>5.2.4.7</td>
<td>&lt;5.9&gt;</td>
</tr>
<tr>
<td></td>
<td>5.2.4.8</td>
<td>&lt;5.7&gt;, &lt;5.8&gt;</td>
</tr>
<tr>
<td></td>
<td>5.2.4.9</td>
<td>&lt;6.4&gt;a.4.</td>
</tr>
<tr>
<td></td>
<td>5.3.8.1</td>
<td>&lt;5.5&gt;</td>
</tr>
</tbody>
</table>
B.1.2 Purpose and objective

The software system specification contains the customer’s requirements. It is generated by the system engineering processes related to software. It is the highest level description of the software and, together with the interface requirements document, provides the criteria that are used to validate and accept the software.

The information about traceability to high-level requirements can be in the software system specification or in the requirements traceability in the design justification file. In either case a cross-reference is done.

The software system specification can be produced as a standalone document or as part of a system-level specification document. It can be included, for example, in the technical specification introduced by ECSS-E-ST-10-06. If produced as a standalone document, the present DRD applies, else the DRD described in ECSS-E-ST-10-06 for the establishment of a functional and technical specification applies.

The software system specification is a major component of the requirements baseline and is the primary input for the system requirements review (SRR).

The requirements baseline towards the supplier includes, at each recursive level, the level of requirements detail necessary for an unambiguous implementation by the supplier. As on subsequent contractual levels, the design becomes more mature, and the implementation freedom is consequently more limited. This is reflected in the specification of requirements towards subcontractors who therefore, at lower contractual levels, receive more (design, implementation) constraining requirements.

B.2 Expected response

B.2.1 Scope and content

<1> Introduction

b. The SSS shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2> Applicable and reference documents

c. The SSS shall list the applicable and reference documents to support the generation of the document.
<3> Terms, definitions and abbreviated terms

a. The SSS shall include any additional terms, definition or abbreviated terms used.

<4> General description

<4.1> Product perspective

a. The SSS shall describe the product in perspective with other related systems.

b. If the product is to replace an existing system, the system shall be described and referenced.

<4.2> General capabilities

a. The SSS shall describe the main capabilities to be supported by the software.

   NOTE Reference to state and mode of the system can be made.

<4.3> General constraints

a. The SSS shall describe any item that limits the supplier’s options for designing and developing the software.

<4.4> Operational environment

a. The SSS shall describe the software operational environment.

b. Context diagrams may support this narrative description to summarize external interfaces and system block diagrams to show how the activity fits within the larger system.

c. The nature of exchanges with external systems should be listed.

d. If a system specification defines a product that is a component of a parent system or project, then the SSS should list the activities that are supported by external systems.

e. References to the interface requirements documents that define the external interfaces with the other systems shall be provided

f. The computer infrastructure to be used shall be also described.

<4.5> Assumptions and dependencies

a. The SSS shall list or make reference to the existing assumptions that the specific requirements are based on.

   NOTE 1 Risks analysis is used to identify assumptions that cannot prove to be valid.

   NOTE 2 A constraint requirement, for example, can specify an interface with a system which does not exist.
NOTE 3  If the production of the system does not occur when expected, this system specification can change.

<5> Specific requirements

<5.1> General

NOTE  The following provisions apply to the system specific requirements listed in the SSS, as specified in <5.2> to <5.12> below:

a. Each requirement shall be uniquely identified.
b. When requirements are expressed as models, the supplier shall establish a way to assign identifiers within the model for sake of traceability.
c. Each requirement shall be associated to a validation method and a version, as per 5.2.4.1a. and ECSS-Q-ST-80, 7.2.1.3.

<5.2> Capabilities requirements (5.2.2.1a.)

a. The SSS shall list the requirements specifying the system behaviour and its associated performances.
b. Description of capability requirements shall be organized by capability type.

NOTE  For example, requirements can be organized per controlled subsystem (e.g. AOCS, power, and thermal).

c. Capability requirements shall include the real-time behaviour and constraints of the system (5.2.2.1f.)
d. The HMI capability requirements shall result from the human factor engineering process described in ECSS-E-ST-10-11 (5.2.2.3)
e. The SSS shall state the capabilities to be implemented by on-board control procedures (OBCP) (5.2.4.6)

<5.3> System interface requirements (5.2.4.3)

a. The SSS shall list (or refer to the IRD) any interface requirements imposed on the system.
b. The requirements of the following shall be either be listed in the SSS or referred to in the IRD:
   1. communication interfaces,
   2. hardware interfaces,
   3. software interfaces,
   4. HMI,
Adaptation and missionization requirements (5.2.4.4)

a. The SSS shall list the data that can vary according to operational needs and any site-dependant data, including the system database.

Computer resource requirements (5.3.8.1)

Computer hardware resource requirements

a. The SSS shall list the requirements on the computer hardware to be used.

Computer hardware resource utilization requirements

a. The SSS shall list the requirements on the computer resource utilization (e.g. processor capacity and memory capacity) available for the software item (e.g. sizing and timing).

Computer software resource requirements

a. The SSS shall list requirements on the software items to be used by or incorporated into the system (or constituent software product) (e.g. a specific real time operating system)

Security requirements (5.2.2.1g.)

a. The SSS shall list the security requirements applicable to the system.

Safety requirements (5.2.4.8)

a. The SSS shall list the safety requirements applicable to the system.

Reliability and availability requirements (5.2.4.8)

a. The SSS shall list the reliability and availability requirements applicable to the system.

Quality requirements

a. The SSS shall list the quality requirements applicable to the software (e.g. usability, reusability (5.2.4.7), and portability), and the applicable software development standards (5.2.4.5)

NOTE When future reuse of developed software components is a requirement, the customer specifies the generic application domain of these components. This can, for example, include requirements on software architecture for given target computers and operating systems, the interfaces required for reuse and the level where reuse is required (e.g. function, sub-system, and code units).

Design requirements and constraints (5.2.4.5)

a. The SSS shall include the requirements which constraint the design and production of the system.
NOTE When the software is integrated into a system, the customer can check for applicability of some harmonization constraints such as: specification of the operating system to be used, specification of COTS to be used (e.g. database and HMI generator), and specification of the SDE to be used.

b. At least, the following type of requirements shall be considered:
   1. constraints on the software architecture,
   2. utilization of standards,
   3. utilization of existing components,
   4. utilization of customer furnished components or COTS components,
      
      NOTE 1 For instance, a database can be used to produce automatically configured software (e.g. generation of tables, constant data, initial values).
      
      NOTE 2 For instance, a database can be, according to ECSS-E-ST-10 and ECSS-E-ST-70, e.g. a mission–operations database, an operational database of ground elements, a space segment database or a spacecraft database.
   5. utilization of design standard,
   6. utilization of data standard,
   7. utilization of a specific programming language,
   8. utilization of specific naming convention,
   9. flexibility and expansion, and
   10. utilization of HMI standards.

<5.11> Software operations requirements (5.2.2.1c.)

a. The SSS shall include the system requirements for the operation of the software.

   NOTE The supplier’s response is provided in releasing the operational plan for execution as established in clause 5.9.

<5.12> Software maintenance requirements (5.2.2.1d., e.)

a. The SSS shall include the system requirements for the maintenance of the software (including the system requirements for in flight modifications capabilities).

   NOTE 1 The supplier’s response is agreed with the customer in the system requirements review (SRR), intended to release the maintenance plan for execution as established in clause 5.10.
NOTE 2 Due to the long lifetimes often encountered with flight software, special requirements also exist to ensure that the supporting tools (e.g. compilers, engineering tools and inflight modification tools) can support the in-orbit reprogramming during the specified lifetime.

<5.13> System and software observability requirements (5.2.2.2)

a. The SSS shall include the system and software requirements for the observability of the system

NOTE 1 Observability requirements can impair the performance requirements (e.g. computer throughput, bandwidth, and ground exploitation rate of telecommands). This has an impact when specifying the observability requirements (e.g. considering the need of oversampling).

NOTE 2 In case of ACG the capability of a code generator to automatically instrument the code - and to remove such code parts - to cover observability requirements is considered.

<6> Verification, validation and system integration

<6.1> Verification and validation process requirements (5.2.3.1)

a. The SSS shall include the requirements needed for planning and setting up the system verification and validation process related to software

NOTE Specific customer requirements (e.g. availability or usage of customer furnished equipment like ETM, EM, FM and related ground systems) are needed in order to plan and to set up the system level verification and validation processes related to software. Furthermore, it is important to define for each testing or mission phase, or mission increment as far as applicable, any usage of hardware/software simulators, as representative flight and ground environments, for system payloads’ and experiments’ (pre-) integration testing, hardware/software compatibility as well for acceptance testing.

<6.2> Validation approach (5.2.3.2)

a. The SSS shall include the requirements for the validation of the software against requirements baseline and technical specification, in particular mission representative data and scenarios, and operational procedures to be used.
<6.3> Validation requirements (5.2.2.1b.)

a. The SSS shall describe the validation requirements specified to support the demonstration that software requirements are met.

b. For each of the identified requirements in 5.2.2.1b., a validation method shall be included.

c. If a given requirement need not to be taken into account for the software validation against the requirements baseline, then it should be clearly identified.

NOTE A matrix (requirements to validation method correlation table) can be used to state the validation methods applicable to each requirement. This information can be further split into an information for validation requirements and an information for acceptance requirements, depending upon the project needs.

<6.4> Verification requirements (5.2.2.1b.)

a. The SSS shall include requirements for
   1. the installation and acceptance of the software (5.2.3.3)
   2. the needed versions, their content and their medium (5.2.4.1)
   3. the needed supplier support for system integration (5.2.4.2)
   4. the format and delivery medium of all exchanged data in the project, including the interface and the system database (5.2.4.9)

<7> System models

a. The system models may be placed as appendix to the SSS if a specification language is used to support the system and software co-engineering processes in order to enable the generation of the software specification and architecture from the (formal) system specification

NOTE The system specification language intends to produce in particular the computational model, the data model, the functional model, the event model and the failure model. The models include at least the definition of the logical properties, the liveliness properties and the timeless properties. The models are exercised to verify the properties by schedulability analysis or model checking.

B.2.2 Special remarks

None.
Annex C (normative)
Software interface requirements document (IRD) - DRD

C.1 DRD identification

C.1.1 Requirement identification and source document

The interface requirements document (IRD) document is called from the normative provisions summarized in Table C-1.

Table C-1: IRD traceability to ECSS-E-40 and ECSS-Q-ST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-40</td>
<td>5.2.4.3</td>
<td>All</td>
</tr>
</tbody>
</table>

C.1.2 Purpose and objective

The interface requirements document is a major component of the requirements baseline and is the primary input for the system requirements review (SRR).

The interface requirements document contains the customer’s requirements. It is generated by the system engineering processes related to software. It is the highest level description of the software and, together with the software system specification, provides the criteria that are used to validate and accept the software.

The information about traceability to high-level requirements is in the software system specification or in the requirements traceability in the design justification file. In either case a cross-reference is done.

The interface requirements document is produced as a standalone document or as part of a system-level specification document. It is included, for example, in the system technical specification introduced by ECSS-E-ST-10-06, for which the DRD described in ECSS-E-ST-10-06 for the establishment of a functional and technical specification applies, or it is produced as a standalone document, for which the present DRD applies.
C.2 Expected response

C.2.1 Scope and content

<1> Introduction
a. The IRD shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2> Applicable and reference documents
a. The IRD shall list the applicable and reference documents to support the generation of the document.

<3> Terms, definitions and abbreviated terms
a. The IRD shall include any additional terms, definition or abbreviated terms used.

<4> General description

<4.1> Product perspective
a. The IRD shall describe the product external interfaces to other systems

<4.2> General constraints
a. The IRD shall describe any item that limits the supplier’s options for designing and developing the interfaces of the software.

<4.3> Operational environment
a. Context diagrams may support this narrative description to summarize external interfaces and system block diagrams to show how the activity fits within the larger system.
b. The nature of exchanges with external systems should be listed.
c. If a system specification defines a product that is a component of a parent system or project, then the IRD should list the activities that are supported by external systems.
d. References to the interface control documents that define the external interfaces with the other systems shall be provided

<4.4> Assumptions and dependencies
a. The IRD shall list or make reference to the existing assumptions and dependencies
<5> Specific requirements

<5.1> General
a. Each requirement shall be uniquely identified.

<5.2> Capabilities requirements
a. The IRD shall list the external interface requirements specifying the interface behaviour and its associated performances.

<5.3> System interface requirements
a. The IRD shall define any interface requirements imposed on the system.
   1. system level interface requirements
   2. software-hardware interfaces,
   3. system level data interfaces
   4. communication interfaces,
   5. hardware interfaces,
   6. software interfaces,
   7. HMI,

<5.4> Adaptation / missionization requirements
a. The IRD shall list the external data that can vary according to operational needs and any site-dependant data.

<6> Validation requirements
a. The IRD shall describe if necessary the validation requirements specified to support the demonstration that software requirements are met.

b. For each of the identified requirements in <5>, a validation method shall be included.

c. If a given requirement need not be taken into account for the software validation against the requirements baseline, then it should be clearly identified.

   NOTE   A matrix (requirements to validation method correlation table) is used to state the validation methods applicable to each requirement. This information is further split into an information for validation requirements and an information for acceptance requirements, depending upon the project needs.

C.2.2 Special remarks

None.
Annex D (normative)
Software requirements specification (SRS)
- DRD

D.1 DRD identification

D.1.1 Requirement identification and source document

The software requirements specification (SRS) document is called from the normative provisions summarized in Table D-1.

Table D-1: SRS traceability to ECSS-E-ST-40 and ECSS-Q-ST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-ST-40</td>
<td>5.4.2.1 eo a., b., c., d., e., f., g., i.</td>
<td>&lt;4.2&gt;, &lt;5.2&gt;, &lt;5.3&gt;, &lt;5.6&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;5.5&gt;, &lt;5.2&gt;, &lt;5.9&gt;, &lt;5.11&gt;, &lt;5.12&gt;, &lt;5.13&gt;, &lt;5.14&gt;, &lt;5.17&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;5.10&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;5.8&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;5.16&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;5.15&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;6&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;5.7&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td>&lt;5.5&gt;</td>
</tr>
<tr>
<td></td>
<td>5.4.2.2</td>
<td>&lt;5.7&gt;b.7.</td>
</tr>
<tr>
<td></td>
<td>5.4.2.3 eo a., b., c.</td>
<td>&lt;8&gt;</td>
</tr>
<tr>
<td></td>
<td>5.8.3.2 eo a.</td>
<td>&lt;7&gt;, &lt;5.1&gt;c.</td>
</tr>
<tr>
<td>ECSS-Q-ST-80</td>
<td>6.3.2.4</td>
<td>&lt;5&gt;</td>
</tr>
<tr>
<td></td>
<td>7.1.1 eo b</td>
<td>&lt;5.10&gt;</td>
</tr>
<tr>
<td></td>
<td>7.1.2 eo b</td>
<td>&lt;5.10&gt;</td>
</tr>
<tr>
<td></td>
<td>7.2.1.1 eo b</td>
<td>&lt;5.10&gt;</td>
</tr>
<tr>
<td></td>
<td>7.2.1.3 eo b</td>
<td>&lt;6&gt;</td>
</tr>
</tbody>
</table>

eo = Expected Output
D.1.2  Purpose and objective
The software requirements specification is a major constituent of the technical specification (TS). It describes the functional and non functional requirements applicable to the software item.

D.2  Expected response

D.2.1  Scope and content

<1>  Introduction
   a. The SRS shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2>  Applicable and reference documents
   a. The SRS shall list the applicable and reference documents to support the generation of the document.

<3>  Terms, definitions and abbreviated terms
   a. The SRS shall include any additional terms, definition or abbreviated terms used.

<4>  Software overview

<4.1>  Function and purpose
   a. The SRS shall describe the purpose of the product.

<4.2>  Environmental considerations
   a. The SRS shall summarize:
      1. the physical environment of the target system;
      2. the hardware environment in the target system;
      3. the operating environment in the target system;

<4.3>  Relation to other systems
   a. The SRS shall describe in detail the product’s relationship to other systems.
   b. If the product is a component of an integrated HW–SW product, then the SRS shall:
      1. summarize the essential characteristics of this larger product;
      2. list the other HW or SW component the software interfaces with, and summarize the computer hardware and peripheral equipment to be used.
A block diagram may be presented showing the major components of the larger system or project, interconnections, and external interfaces.

**Constraints**

a. The SRS shall describe any items that limit the developer’s options for building the software.

b. The SRS should provide background information and seek to justify the constraints.

**Requirements**

**General**

NOTE The following provisions apply to the software requirements listed in the SRS, as specified in <5.2> to <5.17> below.

c. Each requirement shall be uniquely identified.

d. When requirements are expressed as models, the supplier shall establish a way to assign identifiers within the model for sake of traceability.

e. The traceability information of each requirement derived from higher level documentation, to the applicable higher level requirement, shall be stated.

NOTE The documented trace can be provided automatically by tools when models are used to express requirements.

f. Requirements may be characterized, for example as essential or not, with a priority level to prepare incremental delivery, stable or not.

**Functional requirements**

a. The SRS shall describe the capabilities to be provided by the software item under definition.

b. The SRS shall provide where applicable the link between the requirements and the system states and modes.

c. Functional requirement shall be grouped by subject, in accordance with the logical model organization (e.g. per controlled subsystem).

d. Each requirement definition should be organized according to the following:

1. General
2. Inputs
3. Outputs
4. Processing

e. The SRS shall describe the functional requirements related to software safety and dependability.
<5.3> Performance requirements
a. The SRS shall list any specific requirement to the specified performance of software item under definition.

<5.4> Interface requirements
a. The SRS shall list and describe (or reference in the ICD) the software item external interfaces.

b. The following interfaces shall be fully described either in the SRS itself or by reference to the ICD:
   1. interfaces between the software item and other software items;
   2. interfaces between the software item and hardware products;
   3. interfaces requirements relating to the man–machine interaction.

c. Naming convention applicable to the data and command interface shall be also described.

d. The definition of each interface shall include at least the provided service, the description (name, type, dimension), the range and the initial value.

<5.5> Operational requirements
a. The SRS shall list any specific requirement related to the operation of the software in its intended environment.

b. The information specified in <5.5>a. should include, at least, any specified operational mode and mode transition for the software, and, in case of man–machine interaction, the intended use scenarios.

c. Diagrams may be used to show the intended operations and related modes–transitions.

<5.6> Resources requirements
a. The SRS shall describe all the resource requirements related to the software and the hardware requirements (target hardware on which the software is specified to operate), as follows:
   1. List of the requirements relevant to hardware environment in which the software is specified to operate.
   2. List of the sizing and timing requirements applicable to the software item under specification.
   3. Description of the computer software to be used with the software under specification or incorporated into the software item (e.g. operating system and software items to be reused).
   4. Description of the real time constraints to respect (e.g. time management with respect to the handling of input data before its loss of validity).

<5.7> Design requirements and implementation constraints
a. The SRS shall list any requirements driving the design of the software item under specification and any identified implementation constraint.
b. Requirements applicable to the following items shall be included:
   1. software standards (e.g. applicable coding standards, and development standards);
   2. design requirements;
   3. specific design methods to be applied to minimize the number of critical software components (see ECSS-Q-ST-80 6.2.2.4);
   4. requirements relevant to numerical accuracy management;
   5. design requirements relevant to the “in-flight modification” of the software item;
   6. specific design requirements to be applied if the software is specified to be designed for intended reuse;
   7. specific constraints induced by reused software (e.g. COTS, free software and open source).

<5.8> Security and privacy requirements
   a. The SRS shall describe any security and privacy requirement applicable to the software item.

<5.9> Portability requirements
   a. The SRS shall list any portability requirement applicable to the software item.

<5.10> Software quality requirements
   a. The SRS shall list any quality requirement applicable to the software item.

<5.11> Software reliability requirements
   a. The SRS shall list any reliability requirement applicable to the software item.

<5.12> Software maintainability requirements
   a. The SRS shall list any maintainability requirement applicable to the software item.

<5.13> Software safety requirements
   a. The SRS shall list any safety requirement applicable to the software item.

<5.14> Software configuration and delivery requirements
   a. The SRS shall list any requirement applicable to the selected delivery medium and any software configuration applicable to the software item.

<5.15> Data definition and database requirements
   a. The SRS shall list any requirement related to specific data format or structure to be exchanged with other systems or any database
requirements allowing to take into account e.g. for a flight software, the mission and product specific constraints.

<5.16> Human factors related requirements

a. The SRS shall list any requirement applicable to:
   1. the personnel and to the specific software product under definition;
   2. manual operations, human–equipment interactions, constraints on personnel, concentrated human attention areas and that are sensitive to human errors and training, and human factors engineering.

<5.17> Adaptation and installation requirements

a. This SRS shall list any requirement applicable to adaptation data and to specific installation.

<6> Validation requirements

a. The SRS shall describe, per each uniquely identified requirement in <5>, the validation approach.

b. A validation matrix (requirements to validation approach correlation table) shall be utilized to describe the validation approach applicable to each requirement.

<7> Traceability

a. The SRS shall report the traceability matrices
   1. from the upper level specification requirements to the requirements contained in <5> (forward traceability table), and
   2. from the requirements contained in <5> to the upper level applicable specification (backward traceability table).

b. In case the information in <7>a. is separately provided in the DJF, reference to this documentation shall be clearly stated.

<8> Logical model description

a. The SRS shall include a top–down description of the logical model of the software.

   NOTE 1 The logical model can be the result of an iterative verification process with the customer. It also supports the requirements capture, documents and formalizes the software requirements.

   NOTE 2 A logical model is a representation of the technical specification, independent of the implementation, describing the functional behaviour of the software product. The logical
model is written with a formalized language and it can be possibly executable. Formal methods can be used to prove properties of the logical model itself and therefore of the technical specification. The logical model allows in particular to verify that a technical specification is complete (i.e. by checking a software requirement exists for each logical model element), and consistent (because of the model checking).

The logical model can be completed by specific feasibility analyses such as benchmarks, in order to check the technical budgets (e.g. memory size and computer throughput). In case the modelling technique allows for it, preliminary automatic code generation can be used to define the contents of the software validation test specification.

NOTE 3 If software system co-engineering activities are considered, the logical model is a refinement of the following system models: data, application function, event and failure

b. The method used to express the logical model shall be described

c. Diagrams, tables, data flows and explanatory text may be included.

d. The functionality at each level should be described, to enable the reader to 'walkthrough' e.g. the model level-by-level, function-by-function, and flow-by-flow.

e. The behavioural view of the software logical model shall be also described in the SRS.

NOTE This is particularly relevant for flight software applications.

D.2.2 Special remarks

None.
Annex E (normative)
Interface Control Document (ICD) - DRD

E.1 DRD identification

E.1.1 Requirement identification and source document

The interface control document (ICD) document is called from the normative provisions summarized in Table E-1.

Table E-1: ICD traceability to ECSS-E-ST-40 and ECSS-Q-ST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-ST-40</td>
<td>5.4.2.1 eo g.,</td>
<td>&lt;6&gt;</td>
</tr>
<tr>
<td></td>
<td>h.</td>
<td>&lt;5.2&gt;</td>
</tr>
<tr>
<td></td>
<td>5.4.3.5 eo a.</td>
<td>&lt;5.3&gt;</td>
</tr>
<tr>
<td></td>
<td>5.5.2.2 eo a.</td>
<td>&lt;5.3&gt;</td>
</tr>
<tr>
<td></td>
<td>5.8.3.2 eo a.</td>
<td>&lt;7&gt;</td>
</tr>
</tbody>
</table>

eo = Expected Output

E.1.2 Purpose and objective

The interface control document is a major constituent of the technical specification (TS). It describes all the (preliminary and update) external interfaces. This document may be part of the SRS DRD reference section <5.4>.

E.2 Expected response

E.2.1 Scope and content

Introduction

a. The ICD shall contain a description of the purpose, objective, content and the reason prompting its preparation.
Applicable and reference documents

a. The ICD shall list the applicable and reference documents to support the generation of the document.

Terms, definitions and abbreviated terms

a. The ICD shall include any additional terms, definition or abbreviated terms used.

Software overview

a. The ICD may reference the software overview done in the SRS.

Requirements and design

General provisions to the requirements in the IRD

a. Each requirement shall be uniquely identified.
b. When requirements are expressed as models, the supplier shall establish a way to assign identifiers within the model for sake of traceability.
c. The traceability information of each requirement derived from higher level documentation, to the applicable higher level requirement, shall be stated.

NOTE The documented trace can be provided automatically by tools when models are used to express requirements.

Interface requirements

a. In case the requirements of the IRD need to be further detailed, the ICD shall list and describe the software item external interfaces.
b. The following interfaces shall be fully described:
   1. interfaces between the software item and other software items;
   2. interfaces between the software item and hardware products;
   3. interfaces requirements relating to the man–machine interaction.
   4. This can be also information about e.g.:
      o detailed requirements on database structure
      o logical interface architecture
      o requirements on signal
      o communication protocols
      o timing requirements
      o required behaviour in case of error
      o telecommands (e.g. PUS selection, words contents)
      o observable data
<5.3> **Interface design**

a. The ICD shall describe the external interfaces design of the software item

b. The external interface may be expressed by models.

c. The following interfaces shall be fully described:

1. interfaces between the software item and other software items;
2. interfaces between the software item and hardware products;
3. interfaces requirements relating to the man–machine interaction.

4. This can be also information about e.g.:
   - Physical interface architecture
   - Complete TM/TC plan
   - Design of all commands and telemetry stream
   - Protocol detailed implementation
   - specific design requirements to be applied if the software is specified to be designed for intended reuse

d. The definition of each interface shall include at least the provided service, the description (name, type, dimension), the range and the initial value.

e. For each interface external to the software, this can be e.g. organized as follows:
   - Data item (Name, description, unique identifier, description, source, destination, unit of measure, limit/range, accuracy, precision, frequency, rate, legality checks, data type, data representation)
   - Message item
   - Communication protocol (by reference to the applicable documents)

<6> **Validation requirements**

a. The ICD shall describe, per each uniquely identified requirement in <5>, the validation approach.

b. A validation matrix (requirements to validation approach correlation table) shall be utilized to describe the validation approach applicable to each requirement.

<7> **Traceability**

a. The ICD shall report the traceability matrices

1. from the upper level specification requirements to the requirements contained in <5> (forward traceability table), and
2. from the requirements contained in <5> to the upper level applicable specification (backward traceability table).

b. In case the information in <7>a.1. is separately provided in the DJF, reference to this documentation shall be clearly stated.

E.2.2 Special remarks

None.
Annex F (normative)
Software design document (SDD) - DRD

F.1 DRD identification

F.1.1 Requirement identification and source document

The software design document (SDD) is called from the normative provisions summarized in Table F-1.

Table F-1: SDD traceability to ECSS-E-ST-40 Part 1 and ECSS-Q-ST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-ST-40</td>
<td>5.4.3.1</td>
<td>&lt;4.1&gt;, &lt;4.2&gt;, &lt;4.3&gt;, &lt;5.1&gt;, &lt;5.2&gt;, &lt;5.3&gt;</td>
</tr>
<tr>
<td></td>
<td>5.4.3.2</td>
<td>&lt;4.6&gt;, &lt;4.7&gt;</td>
</tr>
<tr>
<td></td>
<td>5.4.3.3</td>
<td>&lt;5.2&gt;c.</td>
</tr>
<tr>
<td></td>
<td>5.4.3.4</td>
<td>&lt;4.3&gt;, &lt;5.2&gt;e.</td>
</tr>
<tr>
<td></td>
<td>5.4.3.5 eo b.</td>
<td>&lt;4.4&gt;</td>
</tr>
<tr>
<td></td>
<td>5.4.3.6c.</td>
<td>&lt;4.1&gt;c.</td>
</tr>
<tr>
<td></td>
<td>5.5.2.1a.</td>
<td>&lt;5.4&gt;</td>
</tr>
<tr>
<td></td>
<td>5.5.2.1b.</td>
<td>&lt;5.4&gt;</td>
</tr>
<tr>
<td></td>
<td>5.5.2.1c.</td>
<td>&lt;5.4&gt;</td>
</tr>
<tr>
<td></td>
<td>5.5.2.2 eo b.</td>
<td>&lt;5.5&gt;</td>
</tr>
<tr>
<td></td>
<td>5.5.2.3 eo a., b., c.</td>
<td>&lt;5.4&gt;, &lt;5.4&gt;, &lt;5.4&gt;</td>
</tr>
<tr>
<td></td>
<td>5.5.2.4</td>
<td>&lt;4.7&gt;</td>
</tr>
<tr>
<td></td>
<td>5.5.2.5a. to e.</td>
<td>&lt;5.2&gt;c.</td>
</tr>
<tr>
<td></td>
<td>5.5.2.6</td>
<td>&lt;4.7&gt;</td>
</tr>
<tr>
<td></td>
<td>5.5.2.7</td>
<td>&lt;4.7&gt;</td>
</tr>
<tr>
<td></td>
<td>5.5.3.1 eo a.</td>
<td>&lt;5&gt;</td>
</tr>
<tr>
<td></td>
<td>5.5.3.2a. eo a.</td>
<td>&lt;5&gt;</td>
</tr>
</tbody>
</table>
F.1.2 Purpose and objective

This software design document is a constituent of the design definition file (DDF). It provides description of the software architectural design and the software detailed design. Internal interfaces design is also included in this document.

F.2 Expected response

F.2.1 Scope and content

<1> Introduction
a. The SDD shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2> Applicable and reference documents
a. The SDD shall list the applicable and reference documents to support the generation of the document.

<3> Terms, definitions and abbreviated terms
a. The SDD shall include any additional terms, definition or abbreviated terms used.

<4> Software design overview

   NOTE    The SDD briefly introduces the system context and design and discuss the background to the project detailed as follows.

<4.1> Software static architecture
a. The SDD shall describe the architecture of the software item, as well as the main relationship with the major components identified.
b. The SDD shall also describe any system state or mode in which the software operates.
c. The SDD shall describe the separated mission and configuration data.

   NOTE    Data can be classified in the following categories:
• data resulting from the mission analysis and which thus vary from one mission to another;
• reference data which are specific to a family of software product;
• reference data which never change;
• data depending only on the specific mission requirements (e.g. calibration of sensors);
• data required for the software operation which only vary the higher level system design (in which is embedded the software) is changed;

<4.2> Software dynamic architecture
a. The SDD shall describe the design choices to cope with the real time constraints (e.g. selection and description of the computational model).

<4.3> Software behaviour

<4.4> Interfaces context
a. The SDD shall identify all the external interfaces or refer to the ICD.
b. The description in <4.4>a. should be based on system block diagram or context diagram to illustrate the relationship between this system and other systems.

<4.5> Long lifetime software
a. The SDD shall describe the design choices to cope with the long planned lifetime of the software, in particular minimum dependency on the operating system and the hardware to improve portability.

<4.6> Memory and CPU budget
a. The SDD shall document and summarize the allocation of memory and processing time to the software components.

<4.7> Design standards, conventions and procedures
a. The SDD shall summarize (or reference in the SDP) the software methods adopted for the architectural and the detailed design.

NOTE A design method offers often the following characteristics:
• decomposition of the software architecture in design objects having integral parts that communicate with each other and with the outside environment
• explicit recognition of typical activities of real-time systems (i.e. cyclic and sporadic threads, protected resources)
- integration of appropriate scheduling paradigms with the design process
- explicit definition of the application timing requirements for each activity
- static verification of processor allocation, schedulability and timing analysis
- consistent code generation

b. The following information shall be summarized:
1. software architectural design method;
2. software detailed design method;
3. code documentation standards;
4. naming conventions;
5. programming standards;
6. intended list of reuse components
7. main design trade-off.

<5> Software design

<5.1> General
a. The SDD shall describe the software architectural design.
b. The architecture structure of the software item shall be described, identifying the software components, their hierarchical relationships, any dependency and interfaces between them.
c. For flight software, the design shall reflect in flight modification requirements.
d. The structure in <5.2> to <5.5> should be used.

<5.2> Overall architecture
a. The SDD shall describe the software architectural design, from a static point of view and also, when the software to be developed has real time constraints, from a dynamic point of view, and from a behaviour point of view.
b. The software static architecture shall be summarized describing its components.
c. For real-time software, the software dynamic architecture shall be summarized describing its selected computational model.

NOTE An analysable computational model generally consists in defining:
- the types of components (objects) participating to the real-time behaviour, from which the system is constructed (e.g.
active-periodic, active-sporadic, protected, passive, actors, process, blocks, drivers)

• the scheduling type (e.g. sequential or multithreaded), the scheduling model (e.g. cyclic or pre-emptive, fixed or dynamic priority based), and the analytical model (e.g. Rate Monotonic Scheduling, Deadline Monotonic Scheduling, Earliest Deadline First), under which the system is executed and its associated mechanisms

• the means of communication between components/objects (e.g. mailboxes, entry parameters)

• the means of synchronization between components or objects (e.g. mutual exclusion, protected object entries, basic semaphores)

• If applicable, the means of distribution and internode communication (e.g. virtual nodes, Remote Procedure Call)

and (optional for non flight software):

• the means of providing timing facilities (e.g. real clock, with or without interrupt, multiple interrupting count-down, relative or absolute delays, timers time-out)

• the means of providing asynchronous transfer of control (e.g. watchdog to transfer control from anywhere to the reset sequence, software service of the underlying run-time system to cause transfer of control within the local scope of the thread)

d. The description in <5.2>c. should consist in the following information:

1. type of components participating to the real time behaviour,
2. scheduling type (e.g. single or multi-threads),
3. scheduling model (e.g. pre-emptive or not, fixed or dynamic priority based),
4. analytical model (e.g. rate monotonic scheduling, deadline monotonic scheduling),
5. Tasks identification and priorities,
6. Means of communication and synchronization,
7. Time management.

e. The software behaviour shall be described e.g. with automata or scenarios.

f. The software static, dynamic and behavioural architecture shall be described in accordance with the selected design method.
g. The SDD shall describe the error handling and fault tolerance principles (e.g. error detection, reporting, logging, and fault containment regions.)

<5.3> Software components design - General

a. The SDD shall describe:
   1. The software components, constituting the software item.
   2. The relationship between the software components.
   3. The purpose of each software component.
   4. For each software component, the development type (e.g. new development, software to be reused).
   5. If the software is written for the reuse,
      o its provided functionality from an external point of view, and
      o its external interfaces.
   6. Handling of existing reused components.
      NOTE See Annex N.

b. The following shall apply to the software components specified in <5.3>a.1.:
   1. Each software component is uniquely identified.
   2. When components are expressed as models, the supplier establishes a way to assign identifiers within the model for sake of traceability.
   3. The software requirements allocation provides for each software component;
      NOTE The documented trace can be provided automatically by tools when models are used to express components.

c. The description of the components should be laid out hierarchically, in accordance with the following aspects for each component, further described in <5.4>:
   — <Component identifier>
   — <Type>
   — <Purpose>
   — <Function>
   — <Subordinates>
   — <Dependencies>
   — <Interfaces>
   — <Resources>
   — <References>
   — <Data>
      NOTE Detailed description of the aspects for each component are describe in <5.4>.
Software components design - Aspects of each component

5.4.1 General
a. This part of the DRD, as well as 5.5, may be produced as the detailed design model of a tool, if agreed with the customer.

5.4.2 Component identifier
a. Each component should have a unique identifier.

b. The component should be named according to the rules of the programming language or operating system to be used.

c. A hierarchical naming scheme should be used that identifies the parent of the component (e.g. ParentName_ChildName).

5.4.3 Type
a. Component type should be described by stating its logical and physical characteristics.

b. The logical characteristics should be described by stating the package, library or class that the component belongs to.

b. The physical characteristics should be described by stating the type of component, using the implementation terminology (e.g. task, subroutine, subprogram, package and file).

NOTE The contents of some components description clauses depend on the component type. For the purpose of this guide, the following categories are used: executable (i.e. contains computer instructions) or non–executable (i.e. contains only data).

5.4.4 Purpose
a. The purpose of a component should describe its trace to the software requirements that it implements.

NOTE Backward traceability depends upon each component description explicitly referencing the requirements that justify its existence.

5.4.5 Function
a. The function of a component shall be described in the software architectural design.

b. The description specified in 5.4.5.a should be done by stating what the component does.

NOTE 1 The function description depends upon the component type. Therefore, it can be a description of the process.
NOTE 2   Process descriptions can use such techniques as structured English, precondition–postcondition specifications and state–transition diagrams.

<5.4.6>  <Subordinates>

a. The subordinates of a component should be described by listing the immediate children.

NOTE 1   The subordinates of a unit are the units that are 'called by’ it. The subordinates of a database can be the files that 'compose’ it.

NOTE 2   The subordinates of an object are the objects that are 'used by’ it.

<5.4.7>  <Dependencies>

a. The dependencies of a component should be described by listing the constraints upon its use by other components.

NOTE   Examples are:
  - Operations to take place before this component is called,
  - Operations that are excluded when this operation takes place.

<5.4.8>  <Interfaces>

a. Both control flow and data flow aspects of an interface shall be described for each “executable” component.

b. Data aspects of ‘non executable’ components should be described.

c. The control flow to and from a component should be described in terms of how to start (e.g. subroutine call) and terminate (e.g. return) the execution of the component.

d. If the information in <5.4.8>c. is implicit in the definition of the type of component, a description need not be done.

e. If control flows take place during execution (e.g. interrupt), they should be described.

f. The data flow input to and output from each component shall be described.

g. It should be ensured that data structures:
   1. are associated with the control flow (e.g. call argument list);
   2. interface components through common data areas and files.

<5.4.9>  <Resources>

a. The resources’ needs of a component should be described by itemising what the component needs from its environment to perform its function.

NOTE 1   Items that are part of the component interface are excluded.
NOTE 2  Examples of resources’ needs of a component are displays, printers and buffers.

<5.4.10> <References>

a. Explicit references should be inserted where a component description uses or implies material from another document.

<5.4.11> <Data>

a. The data internal to a component should be described.

   NOTE  The amount of details to be provided depends strongly on the type of the component.

b. The data structures internal to a program or subroutine should also be described.

c. Data structure definitions shall include the:
   1. description of each element (e.g. name, type, dimension);
   2. relationships between the elements (i.e. the structure);
   3. range of possible values of each element;
   4. initial values of each element.

<5.5> Internal interface design

a. The SDD shall describe the internal interfaces among the identified software components.

b. The interface data specified in a., by component, shall be organized showing the complete interfaces map, using as appropriate diagrams or matrices supporting their cross–checking.

c. For each identified internal interface, all the defined data elements shall be included.

   NOTE  The amount of detail to be provided depends strongly on the type of component.

d. The logical and physical data structure of files that interface major component should be postponed to the detailed design.

e. Data structure definitions shall include:
   1. the description of each element (e.g. name, type, dimension);
   2. the relationships between the elements (i.e. the structure);
   3. the initial values of each element.

<6> Requirements to design components traceability

a. The SDD shall provide traceability matrices
   1. from the software requirements to component down to the lower identified component in the software hierarchy (forward traceability) and
2. from the software components to its upper level component up to the software requirements (backward traceability).

b. In case the information in <6>a. is provided as separate documentation in the DJF, a reference to it shall be stated.

c. The SDD shall define the potential specific measures taken for critical software in the design documentation.

**F.2.2 Special remarks**

None.
Annex G (normative)
Software release document (SRelD) - DRD

G.1 DRD identification

G.1.1 Requirement identification and source document

The software release document (SRelD) is called from the normative provisions summarized in Table G-1.

Table G-1: SRelD traceability to ECSS-E-ST-40 and ECSS-QST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-ST-40</td>
<td>5.7.2.1 eo b.</td>
<td>All</td>
</tr>
<tr>
<td>ECSS-Q-ST-80</td>
<td>6.2.4.3 eo b.</td>
<td>All</td>
</tr>
</tbody>
</table>

eo = Expected Output

G.1.2 Purpose and objective

The SRelD is a constituent of the DDF. Its purpose is to describe a given software version in terms of known problems, limitations or restrictions with respect to its approved baseline.

G.2 Expected response

G.2.1 Scope and content

<1> Introduction
a. The SRelD shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2> Applicable and reference documents
a. The SRelD shall list the applicable and reference documents to support the generation of the document.
<3> Terms, definitions and abbreviated terms
a. The SRelD shall include any additional terms, definition or abbreviated terms used.

<4> Software release overview
a. The SRelD shall contain a brief description of the information to be associated with a software release, including:
   1. reference of the corresponding SCF,
   2. version of the delivered software configuration item,
   3. status of SPRs, SCRs and SW&D related to the software configuration item, and
   4. advice for use of the software configuration item.

   NOTE The software release document is a subset of the software configuration file that describes a new version by comparison with “reference” or the previous one. It is used for the delivery of a new version of a software configuration item to a customer.

<5> Status of the software configuration item
<5.1> Evolution since previous version
a. The SRelD shall
   1. summarize the main information on the software configuration item, and
   2. describe the changes implemented since previous version.

<5.2> Known problems or limitations
a. The SRelD shall list all the unsolved SPR and approved SW&D related to the version of the software configuration item.

<6> Advice for use of the software configuration item
a. The SRelD shall provide advice for the use of this version of the software configuration item.

   NOTE For example: Potential problems, and compatibility with other configuration items).

<7> On-going changes
a. The SRelD shall provide information on planned evolution of the software configuration item.
G.2.2 Special remarks

None.
Annex H (normative)
Software User Manual (SUM) - DRD

H.1 DRD identification

H.1.1 Requirement identification and source document

The software user manual (SUM) is called from the normative provisions summarized in Table H-1.

Table H-1: SUM traceability to ECSS-E-ST-40 and ECSS-Q-ST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-ST-40</td>
<td>5.5.2.8</td>
<td>All</td>
</tr>
<tr>
<td></td>
<td>5.6.3.3</td>
<td>All</td>
</tr>
<tr>
<td></td>
<td>5.6.4.3</td>
<td>All</td>
</tr>
</tbody>
</table>

H.1.2 Purpose and objective

The software user manual is a constituent of the design definition file (DDF). Its purpose is to provide instructions for the users of the software.

For flight software, the relevant parts of the SUM are a contribution to the flight operation manual (FOM).

H.2 Expected response

H.2.1 Scope and content

<1> Introduction

a. The SUM shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2> Applicable and reference documents

a. The SUM shall list the applicable and reference documents to support the generation of the document.
<3> Terms, definitions and abbreviated terms
a. The SUM shall include any additional terms, definition or abbreviated terms used.

<4> Conventions
a. The SUM shall summarise symbols, stylistics conventions, and command syntax conventions used in the document.

NOTE An example of stylistic conventions is using boldface and courier font to distinguish user input. Examples of syntax conventions are the rules for combining commands, keywords and parameters.

<5> Purpose of the Software
a. The SUM shall include a description of the intended uses of the software, in terms of capabilities, operating improvements, and benefits expected from its use.

<6> External view of the software
a. The SUM shall identify the software files, including databases and data files, which are necessary for the software to operate, including security and privacy considerations for each file and identification of the software necessary to continue or resume operation in case of an emergency.

<7> Operations environment
<7.1> General
a. The SUM shall describe the configuration hardware and software of the environment, the identification of all system components and the hardware, software, manual operations, and other resources needed for a user to install and run the software.

<7.2> Hardware configuration
a. The SUM shall describe through a block diagram the principal hardware parts of the system, the communications equipment, the computer equipment, including amount of memory needed, amount of auxiliary storage needed, and peripheral equipment such as printers and other input/output devices;

<7.3> Software configuration
a. The SUM shall describe through a block diagram the principal software parts of the system, including other software, such as operating systems, utilities, other supporting systems, and other facilities, equipment, or resources.
<7.4> Operational constraints
a. The SUM shall explain what the user can do with the software in various states and modes of operation, including emergency degraded modes.

<8> Operations basics
a. The SUM shall define the operational tasks, identifying their sequence and hierarchy, the roles and the staffing, the standard daily operations and the contingency operations.

<9> Operations manual
<9.1> General
a. The SUM shall contain the operational organisation, a reference schedule for each operational profile, the list of all the elementary operations to be carried out at the site, what to do in order to operate the site, the personnel responsible to do it and when.

<9.2> Set-up and initialisation
a. The SUM shall describe any procedures to be performed by the user in order to be identified or authorised to access or install software on the equipment, to perform the installation, to configure the software, to delete or overwrite former files or data, and to enter parameters for software operation.

<9.3> Getting started
a. The SUM shall include the step-by-step procedures for beginning work, including any options available, and a check-list for problem determination.

<9.4> Mode selection and control
a. The SUM shall give an overview of the access and security features of the software that are visible to the user, and in particular:
   — How and from whom to obtain a password
   — How to add, delete, or change passwords under user control
   — Security and privacy considerations pertaining to the storage and marking of output reports and other media that the user can generate.

<9.5> Normal operations
a. The SUM shall identify the normal operations, to be performed by the user, for the use of software (function, menu, transaction, or other process being described), including description and options of menus, graphical icons, data entry forms, user inputs, inputs from other software or hardware that may affect the software's interface with the user, outputs, diagnostic or error messages or alarms.
<9.6> Normal termination
   a. The SUM shall describe how the user can cease or interrupt use of the software and how to determine whether normal termination or cessation has occurred.

<9.7> Error conditions
   a. The SUM shall describe the common error conditions that can occur as a result of executing the function, and how to detect that the error has occurred.

<9.8> Recover runs
   a. The SUM shall include the detailed procedures for restart or recovery from errors or malfunctions occurring during processing and for ensuring continuity of operations in the event of emergencies.

<10> Reference manual

<10.1> Introduction
   a. The SUM shall provide or reference, a quick-reference card or page for using the software, which summarises frequently used function keys, control sequences, formats, commands, or other aspects of software use.

<10.2> Help method
   a. The SUM shall include the help information about method installation, in terms of the actions to be performed by the user, how to invoke the function, possible errors, how to resolve them and what results to expect.

<10.3> Screen definitions and operations
   a. The SUM shall include the description of the dimensions and capabilities of the visual display screen.

<10.4> Commands and operations
   a. The SUM shall include a guide to the command language used, operations and functions.

<10.5> Error messages
   a. The SUM shall list all error messages, diagnostic messages, and information messages that can occur while accomplishing any of the user’s functions, including the meaning of each message and the action to be taken after each such message.
<11> Tutorial

<11.1> Introduction
a. The SUM shall describe how to use the software and what the software does, combining tutorials and reference information for both novices and experts.

<11.2> Getting started
a. The SUM shall include a welcoming introduction to the software.

<11.3> Using the software on a typical task
a. The SUM shall describe a typical use case of the software, using graphical pictures and diagrams to demonstrate the actions performed by the user.

<12> Analytical Index
a. The SUM, if more than 40 pages, shall include an index containing a systematic list of topics from the user's point of view, the major synonyms and variants (especially if these are well known to users but are not employed in the operational manual for technical reasons), pointing to topics in the body of the manual by:
   — page number,
   — section number,
   — illustration number,
   — primary index entry (one level of reference only).

NOTE Index entries usefully contain auxiliary information, especially cross-references to contrasting or related terms. For example, the entry for INSERT says ‘see also DELETE’. Indexes are made particularly helpful if attention is drawn primarily to important keywords, and to important locations in the body of the manual. This is achieved by highlighting such entries, and by grouping minor entries under major headings. Indexes do not contain more than two levels of entry. If a single index points to different kinds of location, such as pages and illustration numbers, these are unambiguously distinguished, (e.g. Page 35, Figure 7), since the use of highlighting (35, 7) is not for instance sufficient to prevent confusion in this case.

H.2.2 Special remarks
None.
Annex I (normative)
Software verification plan (SVerP) - DRD

I.1 DRD identification

I.1.1 Requirement identification and source document

The software verification plan (SVerP) is called from the normative provisions summarized in Table I-1.

Table I-1: SVerP traceability to ECSS-E-ST-40 and ECSS-Q-ST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-ST-40</td>
<td>5.8.2.1 eo a., b., c., d.,</td>
<td>&lt;4&gt;,&lt;4&gt;,&lt;6&gt;,&lt;4&gt;</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ECSS-Q-ST-80</td>
<td>6.2.6.1</td>
<td>&lt;6.3&gt;</td>
</tr>
</tbody>
</table>

eo = Expected Output

I.1.2 Purpose and objective

The software verification plan is a constituent of the design justification file (DJF). Its purpose of the software verification plan is to describe the approach and the organization aspects to implement the software verification activities. Based upon the list of verification tasks, the verification plan address the following items:

- the life cycle activities and software products subject to verification;
- the required verification tasks for each life cycle activity, software product, related resources, responsibilities, and schedule;
- the procedures for forwarding verification reports to the customer and other involved organizations.
I.2 Expected response

I.2.1 Scope and content

<1> Introduction
a. The SVerP shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2> Applicable and reference documents
a. The SVerP shall list the applicable and reference documents to support the generation of the document.

<3> Terms, definitions and abbreviated terms
a. The SVerP shall include any additional terms, definition or abbreviated terms used.

<4> Software verification process overview

<4.1> General
a. The SVerP shall describe the approach to be utilized to implement the verification process throughout the software life cycle, the verification effort, and the level of independence for the verification tasks, as follows:

   NOTE 1 It is important to check the applicability of ECSS-Q-ST-80 clause 5.3.1 (management of risks), 6.2.2 (software dependability and safety) and 6.2.6.13 (independent software verification and validation).

   NOTE 2 The verification effort is sized according to:
   - the potential for an undetected error in a system or software requirement to cause death or personal injury, mission failure, or financial or catastrophic equipment loss or damage;
   - the maturity of and risks associated with the software technology to be used;
   - availability of funds and resources.

<4.2> Organization
a. The SVerP shall describe the organization of the documentation review, proofs, and tracing activities.

b. The following topics that shall be included:
   1. roles;
   2. reporting channels;
3. levels of authority for resolving problems;
4. organization relationships;
5. level of required and implemented independence.

<4.3> Master schedule
a. A reference to the master schedule given in the software development plan shall be done.
b. This SVerP shall describe the schedule for the planned verification activities.

<4.4> Resource summary
a. The SVerP shall summarize the resources to be used to perform the verification activities such as staff, hardware and software tools.

<4.5> Responsibilities
a. The SVerP shall describe the specific responsibilities.

<4.6> Identification of risks and level of independence.
 a. The SVerP shall state (or refer to the SDP) the risks and level of independence.

<4.7> Tools, techniques and methods
a. The SVerP shall describe the software tools, techniques and methods used to execute the verification tasks throughout the software life cycle.

<5> Control procedures for verification process
a. The SVerP shall contain information (or reference to) about applicable management procedures concerning the following aspects:
   1. problem reporting and resolution;
   2. deviation and waiver policy;
   3. control procedures.

<6> Verification activities

<6.1> General
a. The SVerP shall address the verification activities of each software item.
b. The SVerP shall address separately the activities to be performed for manually and automatically generated code.

<6.2> Software process verification
a. For each software process verification, the SVerP shall list:
   1. the verification activities to be performed and how they are performed.
2. the required inputs to achieve the verification activities.
3. the intermediate and final outputs documenting the performed verification activities.
4. the methodologies, tools and facilities utilized to accomplish the verification activities.

NOTE Examples of input and output are:
- for software requirements (RB and TS) and architecture engineering:
  • input: draft SRS, draft software architectural design
  • output: software verification requirements report, software architectural design to requirements traceability
- for software design and implementation engineering:
  • input: software components design, code, software user manual, software integration test plan
  • output: software code verification report, evaluation of software validation testing specification
- for software delivery and acceptance:
  • input: software validation specification with respect to the requirements baseline, software acceptance testing documentation
  • output: software acceptance test report, software acceptance data package, problem reports, software release document, software configuration file
- for software validation:
  • input: software validation specification with respect to the requirements baseline
  • output: software validation testing specifications

<6.3> Software quality requirements verification (as per ECSS-Q-ST-80 clause 6.2.6.1)

<6.3.1> Activities
a. The SVerP shall list the verification activities to be performed and how these are accomplished.

NOTE Verification includes various techniques such as review, inspection, testing, walk-through, cross-reading, desk-checking, model simulation, and many types of analysis such as
traceability analysis, formal proof or fault tree analysis.

<6.3.2> Inputs
a. The SVerP shall list the required inputs to accomplish the verification activities.

<6.3.3> Outputs
a. The SVerP shall list the intermediate and final outputs documenting the performed verification activities.

<6.3.4> Methodology, tools and facilities
a. The SVerP shall describe the methodologies, tools and facilities utilized to accomplish the software quality requirements verification activities.

1.2.2 Special remarks
None.
Annex J (normative)  
Software validation plan (SVaLP) - DRD

J.1 DRD identification

J.1.1 Requirement identification and source document

The software validation plan (SVaLP) is called from the normative provisions summarized in Table J-1.

Table J-1: SVaLP traceability to ECSS-E-ST-40 and ECSS-Q-ST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-ST-40</td>
<td>5.6.2.1a.</td>
<td>&lt;4&gt;, &lt;6&gt;</td>
</tr>
<tr>
<td></td>
<td>5.6.2.1b.</td>
<td>&lt;4.6&gt;, &lt;5&gt;, &lt;7&gt;</td>
</tr>
<tr>
<td></td>
<td>5.6.2.1c.</td>
<td>&lt;4&gt;</td>
</tr>
<tr>
<td></td>
<td>5.8.3.9 (TS + RB)</td>
<td>&lt;9&gt;</td>
</tr>
<tr>
<td>ECSS-Q-ST-80</td>
<td>6.2.8.2</td>
<td>&lt;4.1&gt;c.</td>
</tr>
<tr>
<td></td>
<td>6.2.8.7</td>
<td>&lt;4.1&gt;c.</td>
</tr>
<tr>
<td></td>
<td>6.3.5.22</td>
<td>&lt;4&gt;</td>
</tr>
<tr>
<td></td>
<td>6.3.5.23</td>
<td>&lt;4.4&gt;</td>
</tr>
<tr>
<td></td>
<td>6.3.5.24</td>
<td>&lt;4.6&gt;</td>
</tr>
<tr>
<td></td>
<td>6.3.5.25</td>
<td>&lt;5&gt;</td>
</tr>
<tr>
<td></td>
<td>6.3.5.29</td>
<td>&lt;6&gt;</td>
</tr>
</tbody>
</table>

J.1.2 Purpose and objective

The software validation plan is a constituent of the design justification file (DJF). Its purpose is to provide the definition of organizational aspects and management approach to the implementation of the validation tasks.

The objective of the software validation plan is to describe the approach to the implementation of the validation process for a software product.
J.2 Expected response

J.2.1 Scope and content

<1> Introduction
a. The SVaLP shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2> Applicable and reference documents
a. The SVaLP shall list the applicable and reference documents to support the generation of the document.

<3> Terms, definitions and abbreviated terms
a. The SVaLP shall include any additional terms, definition or abbreviated terms used.

<4> Software validation process planning

<4.1> General
a. The SVaLP shall describe the approach to be utilized to implement the validation process, the required effort, and the level of required independence for the validation tasks.
b. The SVaLP shall also address, if it is applicable to the software validation campaign against the requirements baseline, to the software validation campaign against the technical specification, or, for both.
c. The SVaLP shall address separately the activities to be performed for manually and automatically generated code.
d. The SVaLP shall include the validation of the quality requirements.

<4.2> Organization
a. The SVaLP shall describe the organization of the validation activities.
b. Topics that shall be included are:
   1. organizational structure;
   2. relationships to the other activities such as project management, development, configuration management and product assurance;
   3. level of required and implemented independence in validation activities execution.

<4.3> Schedule
a. A reference to the master schedule given in the software development plan shall be included.
b. The SVaIP shall describe the schedule for the planned validation activities. In particular, test milestones identified in the software project schedule and all item delivery events.

c. The SVaIP shall describe:
   1. the schedule for each testing task and test milestone;
   2. the period of use for the test facilities.

<4.4> Resource summary

a. The SVaIP shall summarize the resources needed to perform the validation activities such as staff, hardware, software tools, testing data and support software (simulators).

<4.5> Responsibilities

a. The SVaIP shall describe the specific responsibilities associated with the roles described in <4.2> above.

b. In particular, the SVaIP shall state the groups responsible for managing, designing, preparing, executing witnessing and checking tests results.

   NOTE Groups can include developers, operational staff, user representatives, technical support staff and product assurance staff.

<4.6> Tools, techniques and methods

a. The SVaIP shall describe the software tools, techniques and methods used for validation activities as well as the needed hardware facilities and, testing data, support software (simulators).

b. The SVaIP shall describe the validation facility in terms of:

   1. level of representativeness of the physical and functional environment, including the processor and the real-time representativeness;
   2. software or hardware in the loop;
   3. open or closed loop capability for functional and performance testing;
   4. debugging and observability capability;
   5. For real-time software, the constraints on the test execution such as interdiction of code instrumentation, and test method (e.g. referring to measurement techniques and tools) associated to performance or safety requirements.

<4.7> Personnel requirements

a. The SVaIP shall describe any requirement for software validation personnel (level of independence) and any necessary training needs.
<4.8> Risks

a. The SValP shall state (or refer to the SDP) all the identified risks to the software validation campaign.

b. Contingency plans shall be also included.

<5> Software validation tasks identification

a. The SValP shall describe the software validation tasks to be performed for the identified software items.

b. The SValP shall list which are the tasks and the items under tests, as well as the criteria to be utilized for the testing activities on the test items associated with the plan.

c. The SValP shall list the testing activities to be repeated when testing is resumed.

d. The SValP shall describe for each validation tasks the inputs, the outputs as well as the resources to be used for each task.

e. The detailed information and the data for the testing procedures shall be provided in the software validation testing specifications.

<6> Software validation approach

a. The SValP shall describe the overall requirements applicable to the software validation testing activities, providing for definition of overall requirements, guidelines on the kinds of tests to be executed.

b. The SValP shall describe the selected approach to accomplish validation of those software specification requirements to be validated by inspection and analysis or review of design.

c. The SValP shall define the regression testing strategy.

<7> Software validation testing facilities

a. This SValP shall describe the test environment to execute the software validation testing activity and the non–testing validation activities whose approach is defined by this plan.

b. The SValP shall describe the configuration of selected validation facilities in terms of software (e.g. tools and programs, and simulation), hardware (e.g. platforms and target computer), test equipment (e.g. bus analyser), communications networks, testing data and support software (e.g. simulators).

NOTE Reference to other documentation describing the facility can be done.

c. If the validation testing against the requirements baseline and the validation testing against the technical specification use different environments, this shall be clearly stated and described.
Control procedures for software validation process

a. The SValP shall contain information (or reference to) about applicable management procedures concerning the following aspects:

1. problem reporting and resolution;
2. deviation and waiver policy;
3. configuration control and management.

Complement of validation at system level

a. The SVS w.r.t. TS or RB shall list the requirements of the TS or RB that cannot be tested in the validation environment and need the full real system to be tested, therefore including the customer support.

J.2.2 Special remarks

None.
Annex K (normative)
Software [unit/integration] test plan
(SUITP) - DRD

K.1 DRD identification

K.1.1 Requirement identification and source document

The software [unit/integration] test plan (SUITP) is called from the normative provisions summarized in Table K-1.

Table K-1: SUITP traceability to ECSS-E-ST-40 and ECSS-Q-ST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-ST-40</td>
<td>5.4.3.8 (IT)</td>
<td>&lt;5&gt;, &lt;6&gt;, &lt;7&gt;</td>
</tr>
<tr>
<td></td>
<td>5.5.4.1 (IT)</td>
<td>&lt;8&gt;, &lt;9&gt;, &lt;10&gt;, &lt;11&gt;</td>
</tr>
<tr>
<td></td>
<td>5.5.2.9 (UT)</td>
<td>&lt;5&gt;, &lt;6&gt;, &lt;7&gt;, &lt;8&gt;, &lt;9&gt;</td>
</tr>
<tr>
<td></td>
<td>5.5.3.2a. eo b. (UT)</td>
<td>&lt;10&gt;, &lt;11&gt;</td>
</tr>
<tr>
<td>ECSS-Q-ST-80</td>
<td>6.2.8.2</td>
<td>&lt;7.6&gt;a.</td>
</tr>
<tr>
<td></td>
<td>6.2.8.7</td>
<td>&lt;7.6&gt;a.</td>
</tr>
<tr>
<td></td>
<td>6.3.5.22</td>
<td>&lt;5&gt;</td>
</tr>
<tr>
<td></td>
<td>6.3.5.23</td>
<td>&lt;5.3&gt;</td>
</tr>
<tr>
<td></td>
<td>6.3.5.24</td>
<td>&lt;5.5&gt;</td>
</tr>
<tr>
<td></td>
<td>6.3.5.25</td>
<td>&lt;9.2&gt;, &lt;9.2.7&gt;, &lt;10&gt;</td>
</tr>
</tbody>
</table>

eo = Expected Output

K.1.2 Purpose and objective

The software unit test plan and the software integration test plan are constituents of the design justification file.

The purpose of this DRD is to describe the tests plans, and is utilized for the following documents:

- the software unit test plan;
• the software integration test plan.

It provides a unique template for unit and integration testing, to be instantiated for the software test plans specified in the document requirement list, either for a software unit test plan, or for a software integration test plan. The acronym SUITP is used to designate either the software unit test plan, or the software integration test plan.

K.2 Expected response

K.2.1 Scope and content

<1> Introduction
a. The SUITP shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2> Applicable and reference documents
a. The SUITP shall list the applicable and reference documents to support the generation of the document.

<3> Terms, definitions and abbreviated terms
a. The SUITP shall include any additional terms, definition or abbreviated terms used.

<4> Software overview
a. The SUITP shall contain a brief description of the software under test and its context: a summary of its functionality, its configuration, its operational environment and its external interfaces.

   NOTE Reference to technical documentation can be done.

<5> Software unit testing and software integration testing

   NOTE The SUITP describes the responsibility and schedule information for the software unit testing and integration testing, detailed as follows.

<5.1> Organization
a. The SUITP shall describe the organization of software unit testing and integration testing activities.

b. The following topics should be included:
   1. roles,
2. reporting channels,
3. levels of authority for resolving problems,
4. relationships to the other activities such as project management, development, configuration management and product assurance.

<5.2> Master schedule
a. The SUITP shall describe the schedule for the software unit testing and integration testing activities, in particular, test milestones identified in the software project schedule and all item delivery events.
b. The SUITP should include:
   1. a reference to the master schedule given in the software development plan,
   2. any additional test milestones and state the time required for each testing task,
   3. the schedule for each testing task and test milestone,
   4. the period of use for the test facilities.

<5.3> Resource summary
a. The SUITP shall summarize the resources needed to perform the software unit testing / integration testing activities such as staff, hardware and software tools.

<5.4> Responsibilities
a. The SUITP shall describe the specific responsibilities associated with the roles described in a.
b. The responsibilities specified in <5.4>a. should be described by identifying the groups responsible for managing, designing, preparing, executing the tests.

   NOTE Groups can include developers, technical support staff, and product assurance staff.

<5.5> Tools, techniques and methods
a. The SUITP shall describe the hardware platforms, software tools, techniques and methods used for software unit testing and integration testing activities.

<5.6> Personnel and personnel training requirements
a. The SUITP shall list any requirement for software unit testing and integration testing personnel and their training needs.

<5.7> Risks and contingencies
a. The SUITP shall describe (or refer to the SDP) risks to the software unit testing and integration testing campaign.
b. Contingency plans should be included.
Control procedures for software unit testing / integration testing

a. The SUITP shall contain information (or reference to) about applicable management procedures concerning the following aspects:
   1. problem reporting and resolution;
   2. deviation and waiver policy;
   3. control procedures.

Software unit testing and integration testing approach

NOTE The SUITP describes the approach to be utilized for the software unit testing and integration testing, detailed as follows.

Unit/integration testing strategy

a. The SUITP shall describe the software integration strategy.

Tasks and items under test

a. The SUITP shall describe which are the tasks and the items under tests, as well as criteria to be utilized.

Features to be tested

a. The SUITP shall describe all the features to be tested, making references to the applicable documentation.

Features not to be tested

a. The SUITP shall describe all the features and significant combinations not to be tested.

Test pass - fail criteria

a. The SUITP shall describe the general criteria to be used to determine whether or not test are passed.

Manually and automatically generated code

a. The SUITP shall address separately the activities to be performed for manually and automatically generated code, although they have the same objective (ECSS-Q-ST-80 clause 6.2.8.2 and 6.2.8.7).

Software unit test / integration test design

General

a. The SUITP shall provide the definition of unit and integration test design.

b. For each identified test design, the SUITP shall provide the information given in <8.2>
NOTE This can be simplified in the software unit test plan.

<8.2> Organization of each identified test design

NOTE The SUITP provides the definition of each unit test and integration test design, detailed as follows.

<8.2.1> Test design identifier

a. The SUITP shall identify each test design uniquely.
b. The SUITP shall briefly describe the test design.

<8.2.2> Features to be tested

a. The SUITP shall list the test items and describe the features to be tested.
b. Reference to appropriate documentation shall be made and traceability information shall be provided.

<8.2.3> Approach refinements

a. The SUITP shall describe the test approach implemented for the specific test design and the specific test class.
b. The description specified in a. shall provide the rationale for the test case selection and grouping into test procedures.
c. The method for analysing test results shall be identified (e.g. compare with expected output).
d. Configuration of the facility (both hardware and software) to be used to execute the identified test shall be described.

<8.2.4> Test case identifier

a. The SUITP shall list the test cases associated with the test design and provide a summary description of each ones.

<9> Software unit and integration test case specification

<9.1> General

a. The SUITP shall provide an identification of software unit test and integration test cases.
b. For each identified test case, the SUITP shall provide the information given in <9.2>.

NOTE Each test case can be described through one or several description sheets.

<9.2> Organization of each identified test case

NOTE The SUITP provides the definition of each unit and integration test case, detailed as follows.
<9.2.1> Test case identifier
a. The SUITP shall identify the test case uniquely.
b. A short description of the test case purpose shall be provided.

<9.2.2> Test items
a. The SUITP shall list the test items.
b. Reference to appropriate documentation shall be performed and traceability information shall be provided.

<9.2.3> Inputs specification
a. The SUITP shall describe the inputs to execute the test case.

<9.2.4> Outputs specification
a. This SUITP shall describe the expected outputs.

<9.2.5> Test pass - fail criteria
a. The SUITP shall list the criteria to decide whether the test has passed or failed.

<9.2.6> Environmental needs
a. The SUITP shall describe:
   1. the exact configuration and the set up of the facility used to execute the test case as well as the utilization of any special test equipment (e.g. bus analyser);
   2. the configuration of the software utilized to support the test conduction (e.g. identification of the simulation configuration);

<9.2.7> Special procedural constraints (ECSS-Q-ST-80 clause 6.3.5.25)
a. The SUITP shall describe any special constraints on the used test procedures.

<9.2.8> Interfaces dependencies
a. The SUITP shall describe all the test cases to be executed before this test case.

<9.2.9> Test script
a. The SUITP shall describe all the test script used to execute the test case.

   NOTE   The test scripts can be collected in an appendix.

<10>  Software unit and integration test procedures

<10.1> General
a. The SUITP shall provide a identification of software unit and integration test procedures.
b. For each identified test procedure, the SUITP shall provide the information given in <10.2>.

<10.2> Organization of each identified test procedure

NOTE The SUITP provides the definition of each unit and integration test procedure, detailed as follows.

<10.2.1> Test procedures identifier

a. The SUITP shall include a statement specifying the test procedure uniquely.

<10.2.2> Purpose

a. The SUITP shall describe the purpose of this procedure.

b. A reference to each test case implemented by the test procedure shall be given.

<10.2.3> Procedure steps

a. The SUITP shall describe every step of the procedure execution:

1. log: describe any special methods or format for logging the results of test execution, the incidents observed, and any other event pertinent to this test;

2. set up: describe the sequence of actions to set up the procedure execution;

3. start: describe the actions to begin the procedure execution;

4. proceed: describe the actions during the procedure execution;

5. test result acquisition: describe how the test measurements is made;

6. shut down: describe the action to suspend testing when interruption is forced by unscheduled events;

7. restart: identify any procedural restart points and describe the actions to restart the procedure at each of these points;

8. wrap up: describe the actions to terminate testing.

<11> Software test plan additional information

a. The following additional information shall be provided:

1. test procedures to test cases traceability matrix;

2. test cases to test procedures traceability matrix;

3. test scripts;

4. detailed test procedures.

NOTE 1 This information can be given in separate appendices.
NOTE 2  One test design uses one or more test cases.
NOTE 3  One test procedure execute one or more test cases.

K.2.2  **Special remarks**

None.
Annex L (normative)
Software validation specification (SVS) - DRD

L.1 DRD identification

L.1.1 Requirement identification and source document

The software validation specification (SVS) is called from the normative provisions summarized in Table L-1.

Table L-1: SVS traceability to ECSS-E-ST-40 and ECSS-Q-ST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-ST-40</td>
<td>5.6.3.1a. and b.(TS)</td>
<td>&lt;4&gt;, &lt;5&gt;, &lt;6&gt;, &lt;7&gt;, &lt;8&gt;, &lt;11&gt;, &lt;10&gt;</td>
</tr>
<tr>
<td></td>
<td>5.6.3.1c.</td>
<td>&lt;5&gt;, &lt;9&gt;</td>
</tr>
<tr>
<td></td>
<td>5.6.4.1a. and b. (RB)</td>
<td>&lt;4&gt;, &lt;5&gt;, &lt;6&gt;, &lt;7&gt;, &lt;8&gt;, &lt;11&gt;, &lt;10&gt;</td>
</tr>
<tr>
<td></td>
<td>5.6.4.1c.</td>
<td>&lt;5&gt;, &lt;9&gt;</td>
</tr>
<tr>
<td></td>
<td>5.8.3.8a. eo a. (RB), b. (TS)</td>
<td>&lt;11&gt;, &lt;11&gt;</td>
</tr>
<tr>
<td>ECSS-Q-ST-80</td>
<td>6.2.8.2</td>
<td>&lt;5&gt;</td>
</tr>
<tr>
<td></td>
<td>6.2.8.7</td>
<td>&lt;5&gt;</td>
</tr>
<tr>
<td></td>
<td>6.3.5.25</td>
<td>&lt;7.2&gt;, &lt;7.2.6&gt;, &lt;8&gt;</td>
</tr>
<tr>
<td></td>
<td>6.3.5.29</td>
<td>&lt;6&gt;</td>
</tr>
<tr>
<td></td>
<td>6.3.5.32</td>
<td>&lt;5&gt;</td>
</tr>
</tbody>
</table>

eo = Expected Output

L.1.2 Purpose and objective

The software validation specification with respect to the technical specification and the software validation specification with respect to the requirement baseline are constituents of the design justification file.

The purpose of this DRD is to describe the testing, analysis, inspection and review of design specifications, and is used to document
• the software validation specification with respect to the technical specification (TS), and
• the software validation specification with respect to the requirements baseline (RB).

It provides a unique template for the software validation specification document, to be instantiated for, either the technical specification, or the requirement baseline. The acronym SVS w.r.t. TS is used to designate the software validation specification with respect to the technical specification whilst SVS w.r.t. RB is used to designate the software validation specification with respect to the requirement baseline.

L.2 Expected response

L.2.1 Scope and content

<1> Introduction
a. The SVS w.r.t. TS or RB shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2> Applicable and reference documents
a. The SVS w.r.t. TS or RB shall list the applicable and reference documents to support the generation of the document.

<3> Terms, definitions and abbreviated terms
a. The SVS w.r.t. TS or RB shall include any additional terms, definition or abbreviated terms used.

<4> Software overview
a. The SVS w.r.t. TS or RB shall contain a brief description of the software under test and its context: a summary of its functionality, its configuration, its operational environment and its external interfaces.

NOTE Reference to technical documentation can be done.

<5> Software validation specification task identification

NOTE The SVS w.r.t. TS or RB describes the approach to be utilized for the software validation specification, detailed as follows.

<5.1> Task and criteria
a. The SVS w.r.t. TS or RB shall describe which are the tasks and the items under tests, as well as criteria to be utilized.
<5.2> Features to be tested  
a. The SVS w.r.t. TS or RB shall describe all the features to be tested, making references to the applicable documentation.

<5.3> Features not to be tested  
a. The SVS w.r.t. TS or RB shall describe all the features and significant combinations not to be tested.

<5.4> Test pass - fail criteria  
a. The SVS w.r.t. TS or RB shall describe the general criteria to be used to determine whether or not tests are passed.

<5.5> Items that cannot be validated by test  
a. The SVS w.r.t. TS or RB shall list the tasks and items under tests that cannot be validated by test.  
b. Each of them shall be properly justified  
c. For each of them, an analysis, inspection or review of design shall be proposed.

<5.6> Manually and automatically generated code  
a. The SVS shall address separately the activities to be performed for manually and automatically generated code, although they have the same objective (ECSS-Q-ST-80 clause 6.2.8.2 and 6.2.8.7).

<6> Software validation testing specification design  

<6.1> General  
a. The SVS w.r.t. TS or RB shall provide the definition of software validation testing specification design, giving the design grouping criteria such as function, component or equipment management.  
b. For each identified test design, the SVS w.r.t. TS or RB shall provide the information given in <6.2>.

<6.2> Organization of each identified test design  

NOTE The SVS w.r.t. TS or RB provides the definition of each validation test design, detailed as follows

<6.2.1> General  
a. The SVS w.r.t. TS or RB shall briefly describe the test design.

<6.2.2> Features to be tested  
a. The SVS w.r.t. TS or RB shall describe the test items and the features to be tested.
b. Reference to appropriate documentation shall be performed and traceability information shall be provided.

<6.2.3> Approach refinements

a. The SVS w.r.t. TS or RB shall describe the test approach implemented for the specific test design and the specific test class implemented.

b. The description specified in a. shall provide the rationale for the test case selection and grouping into test procedures.

c. The method for analysing test results shall be identified (e.g. compare with expected output, and compare with old results).

d. Configuration of the facility (both hardware and software) to be used to execute the identified test shall be described.

<7> Software validation test case specification

<7.1> General

a. The SVS w.r.t. TS or RB shall provide the identification of software validation test cases.

b. For each identified test case, the SVS w.r.t. TS or RB shall provide the information given in 7.2

<7.2> Organization of each identified test case

NOTE The SVS w.r.t. TS or RB provides the definition of each validation test case, detailed as follows.

<7.2.1> Test case identifier

a. The SVS w.r.t. TS or RB shall describe the test case uniquely.

b. A short description of the test case purpose shall be provided.

<7.2.2> Inputs specification

a. The SVS w.r.t. TS or RB shall describe, for each test case, the inputs to execute the test case.

<7.2.3> Outputs specification

a. The SVS w.r.t. TS or RB shall describe, for each test case, the expected outputs.

<7.2.4> Test pass - fail criteria

a. The SVS w.r.t. TS or RB shall describe, for each test case, the criteria to decide whether the test has passed or failed.

<7.2.5> Environmental needs

a. The SVS w.r.t. TS or RB shall describe:
1. the exact configuration and the set up of the facility used to execute the test case as well as the utilization of any special test equipment (e.g. bus analyser);

2. the configuration of the software utilized to support the test conduction (e.g. identification of the simulation configuration);

<7.2.6> Special procedural constraints(ECSS-Q-ST-80 clause 6.3.5.25)

a. The SVS w.r.t. TS or RB shall describe any special constraints on the used test procedures.

<7.2.7> Interfaces dependencies

a. The SVS w.r.t. TS or RB shall list all the test cases to be executed before this test case.

<8> Software validation test procedures

<8.1> General

a. This part of the DRD may be placed in a different document, if agreed with the customer.

NOTE Procedures are not always attached to each test case

b. The SVS w.r.t. TS or RB shall provide the identification of software validation test procedures.

c. For each identified validation test procedure, the SVS w.r.t. TS or RB shall provide the information presented in 8.2

<8.2> Organization of each identified test procedure

NOTE The SVS w.r.t. TS or RB provides the description of each identified validation test procedure, detailed as follows.

<8.2.1> Test procedure identifier

a. The SVS w.r.t. TS or RB shall identify each test procedure uniquely.

<8.2.2> Purpose

a. The SVS w.r.t. TS or RB shall describe the purpose of each test procedure.

b. A reference to each test case used by the test procedure shall be given.

<8.2.3> Procedure steps

a. The SVS w.r.t. TS or RB shall describe every step of each procedure execution:

1. log: describe any special methods or format for logging the results of test execution, the incidents observed, and any other event pertinent to this test;
2. set up: describe the sequence of actions necessary to set up the procedure execution;
3. start: describe the actions necessary to begin the procedure execution;
4. proceed: describe the actions necessary during the procedure execution;
5. test result acquisition: describe how the test measurements is made;
6. shut down: describe the action necessary to suspend testing when interruption is forced by unscheduled events;
7. restart: identify any procedural restart points and describe the actions necessary to restart the procedure at each of these points;
8. wrap up: describe the actions necessary to terminate testing.

<8.2.4> Test script
a. The SVS w.r.t. TS or RB shall list all the test script used to execute the test case.

NOTE The test scripts can be collected in an appendix.

<9> Software validation analysis, inspection, review of design
a. The SVS w.r.t. TS or RB shall include, for each items where it can be justified that a test is not possible, another validation method based on analysis, inspection, review of design.

<10> Validation test platform requirements
a. The SVS w.r.t. TS or RB shall list the validation requirements related to the validation test platform to be used (for example, benches or simulators capabilities and their representativity with respect to e.g. real time constraints, target or real hardware equipments on which the software is specified to operate).

<11> Software validation specification additional information
a. The following additional information shall be included in the SVS w.r.t. TS or RB:
   1. Test/analysis/inspection/review of design to requirement traceability matrix,
   2. Requirement to test/analysis/inspection/review of design traceability matrix,
   3. Test procedures to test cases traceability matrix,
   4. Test cases to test procedures traceability matrix,
   5. Test scripts,
6. Detailed test procedures.

   NOTE 1 This information can be given in separate appendices.

   NOTE 2 One test design uses one or more test cases.

   NOTE 3 One test procedure execute one or more test cases.

   NOTE 4 Traceability matrixes include the title of the requirement or test in addition to its number for readability purpose.

L.2.2 Special remarks

None.
Annex M (normative)
Software verification report (SVR) - DRD

M.1 DRD identification

M.1.1 Requirement identification and source document

The software verification report (SVR) is called from the normative provisions summarized in Table M-1.

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-ST-40</td>
<td>5.3.8.2</td>
<td>&lt;5.2&gt;</td>
</tr>
<tr>
<td></td>
<td>5.7.3.5</td>
<td>&lt;4.5&gt;a.1.</td>
</tr>
<tr>
<td></td>
<td>5.8.3.1</td>
<td>&lt;4.2&gt;</td>
</tr>
<tr>
<td></td>
<td>5.8.3.2 eo a., b.</td>
<td>&lt;4.3.1&gt;, &lt;4.3.2&gt;</td>
</tr>
<tr>
<td></td>
<td>5.8.3.3 eo a., b.</td>
<td>&lt;4.3.1&gt;, &lt;4.3.2&gt;</td>
</tr>
<tr>
<td></td>
<td>5.8.3.4 eo a., b.</td>
<td>&lt;4.4&gt;a.1, &lt;4.4&gt;a.2.</td>
</tr>
<tr>
<td></td>
<td>5.8.3.5a. eo a., b.</td>
<td>&lt;4.4&gt;a.1, &lt;4.4&gt;a.2.</td>
</tr>
<tr>
<td></td>
<td>5.8.3.5b.</td>
<td>&lt;4.4&gt;a.2, &lt;4.5&gt;a.2.</td>
</tr>
<tr>
<td></td>
<td>5.8.3.5c.</td>
<td>&lt;4.4&gt;a.2, &lt;4.5&gt;a.2.</td>
</tr>
<tr>
<td></td>
<td>5.8.3.5d.</td>
<td>&lt;4.4&gt;a.2, &lt;4.5&gt;a.2.</td>
</tr>
<tr>
<td></td>
<td>5.8.3.5e.</td>
<td>&lt;4.4&gt;a.2, &lt;4.5&gt;a.2.</td>
</tr>
<tr>
<td></td>
<td>5.8.3.5f.</td>
<td>&lt;4.4&gt;a.2.</td>
</tr>
<tr>
<td></td>
<td>5.8.3.6 eo a., b.</td>
<td>&lt;4.4&gt;a.1, &lt;4.4&gt;a.2.</td>
</tr>
<tr>
<td></td>
<td>5.8.3.7</td>
<td>&lt;4.4&gt;a.2.</td>
</tr>
</tbody>
</table>
M.1.2 Purpose and objective

The software verification report is a constituent of the design justification file (DJF). Its purpose is to present gathered results of all the software verification activities that have to be executed along the software development life cycle according to the SVerP. It is organize per process, with the exception of the timing and sizing issues which are gathered in a separate section. Each process verification report can be placed into a separate document.

M.2 Expected response

M.2.1 Scope and content

<i> Introduction

a. The SVR shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2> Applicable and reference documents

a. The SVR shall list the applicable and reference documents to support the generation of the document.
<3> Terms, definitions and abbreviated terms
a. The SVR shall include any additional terms, definition or abbreviated terms used.

<4> Verification activities reporting and monitoring
<4.1> General
a. The SVR shall address separately the activities to be performed for manually and automatically generated code.

<4.2> Software related system requirements process verification (for the SRR)
a. The SVR shall include the report of the verification of the requirement baseline and the interface requirements specification as specified in 5.8.3.1.
b. If system models are available, a model checking report (e.g. data, event, failure) shall be included in the SVR.

<4.3> Software requirements and architecture engineering process verification (for the PDR)
<4.3.1> Traceability (when not already included in related software requirements, interface and design documents)
a. The SVR shall present the following traceability matrices:
   — software requirements to system requirements
   — Software architectural design to requirements

<4.3.2> Feasibility
a. The SVR shall present in gathering all the specific verification reports that have been planned to be provided w.r.t. the SVerP, including e.g.:
   — Software requirements verification as per 5.8.3.2.
   — HMI evaluation by e.g. mock-up as per ECSS-E-ST-10-11
   — Behavioural verification of the logical model and architectural design verification as per 5.8.3.13a. and b.
   — Verification of the software architectural and interface design as per 5.8.3.3.
   — Architectural design behavioural model checking
   — Verification of software documentation as per 5.8.3.10.
   — Other specific inspections, analyses or review of design report (e.g. numerical accuracy, technical risks analysis, evaluation of reuse potential)
   — Others specific verification related to RAMS requirements (e.g. analysis reports using HSIA, SFTA, SFMECA)
<4.4> Software design and implementation engineering process verification (for CDR)

a. The SVR shall present in gathering all the specific verification reports that have been planned to be provided w.r.t. the SVerP, including e.g.:

1. Traceability (when not already included in related software design documents or software code), presenting the following traceability matrices:
   - software detailed design to software architectural design
   - Software code to software detailed design
   - Software unit test to requirements, design

2. Feasibility, presenting in gathering all the specific verification reports that have been planned to be provided w.r.t. the SVerP, including e.g.:
   - Software detailed design verification as per 5.8.3.4
   - Design model checking (including behavioural verification as per 5.8.3.13b.)
   - Software code verification as per 5.8.3.5a.
   - Structural code coverage achievement.
   - Deactivated code verification as per ECSS-Q-ST-80 6.2.6.5
   - Configurable code verification as per ECSS-Q-ST-80 6.2.6.6
   - Source code robustness verification
   - Verification of software unit testing as per 5.8.3.6
   - Verification of software integration as per 5.8.3.7
   - Verification of software documentation as per 5.8.3.10
   - Others specific inspections, analyses or review of design report (e.g. technical risks analysis, evaluation of reuse potential)
   - Others specific verification related to RAMS requirements (e.g. analysis reports using HSIA, SFTA, SFMECA).

<4.5> Software delivery and acceptance process verification (for QR and AR)

a. The SVR shall present in gathering all the specific verification reports that have been planned to be provided w.r.t. the SVerP, including e.g.:

1. Traceability (when not already included in related software acceptance documents), presenting the following traceability matrices:
   - Software acceptance testing to requirement baseline

2. Feasibility, presenting in gathering all the specific verification reports that have been planned to be provided w.r.t. the SVerP, including:
<4.6> **Software validation process verification (for CDR, QR, AR)**

a. The SVR shall present in gathering all the specific verification reports that have been planned to be provided w.r.t. the SVerP, including e.g.:

1. Traceability (when not already included in related software validation specification), presenting the following traceability matrices:
   - software validation specifications to TS
   - software validation specifications to RB

2. Feasibility, presenting in gathering all the specific verification reports that have been planned to be provided w.r.t. the SVerP, including e.g.:
   - Verification of software validation w.r.t. TS as per 5.8.3.8a.
   - Verification of software validation w.r.t. RB as per 5.8.3.8b.
   - Verification of software documentation as per 5.8.3.10
   - Verification of testing as per ECSS-Q-ST-80 clause 7.2.3.6

<4.7> **Software quality requirements verification**

a. The SVR shall present in gathering all the specific verification reports related to software quality that have been planned to be provided in the SVerP. This include in particular the verification of the software quality requirements according to ECSS-Q-ST-80 clause 6.2.6.1, and the verification of the application of the chosen measures to handle automatically generated code.

   **NOTE** Deactivated and configurable code verification reports are in section <4.4>a.2. Numerical accuracy report is in section <6> of this DRD.

<5> **Margin and technical budget status**

   **NOTE** This section is often placed in a separate document named STSB (Software Timing and Sizing Budget).

<5.1> **Technical budgets and margins computation**

a. The SVR shall include the way to compute the technical budgets and margins.
<5.2> Software budget (sizing and timing)

a. The status of margins regarding the technical budgets shall be presented in the SVR at each milestone, describing the utilized analytical hypothesis.

b. The margins shall be established by estimation for PDR, by analysis of design after detailed design, and consolidated by performance measurements commensurate with the software implementation for CDR, QR and AR.

c. The SVR shall include at PDR:
   1. the memory size for static code size, static data size and stack size;
   2. the CPU utilization;
   3. the deadline fulfilment, the margin available for every deadline in the worst case and, if feasible, the jitter in the nominal case;

d. The SVR shall include after detailed design:
   1. the memory size refined for static code size, static data size and stack size expressed on a thread basis, measuring them per lowest level design component;
   2. the CPU utilization, refined, considering the worst case execution time of each lowest level design component having its own control flow (therefore including the call to the protected objects) (expressed in time and in percentage of a reference period);
   3. the deadline fulfilment.

   NOTE The worst case execution time of each lowest level design component having its own control flow is multiplied by the number of times this component is executed per second. The resulting quantity is summed over all other design components. The result is the estimated percentage processor utilization.

<5.3> Schedulability simulation and analyses

a. The SVR shall include the result of the schedulability analysis or the schedulability simulation, based on:
   1. estimated values at PDR,
   2. refined values after detailed design,
   3. measured values at CDR.

   NOTE An example of schedulability analysis report is a table with the following columns:
   • process name
   • P: process priority
   • C: process worst case execution time
   • T: process period
   • D: process deadline
• I: process interference time, the time that the process can be interrupted by processes of higher priority
• B: process blocking time, the time that the process can be blocked on a protected object access by a process of lower priority
• S: process schedulability factor in percentage, computed as the sum of C, I and B, this sum divided by D

<6> Numerical accuracy analysis

a. The SVR shall include the estimation and the verification of the numerical accuracy.

M.2.2 Special remarks

None.
Annex N (normative)
Software reuse file (SRF) - DRD

N.1 DRD identification

N.1.1 Requirement identification and source document

The software reuse file (SRF) is called from the normative provisions summarized in Table N-1.

Table N-1: SRF traceability to ECSS-E-ST-40 and ECSS-Q-ST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-ST-40</td>
<td>5.4.3.6a.</td>
<td>&lt;4&gt;, &lt;6&gt;b.3.</td>
</tr>
<tr>
<td></td>
<td>5.4.3.6b.</td>
<td>&lt;4&gt;, &lt;5&gt;, &lt;6&gt;</td>
</tr>
<tr>
<td></td>
<td>5.4.3.7</td>
<td>&lt;4&gt;, &lt;5&gt;</td>
</tr>
<tr>
<td>ECSS-Q-ST-80</td>
<td>5.5.1.2</td>
<td>All</td>
</tr>
<tr>
<td></td>
<td>6.2.7.1 eo b.</td>
<td>&lt;6&gt;</td>
</tr>
<tr>
<td></td>
<td>6.2.7.2 eo b</td>
<td>&lt;4&gt;, &lt;5&gt;</td>
</tr>
<tr>
<td></td>
<td>6.2.7.3 eo b</td>
<td>&lt;5&gt;b., &lt;5&gt;c.</td>
</tr>
<tr>
<td></td>
<td>6.2.7.4 eo b</td>
<td>&lt;6&gt;b.2., &lt;6&gt;b.3., &lt;7&gt;</td>
</tr>
<tr>
<td></td>
<td>6.2.7.5</td>
<td>&lt;4&gt;, &lt;5&gt;</td>
</tr>
<tr>
<td></td>
<td>6.2.7.6</td>
<td>&lt;8&gt;</td>
</tr>
<tr>
<td></td>
<td>6.2.7.7</td>
<td>&lt;8&gt;</td>
</tr>
<tr>
<td></td>
<td>6.2.7.8</td>
<td>All</td>
</tr>
<tr>
<td></td>
<td>6.2.7.10</td>
<td>&lt;9&gt;</td>
</tr>
</tbody>
</table>

eo = Expected Output

N.1.2 Purpose and objective

The software reuse file is a constituent of the design justification file (DJF). Its purpose is to document the analysis to be performed on existing software intended to be reused.

The global objectives of the software reuse file are to document all the information used to decide about the reuse (or not) of existing software and to
plan the specific actions undertaken to ensure that the reused software meets the project requirements.

The SRF is also used to document software developed for intended reuse, such that it is ready when the software is actually reused.

N.2 Expected response

N.2.1 Scope and content

<1> Introduction
a. The SRF shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2> Applicable and reference documents
a. The SRF shall list the applicable and reference documents to support the generation of the document.

<3> Terms, definitions and abbreviated terms
a. The SRF shall include any additional terms, definition or abbreviated terms used.

<4> Presentation of the software intended to be reused
a. The SRF shall describe the technical and management information available on the software intended for reuse.
b. For each software item, the SRF shall provide (or state the absence of) the following information:
   1. software item name and main features;
   2. developer name;
   3. considered version and list of components;
   4. licensing conditions;
   5. industrial property and exportability constraints, if any;
   6. implementation language;
   7. development and execution environment (e.g. platform, and operating system);
   8. applicable dispositions for warranty, maintenance, installation and training;
   9. commercial software necessary for software execution, if any;
   10. size of the software (e.g. number of source code lines, and size of the executable code).
<5> Compatibility of existing software with project requirements

a. The SRF shall describe which part of the project requirements (RB) are intended to be implemented through software reuse.

b. For each software item, the SRF shall provide the availability and quality status (completeness, correctness, etc.) of the following information:
   1. software requirements documentation;
   2. software architectural and detailed design documentation;
   3. forward and backward traceability between system requirements;
   4. software requirements, design and code;
   5. unit tests documentation and coverage;
   6. integration tests documentation and coverage;
   7. validation documentation and coverage;
   8. verification reports;
   9. performance (e.g. memory occupation, CPU load);
   10. operational performances;
   11. residual non conformance and waivers;
   12. user operational documentation (e.g. user manual);
   13. code quality (adherence to coding standards, metrics).

c. For each of the points in <5>b, the SRF shall document the quality level of the existing software with respect to the applicable project requirements, according to the criticality of the system function implemented.

<6> Software reuse analysis conclusion

a. The SRF shall document the results of the software reuse analysis.

b. For each software item, the SRF shall provide the following information:
   1. decision to reuse or not reuse, based on the information provided in previous chapters;
   2. estimated level of reuse;
   3. assumptions and methods applied when estimating the level of reuse.

<7> Detailed results of evaluation

a. The SRF shall include the detailed results of the evaluation.

   NOTE The detailed results of the evaluation can be presented in an appendix.
<8> **Corrective actions**

a. The SRF shall document any corrective actions identified to ensure that the software intended for reuse meets the applicable project requirements.

b. The SRF shall document the detailed results of the implementation of the identified corrective actions.

<9> **Configuration status**

a. The SRF shall include the detailed configuration status of the reused software baseline.

**N.2.2 Special remarks**

None.
Annex O (normative)
Software development plan (SDP) - DRD

O.1 DRD identification

O.1.1 Requirement identification and source document

The software development plan (SDP) is called from the normative provisions summarized in Table O-1.

Table O-1: SDP traceability to ECSS-E-ST-40 and ECSS-Q-ST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-STD-40</td>
<td>5.3.2.1a.</td>
<td>&lt;5.2.1&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.2.1b.</td>
<td>&lt;5.2.1&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.2.1c.</td>
<td>&lt;5.1&gt;, &lt;5.3&gt;, &lt;5.4&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.2.1d.</td>
<td>&lt;5.2.3&gt;, &lt;5.5&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.2.2</td>
<td>&lt;5.2.1&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.2.3</td>
<td>&lt;4.8&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.2.4a.</td>
<td>&lt;5.2&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.2.4b.</td>
<td>&lt;5.3&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.2.4c.</td>
<td>&lt;5.3&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.2.4d.</td>
<td>&lt;5.4&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.3.2a.</td>
<td>&lt;5.2.3&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.3.3a.</td>
<td>&lt;5.2.3&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.3.3b.</td>
<td>&lt;5.2.3&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.3.3c.</td>
<td>&lt;5.2.3&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.6.1a.</td>
<td>&lt;5.2.2&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.6.1b.</td>
<td>&lt;5.2.2&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.6.2</td>
<td>&lt;5.2.2&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.9.1</td>
<td>&lt;5.6&gt;</td>
</tr>
<tr>
<td></td>
<td>5.3.9.2</td>
<td>&lt;5.6&gt;</td>
</tr>
<tr>
<td>ECSS-Q-ST-80</td>
<td>5.6.2</td>
<td>&lt;4.8&gt;</td>
</tr>
<tr>
<td></td>
<td>5.7.2.1</td>
<td>&lt;5.4&gt;</td>
</tr>
</tbody>
</table>
O.1.2 Purpose and objective

The software development plan is a constituent of the management file (MGT). Its purpose is to describe the established management and development approach for the software items to be defined by a software supplier to set up a software project in accordance with the customer requirements.

O.2 Expected response

O.2.1 Scope and content

<1> Introduction
a. The SDP shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2> Applicable and reference documents
a. The SDP shall list the applicable and reference documents to support the generation of the document.

<3> Terms, definitions and abbreviated terms
a. The SDP shall include any additional terms, definition or abbreviated terms used.

<4> Software project management approach

<4.1> Management objectives and priorities
a. The SDP shall describe the management objectives of the software project and associated priorities.

<4.2> Master schedule
a. The SDP shall make a reference to the general project master schedule.

<4.3> Assumptions, dependencies and constraints
a. The SDP shall state:
   1. the assumptions on which the plan is based;
   2. the external events the project is dependent upon;
   3. constraints on the project;
   4. technical issues.
NOTE Technical issues are only mentioned if they have an effect on the plan. Assumptions, dependencies and constraints are often difficult to distinguish. The best approach is not to categorize them but to list them. For example:

- limitations on the budget;
- schedule constraints (e.g. launch dates, delivery dates);
- constraints on the location of staff (e.g. the obligation to work at developer’s premises);
- commercial hardware or software used by the system;
- availability of simulators and others test devices;
- availability of external systems with which the system interfaces.

<4.4> Work breakdown structure

a. The SDP shall list the activities to be performed in order to develop the software configuration item, and include or reference the work package description.

   NOTE 1 See ECSS-M-ST-10 for further explanation.
   NOTE 2 Sometimes the adequate elementary tasks can be identified only if several levels of activities breakdown are performed.

<4.5> Risk management

a. The SDP shall describe the contribution of the software engineering function to the project risk management approach.

   NOTE See ECSS-M-ST-80 for further explanations.

<4.6> Monitoring and controlling mechanisms

a. The SDP shall describe the monitoring mechanisms for managing the work (e.g. progress report, progress meeting, action item lists).

   NOTE The SDP apply to both the customer relationships and the supplier’s relationships.

<4.7> Staffing plan

a. The SDP shall describe the roles and skills of staff involved in the project, the organisational structure, boundaries and interface, the external interface responsible, and the resources.

<4.8> Software procurement process

a. The SDP shall describe the software procurement process implementation, and include here or in annex the procured software component list.
<4.9> Supplier management

a. The SDP shall describe the supplier management approach.

   NOTE The software management aspects specified in <4.1> to <4.8> can be fully described in the SDP or, at higher level, in a project management plan according to the ECSS-M Standards.

<5> Software development approach

<5.1> Strategy to the software development

a. The SDP shall describe the overall strategy to the software development.

   NOTE An activity diagram can be included.

<5.2> Software project development life cycle

<5.2.1> Software development life cycle identification

a. The SDP shall describe the software development life cycle.

b. Definition of the selected life cycle paradigm (e.g. waterfall, incremental, or evolutionary) as well as the adopted software versioning approach shall be included.

c. The SDP shall cover the implementation of all the activities and tasks relevant to the involved software processes, including:
   — system engineering processes related to software;
   — software requirement & architecture engineering process;
   — software design and implementation engineering process;
   — software validation process;
   — software verification process;
   — software delivery and acceptance;
   — software operation process;
   — software maintenance process and its interface with development (documents to be handed over, tools to be maintained);
   — software management process.

<5.2.2> Relationship with the system development cycle

a. The SDP shall describe the phasing of the software life cycle to the system development life cycle.

   NOTE A process model representation can be used.

<5.2.3> Reviews and milestones identification and associated documentation

a. The SDP shall describe scope and purpose of each identified review, relevant deliverable and expected outputs.
b. For technical reviews, the SDP shall specify the applicable level of formalism.

c. The role of involved parties or organizations at each review shall be described.

<5.3> Software engineering standards and techniques

a. The SDP shall describe (or provide references to their description of) the applied methodologies and list the standards for each software process and relevant activity.

b. The requirements analysis method used shall be listed and referenced.

   NOTE Reference to applied literature or other standards can be described here.

c. Any adaptation of the requirements analysis method shall be described or referenced.

d. The selected design (architectural design and detailed design) methods shall be stated and referenced.

   NOTE Reference to applied literature or other standards can be described here.

e. The parts of the software subject to auto-code generation shall be identified at PDR.

f. The specificity of automatic code generation tool chains shall be considered, in particular for maintenance.

g. Any adaptation of the design method (e.g. deviations, extensions, and avoidance of utilization of some methodology features) shall be described or referenced.

h. Any HMI standard to be applied to the software development, if code generators are utilized (e.g. constraints to be imposed to use of generators in terms of allowed specific features) shall be documented.

i. The selected software delivery format shall be described or referenced.

<5.4> Software development and software testing environment

a. This SDP shall describe the software development environment and testing environment, including the evidence of its suitability and the programming language selection suitability.

b. Hardware platforms and selected software tools to be utilized for the software development and testing shall be described and include or reference the justification of their selection with respect to the relevant software methodology and standards.

   NOTE This covers, in particular, the tools used to configure the software for a particular mission with the parameters of the mission database.

c. The information in <5.4>b. shall, as a minimum, include:

   1. the compiler and cross compiler system;
2. the requirements analysis tool;
3. the tools utilized in the software image generation;
4. the configuration management tools;
5. the software design tools;
6. the software static analysis tools;
7. the software test scripts language tools;
8. the software testing tools (debuggers, in circuit emulator, bus analyser).

<5.5> Software documentation plan

<5.5.1> General
a. The SDP shall describe or refer to all documentation relevant to the project and the documentation standards applied to the software project.

<5.5.2> Software documentation identification
a. The SDP, for each document to be produced (both internal documents and deliverable), shall include the documentation plan stating:
   1. the documentation file;
   2. the document name;
   3. the delivery requirements;
   4. the review requirements;
   5. the approval requirements.

<5.5.3> Deliverable items
a. The SDP shall list the items to be delivered.
b. The SDF shall clearly address deliverable items internal to the software development organization (what, when and how).

<5.5.4> Software documentation standards
a. The SDP shall describe the documentation standards applicable to the project.
b. Any tailoring to applicable documentation standards shall be detailed in this clause.

<5.6> This Standard’s tailoring traceability
a. The SDP shall include the coverage matrix of the applicable tailoring of ECSS-E-ST-40 clause 5, or provide a reference to it.

O.2.2 Special remarks

None.
Annex P (normative)
Software review plan (SRevP) - DRD

P.1 DRD identification

P.1.1 Requirement identification and source document

The software review plan (SRevP) is called from the normative provisions summarized in Table P-1.

Table P-1: SRevP traceability to ECSS-E-ST-40 and ECSS-Q-ST-80 clauses

<table>
<thead>
<tr>
<th>ECSS Standard</th>
<th>Clauses</th>
<th>DRD section</th>
</tr>
</thead>
<tbody>
<tr>
<td>ECSS-E-ST-40</td>
<td>5.3.3.2b.</td>
<td>All</td>
</tr>
</tbody>
</table>

P.1.2 Purpose and objective

The software review plan is a constituent of the design justification file (DJF). Its purpose is defined in ECSS-M-ST-10-01. This DRD is the tailoring of the ECSS-M-ST-10-01 standard for software.

P.2 Expected response

P.2.1 Scope and content

<1> Introduction

a. The SRevP shall contain a description of the purpose, objective, content and the reason prompting its preparation.

<2> Applicable and reference documents

a. The SRevP shall list the applicable and reference documents to support the generation of the document.

<3> Terms, definitions and abbreviated terms

a. The SRevP shall include any additional terms, definition or abbreviated terms used.
<4> Review title and project

<4.1> Exact name
a. This section shall define the exact name of the review

<4.2> System or product subject to review
a. This section shall describe the product subject to review, and its current development stage or the one expected for this review.

<5> Reference documents
a. The SRevP shall list all project documentation applicable to the review. Note: the documentation subject for review is detailed in section 10 of this SRevP.

b. Review data package documentation shall be according to the deliveries for every review in the Software life cycle chosen (see ECSS-E-ST-40C DRL per review).

<6> Review objectives
a. This section shall describe the purpose of the review.

   NOTE 1 Typical objectives of the software system requirements (SRR) review are:
   - Agree with the customer or their representatives that all requirements captured in the requirements baseline are commonly understood and agreed.
   - Review and baseline of the Requirements Baseline
   - Suitability of the draft software development plan including the software planning elements
   - Consistency of the software planning elements with respect to the upper level planning
   - Ensurance that software product assurance activities are performed
   - Evaluation of readiness to proceed to the next phase

   NOTE 2 Typical objectives of the software requirement review (SWRR) (held as anticipation of the PDR) are:
   - Agree with the customer or their representatives that all requirements with respect to the requirements baseline are captured in the technical specification.
• Review and baseline the Technical Specification.
• Review the technical budget and margins estimations
• Review of known unsolved issues which can have major impacts
• Review the quality assurance reports
• Evaluation of readiness to proceed to the next phase

NOTE 3 Typical objectives of the software preliminary design review (PDR) are:
• Agree with the customer or their representatives that all requirements with respect to the requirements baseline are captured in the technical specification.
• Review and baseline the Technical Specification.
• Review and baseline the software development approach and relevant plan
• Review and baseline the software product assurance approach and relevant plan.
• Review and baseline the software configuration management approach and relevant plan.
• Review and baseline the software verification and validation approach and relevant plan.
• Review and baseline of the software architecture
• Review the technical budget and margins estimations.
• Review the integration strategy
• Evaluation of the potential re-use of the software if applicable
• Review of known unsolved issues which can have major impacts
• Review the quality assurance reports
• Evaluation of readiness to proceed to the next phase

NOTE 4 Typical objectives of the software detailed design review (DDR) (held as anticipation of the CDR) are:
• Review the detailed design
• Review the software technical budget status (e.g. CPU and memory)
• Baseline of the detailed design (i.e. baseline the software detailed design)
• Adequacy of the software units and integration plans
• Review of the Software Reuse File
• Evaluation of the potential re-use of the software
• Feasibility of integration and testing
• Review of known unsolved issues which can have major impact
• Review the quality assurance reports
• Evaluation of readiness to proceed to the next phase

NOTE 5  Typical objectives of the software test readiness review (TRR) are:
• Baseline of the testing, analysis, inspection or review of design (e.g. Software Validation Specification w.r.t. the technical specification or requirement baseline)
• Baseline of the design documents
• Review of the integration and TS/RB-validation facilities
• Review of the Unit Test Results
• Review of the testing facilities configuration
• Verify that software documentation, software code, procured software and support software and facilities are under proper configuration control
• Baseline the testing configuration
• Review the quality assurance reports
• Review the status of all SPRs and NCRs
• Evaluation of readiness to proceed to testing

NOTE 6  Typical objectives of the review of the test review board (TRB) are:
• Review the test results with respect to the testing specification or plans

NOTE 7  Typical objectives of the software critical design review (CDR) are:
• Baseline of the detailed design (including the verification reports and technical budget report)
• Adequacy of the software units and integration plans and of the included unit and integration test procedures
- Review and baseline the SVaLP approach and relevant plan
- Review of the Software Reuse File, evaluation of the potential re-use of the software intended for reuse
- Baseline of the validation specification w.r.t. the technical specification.
- Review of the unit and integration test results, including as-run procedures.
- Verification that all the Technical Specification has been successfully validated (validation report) and verified (including technical budget, memory and CPU, and code coverage)
- Verify that the Software Configuration Item under review is a formal version under configuration control
- Review of the software user manual
- Review of known unresolved issues which can have major impact and resolution plan identification
- Review the quality assurance reports
- Review of the RB-validation facilities
- Baseline of the Validation specification against the RB
- Evaluation of readiness to proceed to the next phase.

**NOTE 8**  Typical objectives of the software qualification review (QR) are:
- To verify that the software meets all of its specified requirements, and in particular that verification and validation process outputs enable transition to “qualified state” for the software products.
- Review of the RB-validation test, analysis, inspection or review of design results, including as-run procedures
- Verification that all the Requirements Baseline and interfaces requirements have been successfully validated and verified (including technical budgets and code coverage).
- Review the software release document
- Review of the acceptance facilities configuration
• Verify that the Software Configuration Item under review is a formal version under configuration control
• Review of known unresolved issues which can have major impact and resolution plan identification.
• Review the quality assurance reports
• Evaluation of readiness to proceed to the next phase.
• Review of the maintenance plan
• Review the acceptance test plan

NOTE 9 Typical objectives of the software acceptance review (AR) are:
• Review of the acceptance test results, including as-run procedures.
• Verify that the Software Configuration Item under review is a formal version under configuration control
• Verification that all the RB software requirements have been successfully validated and verified (including technical budgets and code coverage) throughout the development life cycle.
• Baseline of the software acceptance data package
• Verify that the complete set of acceptance test cases is run on the same software version
• Acceptance of the software product.
• Review of the software release document, the installation procedure and report and the maintenance plan
• Review of known unresolved issues which can have major impact and identification of resolution plan for each outstanding issue and known problems.
• Correct closure of major SPRs/NCRs
• Review of RFWs
• Review the quality assurance reports

<7> **Expected results**

a. The SRevP shall include:
   1. The review entry criteria:
      (a) Review data package is ready.
(b) Review team, organization and plan are agreed and ready.

2. Review success criteria:
   (a) Review objectives are met
   (b) Actions agreed to be closed before this review have been closed
   (c) RIDs agreed to be closed before this review have been closed
   (d) RIDs from this review are dispositioned and actions assigned

3. The review conclusion, based on the review success criteria.
   NOTE Possible review conclusions are:
   • Successful: review success criteria have been met. Authorization to proceed with next life cycle phase is granted.
   • Successful with rework to be done: review success criteria have been partially met. There are pending corrections for documents and/or Software. Corrections are done according to open SPRs and actions agreed on RIDs. Authorization to proceed with next life cycle phase is granted. Dates for closure of open SPRs and implementation of actions from RIDs are agreed in the review.
   • Not successful: review success criteria have not been met. Documents to be baselined at the review cannot be baselined, and Software released for the review cannot be used for follow on activities in their current status. Authorization to proceed with next life cycle phase is not granted.

4. The review report, including review minutes of meeting content, presentations, RID status metric, dispositioned RIDs, discussions, actions, review conclusion and any other material used during the review.

<8> Review process

a. The complete review process shall be defined, including:
   1. Review planning;
   2. Review participants invitation and confirmation;
   3. Kick-off meeting (KOM);
   4. Review datapackage(s) readiness check (optional);
   5. Review datapackage(s) presentation to participants (optional);
   6. Review datapackage(s) distribution;
7. Review group study of documents/deliveries followed by the generation of RIDs;
8. Review RIDs proposed disposition;
9. Review meeting(s): e.g. Review group/supplier meetings, Review group closing meeting, Decision making authority meeting;
10. Review actions closure;
11. Review closure.

b. The agenda of the presentation session may be as follows:
1. Presentation of the review group and its report;
2. Presentation of the project (context, technical and management requirements);
3. Presentation of the product (definition, critical points, performance, operations);
4. State of recommendations of the previous review (if any).

<9> Review schedule
a. The SRevP shall include a description of activity flow from data package delivery up to and including review group meeting and sequential dates.

<10> Documentation subject to review
a. The SRevP shall include:
1. The list of documents and deliveries (not only documents) subject for review;
2. Reference and applicable documents for the review;
3. The review datapackage description, including the dependencies of its deliveries subject for review.

<11> Participants
a. The SRevP shall include, as per ECSS-M-ST-10-01 clause 5.3:
1. Decision making authority responsibilities;
2. Review group chairperson, secretary and members of the review group, the supplier project team, and their responsibilities;
3. Level of independence of members;

<12> Logistics
a. The SRevP shall include:
1. The exact review address;
2. Instructions on how to arrive to the meeting location and how to get to the meeting room, including security checks needs;
3. Other logistic needs such as: LCD projector, room size, beverages available, and layout of the meeting room;

4. Suggestions on the nearest or more suitable accommodation possibilities;

5. A local point of contact, including name of contact person and complete address and phone numbers and e-mail.

<13> Annex - RID form

a. The SRvP shall include a RID form in conformance with ECSS-M-ST-10-01.

P.2.2 Special remarks

None.
Annex Q (informative)
Document organization and contents at each milestones

Q.1 Introduction

The following clauses list the software items per review with the following columns:

- the DRD, where “.” means that there is no DRD and “ blank” means that it is an immaterial output,
- the requirement number and expected output number if needed,
- the name of the expected output,
- the trace into the DRD,
- the file.

The list is sorted per file, then per DRD, then per requirement number.

Q.2 SRR

Table Q-1: Documents content at milestone SRR

<table>
<thead>
<tr>
<th>DRD</th>
<th>Requirement</th>
<th>Expected output</th>
<th>Name of expected output</th>
<th>Trace to DRD</th>
<th>File</th>
</tr>
</thead>
<tbody>
<tr>
<td>SSS</td>
<td>5.2.2.1.a</td>
<td>a</td>
<td>Functions and performance system requirements allocated to software</td>
<td>&lt;5.2&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.2.1.a</td>
<td>b</td>
<td>Verification and validation product requirements</td>
<td>&lt;6.3&gt;, &lt;6.4&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.2.1.a</td>
<td>c</td>
<td>Software operations requirements</td>
<td>&lt;5.11&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.2.1.a</td>
<td>d</td>
<td>Software maintenance requirements</td>
<td>&lt;5.12&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.2.1.a</td>
<td>e</td>
<td>Requirements for in flight modification capabilities</td>
<td>&lt;5.12&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.2.1.a</td>
<td>f</td>
<td>Requirements for real- time</td>
<td>&lt;5.2&gt;3</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.2.1.a</td>
<td>g</td>
<td>Requirements for security</td>
<td>&lt;5.6&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.2.1.a</td>
<td>h</td>
<td>Quality requirements</td>
<td>&lt;5.9&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.2.2.a</td>
<td></td>
<td>System and software observability requirements</td>
<td>&lt;5.13&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.2.3.a</td>
<td></td>
<td>HMI requirements</td>
<td>&lt;5.2&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>DRD</td>
<td>Requirement</td>
<td>Expected output</td>
<td>Name of expected output</td>
<td>Trace to DRD</td>
<td>File</td>
</tr>
<tr>
<td>-----</td>
<td>-------------</td>
<td>-----------------</td>
<td>-------------------------</td>
<td>--------------</td>
<td>------</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.3.1.a</td>
<td></td>
<td>Verification and validation process requirements</td>
<td>&lt;6.1&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.3.2.a</td>
<td></td>
<td>Validation requirements and scenario</td>
<td>&lt;6.2&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.3.3.a</td>
<td></td>
<td>Installation an acceptance requirements at the operational and maintenance sites</td>
<td>&lt;6.4&gt;a.1</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.4.1.a</td>
<td></td>
<td>Association of requirements to versions</td>
<td>&lt;6.4&gt;a.2</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.4.1.b</td>
<td></td>
<td>Delivery content and media</td>
<td>&lt;6.4&gt;a.2</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.4.2.a</td>
<td></td>
<td>System level integration support requirements</td>
<td>&lt;6.4&gt;a.3</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.4.4.a</td>
<td></td>
<td>System database content and allowed operational range</td>
<td>&lt;5.4&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.4.5.a</td>
<td></td>
<td>Design and development constraints</td>
<td>&lt;5.10&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.4.6.a</td>
<td></td>
<td>OBCP requirements</td>
<td>&lt;5.2&gt;e</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.4.7.a</td>
<td></td>
<td>Requirements for ‘software to be reused’</td>
<td>&lt;5.9&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.4.8.a</td>
<td></td>
<td>Software safety and dependability requirements</td>
<td>&lt;5.7&gt;, &lt;5.8&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.2.4.9.a</td>
<td></td>
<td>Format and delivery medium of exchanged data</td>
<td>&lt;6.4&gt;a.4</td>
<td>RB</td>
</tr>
<tr>
<td>SSS</td>
<td>5.3.8.1.a</td>
<td></td>
<td>Technical budgets and margin philosophy for the project</td>
<td>&lt;5.5&gt;</td>
<td>RB</td>
</tr>
<tr>
<td>IRD</td>
<td>5.2.4.3.a</td>
<td></td>
<td>External interface requirements specification</td>
<td>All</td>
<td>RB</td>
</tr>
<tr>
<td></td>
<td>5.3.4.1.a</td>
<td></td>
<td>Approved requirements baseline</td>
<td></td>
<td>RB</td>
</tr>
<tr>
<td>SReP</td>
<td>5.3.3.2.b</td>
<td></td>
<td>Review Plan</td>
<td>All</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.1.a</td>
<td></td>
<td>Software life cycle definition</td>
<td>&lt;5.2.1&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.1.b</td>
<td></td>
<td>Software life cycle definition</td>
<td>&lt;5.2.1&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.1.d</td>
<td></td>
<td>Software life cycle definition</td>
<td>&lt;5.2.3&gt;, &lt;5.5&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.3.a</td>
<td></td>
<td>Software procurement process documentation and implementation</td>
<td>&lt;4.8&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.4.a</td>
<td></td>
<td>Autocode input model review</td>
<td>&lt;5.2&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.4.b</td>
<td></td>
<td>Autocode interface definition and resource allocation</td>
<td>&lt;5.3&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.4.c</td>
<td></td>
<td>Automatic code generation development process and tools</td>
<td>&lt;5.3&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.4.d</td>
<td></td>
<td>Automatic code generation verification and validation strategy</td>
<td>&lt;5.4&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.3.2.a</td>
<td></td>
<td>Software project reviews included in the software life cycle definition</td>
<td>&lt;5.2.3&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.3.3.a</td>
<td></td>
<td>Software technical reviews included in</td>
<td>&lt;5.2.3&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>DRD</td>
<td>Requirement</td>
<td>Expected output</td>
<td>Name of expected output</td>
<td>Trace to DRD</td>
<td>File</td>
</tr>
<tr>
<td>-----</td>
<td>-------------</td>
<td>-----------------</td>
<td>-------------------------</td>
<td>-------------</td>
<td>------</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>the software life cycle definition</td>
<td></td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.3.3.b</td>
<td></td>
<td>Technical reviews process</td>
<td>&lt;5.2.3&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.3.3.c</td>
<td></td>
<td>Software technical reviews included in the software life cycle definition</td>
<td>&lt;5.2.3&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.6.1.a</td>
<td></td>
<td>Flight software review phasing</td>
<td>&lt;5.2.2&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.6.1.b</td>
<td></td>
<td>Flight software review phasing</td>
<td>&lt;5.2.2&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.6.2.a</td>
<td></td>
<td>Ground software review phasing</td>
<td>&lt;5.2.2&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.9.1.a</td>
<td></td>
<td>ECSS-E-ST-40 compliance matrix</td>
<td>&lt;5.6&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.9.2.a</td>
<td></td>
<td>ECSS-E-ST-40 compliance matrix</td>
<td>&lt;5.6&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>SCMP</td>
<td>5.3.2.4.e</td>
<td></td>
<td>Automatic code generation configuration management</td>
<td></td>
<td>MGT</td>
</tr>
<tr>
<td>SCMP</td>
<td>5.3.2.5.a</td>
<td></td>
<td>Changes to baselines</td>
<td></td>
<td>MGT</td>
</tr>
<tr>
<td></td>
<td>5.3.7.1.a</td>
<td></td>
<td>Interface management procedures</td>
<td></td>
<td>MGT</td>
</tr>
<tr>
<td>SVR</td>
<td>5.3.8.2.a</td>
<td></td>
<td>Technical budgets and margin computation</td>
<td>&lt;5.2&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.1.a</td>
<td></td>
<td>Requirements baseline verification report</td>
<td>&lt;4.2&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.3.3.1.a</td>
<td></td>
<td>Joint review reports</td>
<td></td>
<td>DJF</td>
</tr>
</tbody>
</table>

**Q.3 PDR**

### Q.3.1 PDR/SWRR

**Table Q-2: Documents content at milestone PDR/SWRR**

<table>
<thead>
<tr>
<th>DRD</th>
<th>Requirement</th>
<th>Expected output</th>
<th>Name of expected output</th>
<th>Trace to DRD</th>
<th>File</th>
</tr>
</thead>
<tbody>
<tr>
<td>SRS</td>
<td>5.4.2.1.a</td>
<td>a</td>
<td>Functional and performance specifications, including hardware characteristics, and environmental conditions under which the software item executes, including budgets requirements</td>
<td>&lt;4.2&gt;, &lt;5.2&gt;, &lt;5.3&gt;, &lt;5.6&gt;</td>
<td>TS</td>
</tr>
<tr>
<td>SRS</td>
<td>5.4.2.1.a</td>
<td>b</td>
<td>Operational, reliability, safety, maintainability, portability, configuration, delivery, adaptation and installation requirements, design constraints</td>
<td>&lt;5.5&gt;, &lt;5.2&gt;, &lt;5.9&gt;, &lt;5.11&gt;, &lt;5.12&gt;, &lt;5.13&gt;, &lt;5.14&gt;, &lt;5.17&gt;</td>
<td>TS</td>
</tr>
<tr>
<td>SRS</td>
<td>5.4.2.1.a</td>
<td>c</td>
<td>Software product quality requirements</td>
<td>&lt;5.10&gt;</td>
<td>TS</td>
</tr>
<tr>
<td>SRS</td>
<td>5.4.2.1.a</td>
<td>d</td>
<td>Security specifications, including those related to factors which can compromise sensitive information</td>
<td>&lt;5.8&gt;</td>
<td>TS</td>
</tr>
<tr>
<td>DRD</td>
<td>Requirement</td>
<td>Expected output</td>
<td>Name of expected output</td>
<td>Trace to DRD</td>
<td>File</td>
</tr>
<tr>
<td>-----</td>
<td>-------------</td>
<td>-----------------</td>
<td>------------------------</td>
<td>--------------</td>
<td>------</td>
</tr>
<tr>
<td>SRS</td>
<td>5.4.2.1.a</td>
<td>e</td>
<td>Human factors engineering (ergonomics) specifications, including those related to manual operations, human-equipment interactions, constraints on personnel, and areas requiring concentrated human attention, that are sensitive to human errors and training</td>
<td>&lt;5.16&gt;</td>
<td>TS</td>
</tr>
<tr>
<td>SRS</td>
<td>5.4.2.1.a</td>
<td>f</td>
<td>Data definition and database requirements</td>
<td>&lt;5.15&gt;</td>
<td>TS</td>
</tr>
<tr>
<td>SRS</td>
<td>5.4.2.1.a</td>
<td>g</td>
<td>Validation requirements</td>
<td>&lt;6&gt;</td>
<td>TS</td>
</tr>
<tr>
<td>SRS</td>
<td>5.4.2.1.a</td>
<td>i</td>
<td>Reuse requirements</td>
<td>&lt;5.7&gt;b.7</td>
<td>TS</td>
</tr>
<tr>
<td>SRS</td>
<td>5.4.2.2.a</td>
<td></td>
<td>Specifications for in flight software modifications</td>
<td>&lt;5.7&gt;b.5</td>
<td>TS</td>
</tr>
<tr>
<td>SRS</td>
<td>5.4.2.3.a</td>
<td></td>
<td>Software logical model</td>
<td>&lt;8&gt;</td>
<td>TS</td>
</tr>
<tr>
<td>SRS</td>
<td>5.4.2.3.b</td>
<td></td>
<td>Software logical model method</td>
<td>&lt;8&gt;</td>
<td>TS</td>
</tr>
<tr>
<td>SRS</td>
<td>5.4.2.3.c</td>
<td></td>
<td>Behavioural view in software logical model</td>
<td>&lt;8&gt;</td>
<td>TS</td>
</tr>
<tr>
<td>SRS</td>
<td>5.8.3.2.a</td>
<td>a</td>
<td>Requirements traceability matrices</td>
<td>&lt;7&gt;, &lt;5.1&gt;c</td>
<td>TS</td>
</tr>
<tr>
<td>ICD</td>
<td>5.4.2.1.a</td>
<td>g</td>
<td>Validation requirements</td>
<td>&lt;6&gt;</td>
<td>TS</td>
</tr>
<tr>
<td>ICD</td>
<td>5.4.2.1.a</td>
<td>h</td>
<td>Interfaces external to the software item</td>
<td>&lt;5.2&gt;</td>
<td>TS</td>
</tr>
<tr>
<td>ICD</td>
<td>5.8.3.2.a</td>
<td>a</td>
<td>Requirements traceability matrices</td>
<td>&lt;7&gt;</td>
<td>TS</td>
</tr>
<tr>
<td></td>
<td>5.3.4.2.b</td>
<td></td>
<td>Approved technical specification and interface</td>
<td></td>
<td>TS</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.12.a</td>
<td></td>
<td>Technical budgets - memory and CPU estimation</td>
<td>&lt;5&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.13.a</td>
<td></td>
<td>Software behaviour verification</td>
<td>&lt;4.3.2&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.2.a</td>
<td>a</td>
<td>Requirements traceability matrices</td>
<td>&lt;4.3&gt;1</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.2.a</td>
<td>b</td>
<td>Requirements verification report</td>
<td>&lt;4.3&gt;2</td>
<td>DJF</td>
</tr>
</tbody>
</table>

**Q.3.2 PDR (in addition to PDR/SWRR)**

Table Q-3: Documents content at milestone PDR (in addition to PDR/SWRR)

<table>
<thead>
<tr>
<th>DRD</th>
<th>Requirement</th>
<th>Expected output</th>
<th>Name of expected output</th>
<th>Trace to DRD</th>
<th>File</th>
</tr>
</thead>
<tbody>
<tr>
<td>ICD</td>
<td>5.4.3.5.a</td>
<td>a</td>
<td>Preliminary external interfaces design</td>
<td>&lt;5.3&gt;</td>
<td>TS</td>
</tr>
<tr>
<td></td>
<td>5.3.4.2.a</td>
<td></td>
<td>Approved technical specification and interface, architecture and plans</td>
<td></td>
<td>TS</td>
</tr>
<tr>
<td>SRevP</td>
<td>5.3.3.2.b</td>
<td></td>
<td>Review Plan</td>
<td>All</td>
<td>MGT</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.1.a</td>
<td></td>
<td>Software life cycle definition</td>
<td>&lt;5.2.1&gt;</td>
<td>MGT</td>
</tr>
<tr>
<td>DRD</td>
<td>Requirement</td>
<td>Expected output</td>
<td>Name of expected output</td>
<td>Trace to DRD</td>
<td>File</td>
</tr>
<tr>
<td>------</td>
<td>-------------</td>
<td>--------------------------------------------</td>
<td>-------------------------------------------------------------</td>
<td>--------------</td>
<td>------</td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.1.b</td>
<td>Software life cycle definition</td>
<td>&lt;5.2.1&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.1.c</td>
<td>Development strategy, standards, techniques, development and testing environments</td>
<td>&lt;&lt;5.4&gt;,&lt;5.1&gt;,&lt;5.3&gt;,&lt;5.5&gt;,&lt;5.3&gt;,&lt;5.3&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.1.d</td>
<td>Software life cycle definition</td>
<td>&lt;5.2.3&gt;,&lt;5.5&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.2.a</td>
<td>Identification of interface between development and maintenance</td>
<td>&lt;5.2.1&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.3.a</td>
<td>Software procurement process documentation and implementation</td>
<td>&lt;4.8&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.4.a</td>
<td>Autocode input model review</td>
<td>&lt;5.2&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.4.b</td>
<td>Autocode interface definition and resource allocation</td>
<td>&lt;5.3&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.4.c</td>
<td>Automatic code generation development process and tools</td>
<td>&lt;5.3&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.2.4.d</td>
<td>Automatic code generation verification and validation strategy</td>
<td>&lt;5.4&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.3.2.a</td>
<td>Software project reviews included in the software life cycle definition</td>
<td>&lt;5.2.3&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.3.3.a</td>
<td>Software technical reviews included in the software life cycle definition</td>
<td>&lt;5.2.3&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.3.3.b</td>
<td>Technical reviews process</td>
<td>&lt;5.2.3&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.3.3.c</td>
<td>Software technical reviews included in the software life cycle definition</td>
<td>&lt;5.2.3&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.6.1.a</td>
<td>Flight software review phasing</td>
<td>&lt;5.2.2&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.6.1.b</td>
<td>Flight software review phasing</td>
<td>&lt;5.2.2&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.6.2.a</td>
<td>Ground software review phasing</td>
<td>&lt;5.2.2&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.9.1.a</td>
<td>ECSS-E-ST-40 compliance matrix</td>
<td>&lt;5.6&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SDP</td>
<td>5.3.9.2.a</td>
<td>ECSS-E-ST-40 compliance matrix</td>
<td>&lt;5.6&gt;</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SCMP</td>
<td>5.3.2.4.e</td>
<td>Automatic code generation configuration management</td>
<td></td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SCMP</td>
<td>5.3.2.5.a</td>
<td>Changes to baselines procedures</td>
<td></td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td></td>
<td>5.3.4.2.a</td>
<td>Approved technical specification and interface, architecture and plans</td>
<td></td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>SVR</td>
<td>5.3.8.2.a</td>
<td>Technical budgets and margin computation</td>
<td>&lt;5.2&gt;</td>
<td>DJF</td>
<td></td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.10.a</td>
<td>Software documentation verification report</td>
<td>&lt;4.3.2&gt;,&lt;4.3&gt;a.2,&lt;4.4&gt;a.2,&lt;4.5&gt;a.2</td>
<td>DJF</td>
<td></td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.11.a</td>
<td>Schedulability analysis</td>
<td>&lt;5&gt;</td>
<td>DJF</td>
<td></td>
</tr>
<tr>
<td>DRD</td>
<td>Requirement</td>
<td>Expected output</td>
<td>Name of expected output</td>
<td>Trace to DRD</td>
<td>File</td>
</tr>
<tr>
<td>------</td>
<td>-------------</td>
<td>----------------</td>
<td>-------------------------</td>
<td>--------------</td>
<td>------</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.13.b</td>
<td></td>
<td>Software behaviour verification</td>
<td>&lt;4.3.2&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.3.a</td>
<td>a</td>
<td>Software architectural design to requirements traceability matrices</td>
<td>&lt;4.3&gt;1</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.3.a</td>
<td>b</td>
<td>Software architectural design and interface verification report</td>
<td>&lt;4.3&gt;2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVerP</td>
<td>5.8.2.1.a</td>
<td></td>
<td>Software verification plan - verification process identification</td>
<td>&lt;4&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVerP</td>
<td>5.8.2.1.b</td>
<td></td>
<td>Software verification plan - software products identification</td>
<td>&lt;4&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVerP</td>
<td>5.8.2.1.c</td>
<td></td>
<td>Software verification plan - activities, methods and tools</td>
<td>&lt;6&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVerP</td>
<td>5.8.2.1.d</td>
<td></td>
<td>Software verification plan - organizational independence, risk and effort identification</td>
<td>&lt;4&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SValP</td>
<td>5.6.2.1.a</td>
<td></td>
<td>Software validation plan - validation process identification</td>
<td>&lt;4&gt;, &lt;6&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SValP</td>
<td>5.6.2.1.b</td>
<td></td>
<td>Software validation plan - methods and tools</td>
<td>&lt;4.6&gt;, &lt;5&gt;, &lt;7&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SValP</td>
<td>5.6.2.1.c</td>
<td></td>
<td>Software validation plan - effort and independence</td>
<td>&lt;4&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SValP</td>
<td>5.8.3.9.a</td>
<td></td>
<td>Complement of validation at system level</td>
<td>&lt;9&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SUITP</td>
<td>5.4.3.8.a</td>
<td></td>
<td>Software integration strategy</td>
<td>&lt;5&gt;, &lt;6&gt;, &lt;7&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SRF</td>
<td>5.4.3.6.a</td>
<td></td>
<td>Software intended for reuse - justification of methods and tools</td>
<td>&lt;4&gt;, &lt;6&gt;b.3</td>
<td>DJF</td>
</tr>
<tr>
<td>SRF</td>
<td>5.4.3.6.b</td>
<td></td>
<td>Software intended for reuse - evaluation of reuse potential</td>
<td>&lt;4&gt;, &lt;5&gt;, &lt;6&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SRF</td>
<td>5.4.3.7.a</td>
<td></td>
<td>Justification of reuse with respect to requirements baseline</td>
<td>&lt;4&gt;, &lt;5&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.3.3.1.a</td>
<td></td>
<td>Joint review reports</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.6.2.2.a</td>
<td></td>
<td>Independent software validation plan - organization selection</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.6.2.2.b</td>
<td></td>
<td>Independent software validation plan - level of independence</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.8.2.2.a</td>
<td></td>
<td>Independent software verification plan - organization selection</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.8.2.2.b</td>
<td></td>
<td>Independent software verification plan - level of independence</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.3.4.2.a</td>
<td></td>
<td>Approved technical specification and interface, architecture and plans</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.4.3.1.a</td>
<td></td>
<td>Software architectural design</td>
<td>&lt;4.1&gt;, &lt;4.2&gt;, &lt;4.3&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>DRD</td>
<td>Requirement</td>
<td>Expected output</td>
<td>Name of expected output</td>
<td>Trace to DRD</td>
<td>File</td>
</tr>
<tr>
<td>-----</td>
<td>-------------</td>
<td>-----------------</td>
<td>-------------------------</td>
<td>-------------</td>
<td>------</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>&lt;5.1&gt;,&lt;5.2&gt;,&lt;5.3&gt;</td>
<td></td>
</tr>
<tr>
<td>SDD</td>
<td>5.4.3.2.a</td>
<td></td>
<td>Software architectural design method</td>
<td>&lt;4.6&gt;, &lt;4.7&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.4.3.3.a</td>
<td></td>
<td>Computational model</td>
<td>&lt;5.2&gt;c</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.4.3.4.a</td>
<td></td>
<td>Software behaviour</td>
<td>&lt;4.3&gt;, &lt;5.2&gt;e</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.4.3.5.a</td>
<td>b</td>
<td>Preliminary internal interfaces design</td>
<td>&lt;4.4&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.4.3.6.c</td>
<td></td>
<td>Software architectural design with configuration data</td>
<td>&lt;4.1&gt;c</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.8.3.3.a</td>
<td>a</td>
<td>Software architectural design to requirements traceability matrices</td>
<td>&lt;6&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td></td>
<td>5.3.4.2.a</td>
<td></td>
<td>Approved technical specification and interface, architecture and plans</td>
<td></td>
<td>DDF</td>
</tr>
</tbody>
</table>

### Q.4 TRR

**Table Q-4: Documents content at milestone TRR**

<table>
<thead>
<tr>
<th>DRD</th>
<th>Requirement</th>
<th>Expected output</th>
<th>Name of expected output</th>
<th>Trace to DRD</th>
<th>File</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>5.3.5.1.a</td>
<td></td>
<td>Confirmation of readiness of test activities</td>
<td></td>
<td>DJF</td>
</tr>
</tbody>
</table>

### Q.5 TRB

**Table Q-5: Documents content at milestone TRB**

<table>
<thead>
<tr>
<th>DRD</th>
<th>Requirement</th>
<th>Expected output</th>
<th>Name of expected output</th>
<th>Trace to DRD</th>
<th>File</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>5.3.5.2.a</td>
<td></td>
<td>Approved test results</td>
<td></td>
<td>DJF</td>
</tr>
</tbody>
</table>

### Q.6 CDR

#### Q.6.1 CDR/DDR

**Table Q-6: Documents content at milestone CDR/DDR**

<table>
<thead>
<tr>
<th>DRD</th>
<th>Requirement</th>
<th>Expected output</th>
<th>Name of expected output</th>
<th>Trace to DRD</th>
<th>File</th>
</tr>
</thead>
<tbody>
<tr>
<td>ICD</td>
<td>5.5.2.2.a</td>
<td>a</td>
<td>External interfaces design (update)</td>
<td>&lt;5.3&gt;</td>
<td>TS</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.11.b</td>
<td></td>
<td>Schedulability analysis (update)</td>
<td>&lt;5&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>DRD</td>
<td>Requirement</td>
<td>Expected output</td>
<td>Name of expected output</td>
<td>Trace to DRD</td>
<td>File</td>
</tr>
<tr>
<td>-----</td>
<td>-------------</td>
<td>-----------------</td>
<td>-------------------------</td>
<td>-------------</td>
<td>------</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.12.b</td>
<td>Technical budgets - memory and CPU estimation (update)</td>
<td></td>
<td>&lt;5&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.13.c</td>
<td>Software behaviour verification</td>
<td></td>
<td>&lt;4.4&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.4.a</td>
<td>Detailed design traceability matrices</td>
<td>a</td>
<td>&lt;4.4&gt;a.1</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.4.a</td>
<td>Detailed design verification report</td>
<td>b</td>
<td>&lt;4.4&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.6.a</td>
<td>Software unit tests traceability matrices</td>
<td>a</td>
<td>&lt;4.4&gt;a.1</td>
<td>DJF</td>
</tr>
<tr>
<td>SUITP</td>
<td>5.5.2.9.a</td>
<td>Software unit test plan</td>
<td></td>
<td>&lt;5&gt;, &lt;6&gt;, &lt;7&gt;, &lt;8&gt;, &lt;9&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SRF</td>
<td>5.4.3.6.b</td>
<td>Software intended for reuse - evaluation of reuse potential</td>
<td></td>
<td>&lt;4&gt;, &lt;5&gt;, &lt;6&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SRF</td>
<td>5.3.4.3.b</td>
<td>Approved detailed design, interface design and budget</td>
<td></td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td>SUM</td>
<td>5.5.2.8.a</td>
<td>Software user manual</td>
<td></td>
<td>All</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.4.3.6.c</td>
<td>Software architectural design with configuration data</td>
<td></td>
<td>&lt;4.1&gt;c</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.1.a</td>
<td>Software components design documents</td>
<td></td>
<td>&lt;5.4&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.1.b</td>
<td>Software components design documents</td>
<td></td>
<td>&lt;5.4&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.1.c</td>
<td>Software components design documents</td>
<td></td>
<td>&lt;5.4&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.2.a</td>
<td>Internal interfaces design (update)</td>
<td>b</td>
<td>&lt;5.5&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.3.a</td>
<td>Software static design model</td>
<td>a</td>
<td>&lt;5.4&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.3.a</td>
<td>Software dynamic design model</td>
<td>b</td>
<td>&lt;5.4&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.3.a</td>
<td>Software behavioural design model</td>
<td>c</td>
<td>&lt;5.4&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.4.a</td>
<td>Software design method</td>
<td></td>
<td>&lt;4.7&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.5.a</td>
<td>Real-time software dynamic design model</td>
<td></td>
<td>&lt;5.2&gt;c</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.5.b</td>
<td>Real-time software dynamic design model</td>
<td></td>
<td>&lt;5.2&gt;c</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.5.c</td>
<td>Real-time software dynamic design model</td>
<td></td>
<td>&lt;5.2&gt;c</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.5.d</td>
<td>Real-time software dynamic design model</td>
<td></td>
<td>&lt;5.2&gt;c</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.5.e</td>
<td>Real-time software dynamic design model</td>
<td></td>
<td>&lt;5.2&gt;c</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.6.a</td>
<td>Software behavioural design model techniques</td>
<td></td>
<td>&lt;4.7&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>DRD</td>
<td>Requirement</td>
<td>Expected output</td>
<td>Name of expected output</td>
<td>Trace to DRD</td>
<td>File</td>
</tr>
<tr>
<td>-----</td>
<td>-------------</td>
<td>-----------------</td>
<td>-------------------------</td>
<td>-------------</td>
<td>------</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.2.7.a</td>
<td></td>
<td>Compatibility of real-time design methods with the computational model</td>
<td>&lt;4.7&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.8.3.4.a</td>
<td>a</td>
<td>Detailed design traceability matrices</td>
<td>&lt;6&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td></td>
<td>5.3.4.3.b</td>
<td></td>
<td>Approved detailed design, interface design and budget</td>
<td></td>
<td>DDF</td>
</tr>
</tbody>
</table>

### Q.6.2 CDR (in addition to CDR/DDR)

Table Q-7: Documents content at milestone CDR (in addition to CRD/DDR)

<table>
<thead>
<tr>
<th>DRD</th>
<th>Requirement</th>
<th>Expected output</th>
<th>Name of expected output</th>
<th>Trace to DRD</th>
<th>File</th>
</tr>
</thead>
<tbody>
<tr>
<td>SVS</td>
<td>5.6.3.1.a</td>
<td></td>
<td>Software validation specification with respect to the technical specification</td>
<td>&lt;4&gt;, &lt;5&gt;, &lt;6&gt;, &lt;7&gt;, &lt;8&gt;, &lt;10&gt;, &lt;11&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVS</td>
<td>5.6.3.1.b</td>
<td></td>
<td>Software validation specification with respect to the technical specification</td>
<td>&lt;4&gt;, &lt;5&gt;, &lt;6&gt;, &lt;7&gt;, &lt;8&gt;, &lt;10&gt;, &lt;11&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVS</td>
<td>5.6.3.1.c</td>
<td></td>
<td>Software validation specification with respect to the technical specification</td>
<td>&lt;5&gt;, &lt;9&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVS</td>
<td>5.8.3.8.a</td>
<td>b</td>
<td>Traceability of the technical specification to the validation specification</td>
<td>&lt;11&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.10.a</td>
<td></td>
<td>Software documentation verification report</td>
<td>&lt;4.3.2&gt;, &lt;4.3&gt;a.2, &lt;4.4&gt;a.2, &lt;4.5&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.11.c</td>
<td></td>
<td>Schedulability analysis (update)</td>
<td>&lt;5&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.12.c</td>
<td></td>
<td>Technical budgets - memory and CPU estimation (update)</td>
<td>&lt;5&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.a</td>
<td>a</td>
<td>Software code traceability matrices</td>
<td>&lt;4.4&gt;a.1</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.a</td>
<td>b</td>
<td>Software code verification report</td>
<td>&lt;4.4&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.b</td>
<td></td>
<td>Code coverage verification report</td>
<td>&lt;4.4&gt;a.2, &lt;4.5&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.c</td>
<td></td>
<td>Code coverage verification report</td>
<td>&lt;4.4&gt;a.2, &lt;4.5&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.d</td>
<td></td>
<td>Code coverage verification report</td>
<td>&lt;4.4&gt;a.2, &lt;4.5&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.e</td>
<td></td>
<td>Code coverage verification report</td>
<td>&lt;4.4&gt;a.2, &lt;4.5&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.f</td>
<td></td>
<td>Robustness verification report</td>
<td>&lt;4.4&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>DRD</td>
<td>Requirement</td>
<td>Expected output</td>
<td>Name of expected output</td>
<td>Trace to DRD</td>
<td>File</td>
</tr>
<tr>
<td>------</td>
<td>-------------</td>
<td>-----------------</td>
<td>------------------------------------------------------------------------------------------</td>
<td>--------------</td>
<td>------</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.6.a</td>
<td>b</td>
<td>Software unit testing verification report</td>
<td>&lt;4.4&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.7.a</td>
<td></td>
<td>Software integration verification report</td>
<td>&lt;4.4&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.8.a</td>
<td>b</td>
<td>Traceability of the technical specification to the validation specification</td>
<td>&lt;4.6&gt;a.1</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.8.b</td>
<td>a</td>
<td>Validation report evaluation with respect to the technical specification</td>
<td>&lt;4.6&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SUITP</td>
<td>5.5.3.2.a</td>
<td>b</td>
<td>Software unit test plan (update)</td>
<td>&lt;10&gt;, &lt;11&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SUITP</td>
<td>5.5.4.1.a</td>
<td></td>
<td>Software integration test plan (update)</td>
<td>&lt;8&gt;, &lt;9&gt;, &lt;10&gt;, &lt;11&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.3.3.1.a</td>
<td></td>
<td>Joint review reports</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.5.3.2.b</td>
<td>b</td>
<td>Software unit test report</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.5.3.2.c</td>
<td></td>
<td>Software unit test report</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.5.4.2.a</td>
<td></td>
<td>Software integration test report</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.6.3.2.a</td>
<td></td>
<td>Software validation report with respect to the technical specification</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.3.4.3.a</td>
<td></td>
<td>Approved design definition file and design justification file</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td>SUM</td>
<td>5.6.3.3.a</td>
<td></td>
<td>Software user manual (update)</td>
<td>All</td>
<td>DDF</td>
</tr>
<tr>
<td>source</td>
<td>5.5.3.1.a</td>
<td>a</td>
<td>Software component design documents and code (update)</td>
<td></td>
<td>DDF</td>
</tr>
<tr>
<td>source</td>
<td>5.5.3.2.a</td>
<td>a</td>
<td>Software component design documents and code (update)</td>
<td></td>
<td>DDF</td>
</tr>
<tr>
<td>source</td>
<td>5.5.3.2.b</td>
<td>a</td>
<td>Software component design document and code (update)</td>
<td></td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.3.1.a</td>
<td>a</td>
<td>Software component design documents and code (update)</td>
<td>&lt;5&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.3.2.a</td>
<td>a</td>
<td>Software component design documents and code (update)</td>
<td>&lt;5&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SDD</td>
<td>5.5.3.2.b</td>
<td>a</td>
<td>Software component design document and code (update)</td>
<td>&lt;5&gt;</td>
<td>DDF</td>
</tr>
<tr>
<td>SCF</td>
<td>5.5.3.1.a</td>
<td>b</td>
<td>Software configuration file - build procedures</td>
<td></td>
<td>DDF</td>
</tr>
<tr>
<td></td>
<td>5.3.4.3.a</td>
<td></td>
<td>Approved design definition file and design justification file</td>
<td></td>
<td>DDF</td>
</tr>
</tbody>
</table>
Table Q-8: Documents content at milestone QR

<table>
<thead>
<tr>
<th>DRD</th>
<th>Requirement</th>
<th>Expected output</th>
<th>Name of expected output</th>
<th>Trace to DRD</th>
<th>File</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>5.3.4.4.a</td>
<td>Qualified software product</td>
<td></td>
<td>TS</td>
<td></td>
</tr>
<tr>
<td></td>
<td>5.3.4.4.a</td>
<td>Qualified software product</td>
<td></td>
<td>RB</td>
<td></td>
</tr>
<tr>
<td></td>
<td>5.3.4.4.a</td>
<td>Qualified software product</td>
<td></td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.1.a</td>
<td>Maintenance plan - plans and procedures</td>
<td></td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.1.b</td>
<td>Maintenance plan - applicability of development process procedures, methods, tools and standards</td>
<td></td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.1.c</td>
<td>Maintenance plan - configuration management process</td>
<td></td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.1.d</td>
<td>Maintenance plan - problem reporting and handling</td>
<td></td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.1.e</td>
<td>Problem and nonconformance report</td>
<td></td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.2.a</td>
<td>Maintenance plan - long term maintenance solutions</td>
<td></td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td></td>
<td>5.3.4.4.a</td>
<td>Qualified software product</td>
<td></td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>SVS</td>
<td>5.6.4.1.a</td>
<td>Software validation specification with respect to the requirements baseline</td>
<td></td>
<td>DJF</td>
<td></td>
</tr>
<tr>
<td>SVS</td>
<td>5.6.4.1.b</td>
<td>Software validation specification with respect to the requirements baseline</td>
<td></td>
<td>DJF</td>
<td></td>
</tr>
<tr>
<td>SVS</td>
<td>5.6.4.1.c</td>
<td>Software validation specification with respect to the requirements baseline</td>
<td></td>
<td>DJF</td>
<td></td>
</tr>
<tr>
<td>SVS</td>
<td>5.8.3.8.a</td>
<td>a Traceability of the requirements baseline to the validation specification</td>
<td></td>
<td>DJF</td>
<td></td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.10.a</td>
<td>Software documentation verification report</td>
<td></td>
<td>DJF</td>
<td></td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.12.c</td>
<td>Technical budgets - memory and CPU estimation (update)</td>
<td></td>
<td>DJF</td>
<td></td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.b</td>
<td>Code coverage verification report</td>
<td></td>
<td>DJF</td>
<td></td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.c</td>
<td>Code coverage verification report</td>
<td></td>
<td>DJF</td>
<td></td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.d</td>
<td>Code coverage verification report</td>
<td></td>
<td>DJF</td>
<td></td>
</tr>
<tr>
<td>DRD</td>
<td>Requirement</td>
<td>Expected output</td>
<td>Name of expected output</td>
<td>Trace to DRD</td>
<td>File</td>
</tr>
<tr>
<td>-------</td>
<td>-------------</td>
<td>-----------------</td>
<td>--------------------------------------------------------------</td>
<td>--------------</td>
<td>------</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.e</td>
<td></td>
<td>Code coverage verification report</td>
<td>&lt;4.4&gt;a.2,</td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.8.3.8.a</td>
<td>a</td>
<td>Traceability of the requirements baseline to the validation specification</td>
<td>&lt;4.6&gt;a.1</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.8.b</td>
<td>b</td>
<td>Validation report evaluation with respect to the requirements baseline</td>
<td>&lt;4.6&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>-</td>
<td>5.3.3.1.a</td>
<td></td>
<td>Joint review reports</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td>-</td>
<td>5.6.4.2.a</td>
<td></td>
<td>Software validation report with respect to the requirements baseline</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td>-</td>
<td>5.6.4.2.b</td>
<td></td>
<td>Software validation report with respect to the requirements baseline</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td>-</td>
<td>5.7.3.1.a</td>
<td></td>
<td>Acceptance test plan</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td>SUM</td>
<td>5.6.4.3.a</td>
<td></td>
<td>Software user manual (update)</td>
<td>All</td>
<td>DDF</td>
</tr>
<tr>
<td>Srel</td>
<td>5.7.2.1.a</td>
<td>b</td>
<td>Software release document</td>
<td>All</td>
<td>DDF</td>
</tr>
<tr>
<td>-</td>
<td>5.7.2.1.a</td>
<td>a</td>
<td>Software product</td>
<td></td>
<td>DDF</td>
</tr>
<tr>
<td>-</td>
<td>5.7.2.2.a</td>
<td></td>
<td>Training material</td>
<td></td>
<td>DDF</td>
</tr>
<tr>
<td>-</td>
<td>5.3.4.4.a</td>
<td></td>
<td>Qualified software product</td>
<td></td>
<td>DDF</td>
</tr>
</tbody>
</table>

**Q.8 AR**

**Table Q-9: Documents content at milestone AR**

<table>
<thead>
<tr>
<th>DRD</th>
<th>Requirement</th>
<th>Expected output</th>
<th>Name of expected output</th>
<th>Trace to DRD</th>
<th>File</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>5.3.4.5.a</td>
<td></td>
<td>Accepted software product</td>
<td>TS</td>
<td></td>
</tr>
<tr>
<td></td>
<td>5.3.4.5.a</td>
<td></td>
<td>Accepted software product</td>
<td>RB</td>
<td></td>
</tr>
<tr>
<td></td>
<td>5.3.4.5.a</td>
<td></td>
<td>Accepted software product</td>
<td>MGT</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.1.a</td>
<td></td>
<td>Maintenance plan - plans and procedures</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.1.b</td>
<td></td>
<td>Maintenance plan - applicability of development process procedures, methods, tools and standards</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.1.c</td>
<td></td>
<td>Maintenance plan - configuration management process</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.1.d</td>
<td></td>
<td>Maintenance plan - problem reporting and handling</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.2.a</td>
<td></td>
<td>Maintenance plan - long term maintenance solutions</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>5.3.4.5.a</td>
<td></td>
<td></td>
<td>Accepted software product</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>DRD</td>
<td>Requirement</td>
<td>Expected output</td>
<td>Name of expected output</td>
<td>Trace to DRD</td>
<td>File</td>
</tr>
<tr>
<td>-----</td>
<td>-------------</td>
<td>-----------------</td>
<td>-------------------------</td>
<td>-------------</td>
<td>------</td>
</tr>
<tr>
<td>SVS</td>
<td>5.6.4.1.a</td>
<td></td>
<td>Software validation specification with respect to the requirements baseline</td>
<td>&lt;4&gt;, &lt;5&gt;, &lt;6&gt;, &lt;7&gt;, &lt;8&gt;, &lt;10&gt;, &lt;11&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVS</td>
<td>5.6.4.1.b</td>
<td></td>
<td>Software validation specification with respect to the requirements baseline</td>
<td>&lt;4&gt;, &lt;5&gt;, &lt;6&gt;, &lt;7&gt;, &lt;8&gt;, &lt;10&gt;, &lt;11&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVS</td>
<td>5.6.4.1.c</td>
<td></td>
<td>Software validation specification with respect to the requirements baseline</td>
<td>&lt;5&gt;, &lt;9&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVS</td>
<td>5.8.3.8.a</td>
<td>a</td>
<td>Traceability of the requirements baseline to the validation specification</td>
<td>&lt;11&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.7.3.5.a</td>
<td></td>
<td>Traceability of acceptance tests to the requirements baseline</td>
<td>&lt;4.5&gt;a.1</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.12.c</td>
<td></td>
<td>Technical budgets - memory and CPU estimation (update)</td>
<td>&lt;5&gt;</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.b</td>
<td></td>
<td>Code coverage verification report</td>
<td>&lt;4.4&gt;a.2, &lt;4.5&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.c</td>
<td></td>
<td>Code coverage verification report</td>
<td>&lt;4.4&gt;a.2, &lt;4.5&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.d</td>
<td></td>
<td>Code coverage verification report</td>
<td>&lt;4.4&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.5.e</td>
<td></td>
<td>Code coverage verification report</td>
<td>&lt;4.4&gt;a.2, &lt;4.5&gt;a.2</td>
<td>DJF</td>
</tr>
<tr>
<td>SVR</td>
<td>5.8.3.8.a</td>
<td>a</td>
<td>Traceability of the requirements baseline to the validation specification</td>
<td>&lt;4.6&gt;a.1</td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.3.3.1.a</td>
<td></td>
<td>Joint review reports</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.6.4.2.a</td>
<td></td>
<td>Software validation report with respect to the requirements baseline</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.6.4.2.b</td>
<td></td>
<td>Software validation report with respect to the requirements baseline</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.7.2.4.a</td>
<td></td>
<td>Installation report</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.7.2.4.b</td>
<td></td>
<td>Installation report</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.7.2.4.c</td>
<td></td>
<td>Installation report</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.7.2.4.d</td>
<td></td>
<td>Installation report</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.7.3.1.a</td>
<td></td>
<td>Acceptance test plan</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.7.3.2.a</td>
<td></td>
<td>Acceptance test report</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.7.3.4.a</td>
<td></td>
<td>Joint review reports</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.7.3.4.b</td>
<td></td>
<td>Joint review reports</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td></td>
<td>5.3.4.5.a</td>
<td></td>
<td>Accepted software product</td>
<td></td>
<td>DJF</td>
</tr>
<tr>
<td>SUM</td>
<td>5.6.4.3.a</td>
<td></td>
<td>Software user manual (update)</td>
<td></td>
<td>All</td>
</tr>
<tr>
<td>Srel</td>
<td>5.7.2.1.a</td>
<td>b</td>
<td>Software release document</td>
<td></td>
<td>All</td>
</tr>
</tbody>
</table>
### Q.9 ORR

#### Table Q-10: Documents content at milestone ORR

<table>
<thead>
<tr>
<th>DRD</th>
<th>Requirement</th>
<th>Expected output</th>
<th>Name of expected output</th>
<th>Trace to DRD</th>
<th>File</th>
</tr>
</thead>
<tbody>
<tr>
<td>SCF</td>
<td>5.7.2.3.a</td>
<td></td>
<td>Installation procedure</td>
<td></td>
<td>DDF</td>
</tr>
<tr>
<td>-</td>
<td>5.7.2.1.a</td>
<td>a</td>
<td>Software product</td>
<td></td>
<td>DDF</td>
</tr>
<tr>
<td>-</td>
<td>5.7.3.3.a</td>
<td></td>
<td>Software product</td>
<td></td>
<td>DDF</td>
</tr>
<tr>
<td></td>
<td>5.3.4.5.a</td>
<td>Accepted software product</td>
<td></td>
<td></td>
<td>DDF</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>DRD</th>
<th>Requirement</th>
<th>Expected output</th>
<th>Name of expected output</th>
<th>Trace to DRD</th>
<th>File</th>
</tr>
</thead>
<tbody>
<tr>
<td>-</td>
<td>5.9.2.1.a</td>
<td></td>
<td>Software operation support plan - operational testing specifications</td>
<td></td>
<td>OP</td>
</tr>
<tr>
<td>-</td>
<td>5.9.2.2.a</td>
<td></td>
<td>Software operation support plan - plans and procedures</td>
<td></td>
<td>OP</td>
</tr>
<tr>
<td>-</td>
<td>5.9.2.3.a</td>
<td></td>
<td>Software operation support plan - procedures for problem handling</td>
<td></td>
<td>OP</td>
</tr>
<tr>
<td>-</td>
<td>5.9.3.1.a</td>
<td></td>
<td>Operational testing results</td>
<td></td>
<td>OP</td>
</tr>
<tr>
<td>-</td>
<td>5.9.3.2.a</td>
<td></td>
<td>Operational testing results</td>
<td></td>
<td>OP</td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.1.a</td>
<td></td>
<td>Maintenance plan - plans and procedures</td>
<td></td>
<td>MF</td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.1.b</td>
<td></td>
<td>Maintenance plan - applicability of development process procedures, methods, tools and standards</td>
<td></td>
<td>MF</td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.1.c</td>
<td></td>
<td>Maintenance plan - configuration management process</td>
<td></td>
<td>MF</td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.1.d</td>
<td></td>
<td>Maintenance plan - problem reporting and handling</td>
<td></td>
<td>MF</td>
</tr>
<tr>
<td>-</td>
<td>5.10.2.2.a</td>
<td></td>
<td>Maintenance plan - long term maintenance solutions</td>
<td></td>
<td>MF</td>
</tr>
<tr>
<td>-</td>
<td>5.9.3.3.a</td>
<td></td>
<td>Software product</td>
<td></td>
<td>DDF</td>
</tr>
</tbody>
</table>
Q.10 No explicit review

<table>
<thead>
<tr>
<th>DRD</th>
<th>Requirement</th>
<th>Expected output</th>
<th>Name of expected output</th>
<th>Trace to DRD</th>
<th>File</th>
</tr>
</thead>
<tbody>
<tr>
<td>-</td>
<td>5.10.6.6.a</td>
<td>Post operation review report</td>
<td>Post operation review report</td>
<td>OP</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.6.6.b</td>
<td>Post operation review report</td>
<td>Post operation review report</td>
<td>OP</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.9.4.2.a</td>
<td>Problem and nonconformance report</td>
<td>Problem and nonconformance report</td>
<td>OP</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.9.5.1.a</td>
<td>User’s requests record - user’s request and subsequent actions</td>
<td>User’s requests record - user’s request and subsequent actions</td>
<td>OP</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.9.5.1.b</td>
<td>User’s requests record - user’s request and subsequent actions</td>
<td>User’s requests record - user’s request and subsequent actions</td>
<td>OP</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.9.5.2.a</td>
<td>User’s requests record - actions</td>
<td>User’s requests record - actions</td>
<td>OP</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.9.5.2.b</td>
<td>User’s requests record - actions</td>
<td>User’s requests record - actions</td>
<td>OP</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.9.5.2.c</td>
<td>User’s requests record - actions</td>
<td>User’s requests record - actions</td>
<td>OP</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.9.5.3.a</td>
<td>User’s requests record - work-around solutions</td>
<td>User’s requests record - work-around solutions</td>
<td>OP</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.9.5.3.b</td>
<td>User’s requests record - work-around solutions</td>
<td>User’s requests record - work-around solutions</td>
<td>OP</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.3.1.a</td>
<td>Modification analysis report and problem analysis report</td>
<td>Modification analysis report and problem analysis report</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.3.1.b</td>
<td>Modification analysis report and problem analysis report</td>
<td>Modification analysis report and problem analysis report</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.3.1.c</td>
<td>Modification analysis report and problem analysis report</td>
<td>Modification analysis report and problem analysis report</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.3.1.d</td>
<td>Modification analysis report and problem analysis report</td>
<td>Modification analysis report and problem analysis report</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.4.1.a</td>
<td>Modification documentation</td>
<td>Modification documentation</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.4.2.a</td>
<td>Modification documentation</td>
<td>Modification documentation</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.4.3.a</td>
<td>Modification documentation</td>
<td>Modification documentation</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.4.3.b</td>
<td>Modification documentation</td>
<td>Modification documentation</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.4.3.c</td>
<td>Modification documentation</td>
<td>Modification documentation</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.4.3.d</td>
<td>Modification documentation</td>
<td>Modification documentation</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.4.3.e</td>
<td>Modification documentation</td>
<td>Modification documentation</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.5.1.a</td>
<td>Joint review reports</td>
<td>Joint review reports</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.5.2.a</td>
<td>Baseline for changes</td>
<td>Baseline for changes</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.6.1.a</td>
<td>Migration plan</td>
<td>Migration plan</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.6.2.a</td>
<td>Migration plan</td>
<td>Migration plan</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.6.3.a</td>
<td>Migration plan</td>
<td>Migration plan</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.6.4.a</td>
<td>Migration plan</td>
<td>Migration plan</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.6.5.a</td>
<td>Migration notification</td>
<td>Migration notification</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>-</td>
<td>5.10.6.5.b</td>
<td>Migration notification</td>
<td>Migration notification</td>
<td>MF</td>
<td></td>
</tr>
<tr>
<td>DRD</td>
<td>Requirement</td>
<td>Expected output</td>
<td>Name of expected output</td>
<td>Trace to DRD</td>
<td>File</td>
</tr>
<tr>
<td>-----</td>
<td>-------------</td>
<td>-----------------</td>
<td>-------------------------</td>
<td>--------------</td>
<td>------</td>
</tr>
<tr>
<td>-</td>
<td>5.10.6.7.a</td>
<td></td>
<td>Migration plan</td>
<td></td>
<td>MF</td>
</tr>
<tr>
<td>-</td>
<td>5.10.7.1.a</td>
<td></td>
<td>Retirement plan</td>
<td></td>
<td>MF</td>
</tr>
<tr>
<td>-</td>
<td>5.10.7.2.a</td>
<td></td>
<td>Retirement notification</td>
<td></td>
<td>MF</td>
</tr>
<tr>
<td>-</td>
<td>5.10.7.3.a</td>
<td></td>
<td>Retirement plan</td>
<td></td>
<td>MF</td>
</tr>
<tr>
<td>-</td>
<td>5.10.7.4.a</td>
<td></td>
<td>Retirement plan</td>
<td></td>
<td>MF</td>
</tr>
<tr>
<td>5.10.3.1.e</td>
<td></td>
<td></td>
<td>Modification approval</td>
<td></td>
<td>MF</td>
</tr>
</tbody>
</table>
Annex R (normative)
Tailoring of this Standard based on software criticality

R.1 Overview

The following applicability matrix represents a tailoring of the requirements of this Standard based on the software criticality categories defined in ECSS-Q-ST-80 Annex D.1.

For each clause of this Standard and for each software criticality category, the following indication is given:

- Y: means that the requirement is applicable for that criticality level. The activity and the expected output are required;
- N: means that the requirement is not applicable for that criticality level. Neither the activity nor the expected output are required;
- e: means that the required expected output may not be a document, but the electronic format of a tool database to be agreed with the customer, e.g. for detailed design;

NOTE The electronic format of a tool database can be required or accepted by the customer for any criticality level. However, when “e” is not mentioned, the complete information of the DRD is deliverable, whereas when “e” is mentioned, the tool database is enough, even if some DRD information is missing.

- Specified specific conditions.

R.2 Tailoring

a. For tailoring of this standard based on software criticality categories, Table R-1 shall be applied.

<table>
<thead>
<tr>
<th>Requirement identification</th>
<th>Expected Output</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
</tr>
</thead>
<tbody>
<tr>
<td>5.2.2.1a.</td>
<td>Specification of system requirements allocated to software</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.2.2.1a.-a.</td>
<td>Functions and performance system</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>Requirement</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>-----------------------------------------------------------------------------</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td></td>
</tr>
<tr>
<td>5.2.2.1a.-b. Verification and validation product requirements</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5.2.2.1a.-c. Software operations requirements</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.2.1a.-d. Software maintenance requirements</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.2.1a.-e. Requirements for in flight modification capabilities</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.2.1a.-f. Requirements for real-time</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.2.1a.-g. Requirements for security</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.2.1a.-h. Quality requirements</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.2.2a. System and software observability requirements</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.2.3a. HMI requirements</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.3.1a. Verification and validation process requirements</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.3.2a. Validation requirements and scenario</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.3.3a. Installation an acceptance requirements at the operational and maintenance sites</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.4.1a. Association of requirements to versions</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.4.1b. Delivery content and media</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.4.2a. System level integration support requirements</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.4.3a. External interface requirements specification</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.4.4a. System database content and allowed operational range</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.4.5a. Design and development constraints</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.4.6a. OBCP requirements</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.4.7a. Requirements for ‘software to be reused’</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.4.8a. Software safety and dependability requirements</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.4.9a. Format and delivery medium of exchanged data</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.2.5a. SRR</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.3.2.1a. Software life cycle definition</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.3.2.1b. Software life cycle definition</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.3.2.1c. Development strategy, standards,</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td></td>
</tr>
<tr>
<td>5.3.2.1d.</td>
<td>Software life cycle definition</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>----------</td>
<td>--------------------------------</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td>---</td>
</tr>
<tr>
<td>5.3.2.2a.</td>
<td>Identification of interface between development and maintenance</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.2.3a.</td>
<td>Software procurement process documentation and implementation</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.2.4a.</td>
<td>Automatic code generation management</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.2.4b.</td>
<td>Automatic code generation management</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.2.4c.</td>
<td>Automatic code generation management</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.2.4d.</td>
<td>Automatic code generation management</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.2.4e.</td>
<td>Automatic code generation configuration management</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.2.5a.</td>
<td>Changes to baseline procedures</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.3.1a.</td>
<td>Joint review reports</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.3.2a.</td>
<td>Software project reviews included in the software life cycle definition</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.3.2b.</td>
<td>Review Plan</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.3.3a.</td>
<td>Software technical reviews included in the software life cycle definition</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.3.3b.</td>
<td>Technical reviews process</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.3.3c.</td>
<td>Software technical reviews included in the software life cycle definition</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.4.1a.</td>
<td>Approved requirements baseline</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.4.2a.</td>
<td>Approved technical specification and interface, architecture and plans</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.4.2b.</td>
<td>Approved technical specification and interface</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.4.3a.</td>
<td>Approved design definition file and design justification file</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.4.3b.</td>
<td>Approved detailed design, interface design and budget</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.4.4a.</td>
<td>Qualified software product</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.4.5a.</td>
<td>Accepted software product</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.5.1a.</td>
<td>Confirmation of readiness of test activities</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>Section</td>
<td>Description</td>
<td>Validation</td>
<td>Acceptance</td>
<td>Only</td>
<td>Notes</td>
</tr>
<tr>
<td>---------</td>
<td>-------------</td>
<td>------------</td>
<td>------------</td>
<td>------</td>
<td>-------</td>
</tr>
<tr>
<td>5.3.5.2a</td>
<td>Approved test results</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.3.6.1a</td>
<td>Flight software review phasing</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.6.1b</td>
<td>Flight software review phasing</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.6.2a</td>
<td>Ground software review phasing</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.7.1a</td>
<td>Interface management procedures</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.8.1a</td>
<td>Technical budgets and margin philosophy for the project</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.8.2a</td>
<td>Technical budgets and margin computation</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.9.1a</td>
<td>E40 compliance matrix</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.3.9.2a</td>
<td>E40 compliance matrix</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.2.1a-a</td>
<td>Functional and performance specifications, including hardware characteristics, and environmental conditions under which the software item executes, including budgets requirements</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.2.1a-b</td>
<td>Operational, reliability, safety, maintainability, portability, configuration, delivery, adaptation and installation requirements, design constraints</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.2.1a-c</td>
<td>Software product quality requirements (see ECSS-Q-ST-80 clause 7.2)</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.2.1a-d</td>
<td>Security specifications, including those related to factors which can compromise sensitive information</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.2.1a-e</td>
<td>Human factors engineering (ergonomics) specifications, following the human factor engineering process described in ECSS-E-ST-10-11</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.2.1a-f</td>
<td>Data definition and database requirements</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.2.1a-g</td>
<td>Validation requirements</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.2.1a-h</td>
<td>Interfaces external to the software item</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.2.1a-i</td>
<td>Reuse requirements</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.2.2a</td>
<td>Specifications for in flight software</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.2.3a.</td>
<td>Software logical model</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>5.4.2.3b.</td>
<td>Software logical model method</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>5.4.2.3c.</td>
<td>Behavioural view in software logical model</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>5.4.2.4a.</td>
<td>SWRR</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.3.1a.</td>
<td>Software architectural design</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.3.2a.</td>
<td>Software architectural design method</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.3.3a.</td>
<td>Computational model</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.3.4a.</td>
<td>Software behaviour</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>5.4.3.5a.-a.</td>
<td>Preliminary external interfaces design</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.3.5a.-b.</td>
<td>Preliminary internal interfaces design</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.3.6a.</td>
<td>Software intended for reuse - justification of methods and tools</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.3.6b.</td>
<td>Software intended for reuse - evaluation of reuse potential</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.3.6c.</td>
<td>Software architectural design with configuration data</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.3.7a.</td>
<td>Justification of reuse with respect to requirements baseline</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.4.3.8a.</td>
<td>Software integration strategy</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.4.4a.</td>
<td>PDR</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.5.2.1a.</td>
<td>Software components design documents</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.2.1b.</td>
<td>Software components design documents</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.2.1c.</td>
<td>Software components design documents</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.2.2a.-a.</td>
<td>External interfaces design (update)</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.5.2.2a.-b.</td>
<td>Internal interfaces design (update)</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.2.3a.-a.</td>
<td>Software static design model</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.2.3a.-b.</td>
<td>Software dynamic design model</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.2.3a.-c.</td>
<td>Software behavioural design model</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.2.4a.</td>
<td>Software design method</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.5.2.5a.</td>
<td>Real-time software dynamic design model</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.2.5b.</td>
<td>Real-time software dynamic design model</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>Subsection</td>
<td>Description</td>
<td>Column 1</td>
<td>Column 2</td>
<td>Column 3</td>
<td>Column 4</td>
</tr>
<tr>
<td>------------</td>
<td>------------------------------------------------------------------------------</td>
<td>----------</td>
<td>----------</td>
<td>----------</td>
<td>----------</td>
</tr>
<tr>
<td>5.5.2.5c.</td>
<td>Real-time software dynamic design model</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.2.5d.</td>
<td>Real-time software dynamic design model</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.2.5e.</td>
<td>Real-time software dynamic design model</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.2.6a.</td>
<td>Software behavioural design model techniques</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.2.7a.</td>
<td>Compatibility of real-time design methods with the computational model</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.5.2.8a.</td>
<td>Software user manual</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.2.9a.</td>
<td>Software unit test plan</td>
<td>Y</td>
<td>Y</td>
<td>Y except SUITPK.9 and K10K.9 and K10</td>
<td>Y except SUITPK.9 and K10 and K.11</td>
</tr>
<tr>
<td>5.5.2.10a.</td>
<td>DDR</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.3.1a.-a.</td>
<td>Software component design documents and code (update)</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.3.1a.-b.</td>
<td>Software configuration file - build procedures</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.5.3.2a.-a.</td>
<td>Software component design document and code (update)</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.3.2a.-b.</td>
<td>Software unit test plan (update)</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.5.3.2b.-a.</td>
<td>Software component design document and code (update)</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.3.2b.-b.</td>
<td>Software unit test reports</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.3.2c.</td>
<td>Software unit test reports</td>
<td>Y</td>
<td>Y</td>
<td>Ye</td>
<td>Ye</td>
</tr>
<tr>
<td>5.5.4.1a.</td>
<td>Software integration test plan (update)</td>
<td>Y</td>
<td>Y</td>
<td>Y except SUITP K.9 and K10</td>
<td>N</td>
</tr>
<tr>
<td>5.5.4.2a.</td>
<td>Software integration test report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.6.2.1a.</td>
<td>Software validation plan - validation process identification</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.2.1b.</td>
<td>Software validation plan - methods and tools</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.2.1c.</td>
<td>Software validation plan - effort and independence</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.2.2a.</td>
<td>Independent software validation plan - organization selection</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>5.6.2.2b.</td>
<td>Independent software validation plan - level of independence</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>5.6.3.1a.</td>
<td>Software validation specification</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>Section</td>
<td>Description</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>---------</td>
<td>-------------</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td>---</td>
</tr>
<tr>
<td>5.6.3.1b</td>
<td>Software validation specification with respect to the technical specification</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.3.1c</td>
<td>Software validation specification with respect to the technical specification</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.3.2a</td>
<td>Software validation report with respect to the technical specification</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.3.3a</td>
<td>Software user manual (update)</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.3.4a</td>
<td>CDR</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.4.1a</td>
<td>Software validation specification with respect to the requirements baseline</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.4.1b</td>
<td>Software validation specification with respect to the requirements baseline</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.4.1c</td>
<td>Software validation specification with respect to the requirements baseline</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.4.2a</td>
<td>Software validation report with respect to the requirements baseline</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.4.2b</td>
<td>Software validation report with respect to the requirements baseline</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.4.3a</td>
<td>Software user manual (update)</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.6.4.4a</td>
<td>QR</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.2.1a-a</td>
<td>Software product</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.2.1a-b</td>
<td>Software release document</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.2.2a</td>
<td>Training material</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.2.3a</td>
<td>Installation procedures</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.2.4a</td>
<td>Installation report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.2.4b</td>
<td>Installation report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.2.4c</td>
<td>Installation report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.2.4d</td>
<td>Installation report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.3.1a</td>
<td>Acceptance test plan</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.3.2a</td>
<td>Acceptance test report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.3.3a</td>
<td>Software product</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.3.4a</td>
<td>Joint review report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.3.4b</td>
<td>Joint review report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.3.5a.</td>
<td>Traceability of acceptance tests to the requirements baseline</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.7.3.6a.</td>
<td>AR</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.2.1a.</td>
<td>Software verification plan - verification process identification</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.2.1b.</td>
<td>Software verification plan - software products identification</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.2.1c.</td>
<td>Software verification plan - activities, methods and tools</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.2.1d.</td>
<td>Software verification plan - organizational independence, risk and effort identification</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.2.2a.</td>
<td>Independent software verification plan - organization selection</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>5.8.2.2b.</td>
<td>Independent software verification plan - level of independence</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.1a.</td>
<td>Requirements baseline verification report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.2a.-a.</td>
<td>Requirements traceability matrices</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.3.2a.-b.</td>
<td>Requirements verification report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.3a.-a.</td>
<td>Software architectural design to requirements traceability matrices</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.3.3a.-b.</td>
<td>Software architectural design and interface verification report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.4a.-a.</td>
<td>Detailed design traceability matrices</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.4a.-b.</td>
<td>Detailed design verification report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.5a.-a.</td>
<td>Software code traceability matrices</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.5a.-b.</td>
<td>Software code verification report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.5b.</td>
<td>Code coverage verification report</td>
<td>See 5.8.3.5b.</td>
<td>See 5.8.3.5b.</td>
<td>See 5.8.3.5b.</td>
<td>See 5.8.3.5b.</td>
</tr>
<tr>
<td>5.8.3.5c.</td>
<td>Code coverage verification report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.5d.</td>
<td>Code coverage verification report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.5e.</td>
<td>Code coverage verification report</td>
<td>See 5.8.3.5e.</td>
<td>See 5.8.3.5e.</td>
<td>See 5.8.3.5e.</td>
<td>See 5.8.3.5e.</td>
</tr>
<tr>
<td>5.8.3.5f.</td>
<td>Robustness verification report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.6a.-a.</td>
<td>Software unit tests traceability matrices</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.6a.-b.</td>
<td>Software unit testing verification report</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.7a.</td>
<td>Software integration verification</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>Section</td>
<td>Description</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>---------</td>
<td>-----------------------------------------------------------------------------</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td>---</td>
</tr>
<tr>
<td>5.8.3.8a.-a.</td>
<td>Traceability of the requirements baseline to the validation specification</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.3.8a.-b.</td>
<td>Traceability of the technical specification to the validation specification</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.3.8b.-a.</td>
<td>Validation report evaluation with respect to the technical specification</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.3.8b.-b.</td>
<td>Validation report evaluation with respect to the requirements baseline</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.3.9a.</td>
<td>Complement of validation at system level</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.3.10a.</td>
<td>Software documentation verification report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.11a.</td>
<td>Schedulability analysis</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.11b.</td>
<td>Schedulability analysis (update)</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.11c.</td>
<td>Schedulability analysis (update)</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
</tr>
<tr>
<td>5.8.3.12a.</td>
<td>Technical budgets - memory and CPU estimation</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.3.12b.</td>
<td>Technical budgets (update) - memory and CPU estimation</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.3.12c.</td>
<td>Technical budgets (update) - memory and CPU calculation</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.8.3.13a.</td>
<td>Software behaviour verification</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>5.9.2.1a.</td>
<td>Software operation support plan - operational testing specifications</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.9.2.2a.</td>
<td>Software operation support plan - plans and procedures</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.9.2.3a.</td>
<td>Software operation support plan - procedures for problem handling</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.9.3.1a.</td>
<td>Operational testing results</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.9.3.2a.</td>
<td>Operational testing results</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.9.3.3a.</td>
<td>Software product</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.9.4.1a.</td>
<td>Software operation support performance</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.9.4.2a.</td>
<td>Problem and nonconformance report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.9.5.1a.</td>
<td>User's request record - user's</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>Section</td>
<td>Description</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>---------</td>
<td>-------------</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td>---</td>
</tr>
<tr>
<td>5.9.5.1b.</td>
<td>User’s request record - user’s request and subsequent actions</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.9.5.2a.</td>
<td>User's request record - actions</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.9.5.2b.</td>
<td>User’s request record - actions</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.9.5.2c.</td>
<td>User's request record - actions</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.9.5.3a.</td>
<td>User’s request record - work around solution</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.9.5.3b.</td>
<td>User’s request record - work around solution</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.2.1a.</td>
<td>Maintenance plan - plans and procedures</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.2.1b.</td>
<td>Maintenance plan - applicability of development process procedures, methods, tools and standards</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.2.1c.</td>
<td>Maintenance plan - configuration management process</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.2.1d.</td>
<td>Maintenance plan - problem reporting and handling</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.2.1e.</td>
<td>Problem and nonconformance report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.2.2a.</td>
<td>Maintenance plan - long term maintenance solutions</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.3.1a.</td>
<td>Modification analysis report and problem analysis report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.3.1b.</td>
<td>Modification analysis report and problem analysis report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.3.1c.</td>
<td>Modification analysis report and problem analysis report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.3.1d.</td>
<td>Modification analysis report and problem analysis report</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.3.1e.</td>
<td>Modification approval</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.4.1a.</td>
<td>Modification documentation</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.4.2a.</td>
<td>Modification documentation</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.4.3a.</td>
<td>Modification documentation</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.4.3b.</td>
<td>Modification documentation</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.4.3c.</td>
<td>Modification documentation</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.4.3d.</td>
<td>Modification documentation</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.4.3e.</td>
<td>Modification documentation</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.5.1a.</td>
<td>Joint review reports</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.5.2a.</td>
<td>Baseline for changes</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>5.10.6.1a.</td>
<td>Migration plan</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>Section</td>
<td>Description</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
</tr>
<tr>
<td>---------</td>
<td>------------------------------</td>
<td>---</td>
<td>---</td>
<td>---</td>
<td>---</td>
</tr>
<tr>
<td>5.10.6.2a</td>
<td>Migration plan</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5.10.6.3a</td>
<td>Migration plan</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5.10.6.4a</td>
<td>Migration plan</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5.10.6.5a</td>
<td>Migration notification</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5.10.6.5b</td>
<td>Migration notification</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5.10.6.6a</td>
<td>Post operation review report</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5.10.6.6b</td>
<td>Post operation review report</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5.10.6.7a</td>
<td>Migration plan</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5.10.7.1a</td>
<td>Retirement plan</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5.10.7.2a</td>
<td>Retirement notification</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5.10.7.3a</td>
<td>Retirement plan</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5.10.7.4a</td>
<td>Retirement plan</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
Annex S (informative)
General Tailoring

S.1 Tailoring of this Standard

The general requirements for selection and tailoring of applicable standards are defined in ECSS-S-00.

It provides indication on the general way to tailor an ECSS standard, in particular the tailoring process and the tailoring templates. The templates are generic and deserve a more concrete description of the so-called programmatic and technical factors for software:

- **Technical factors:**
  - novelty of the domain of application;
  - complexity of the software and the system;
  - criticality level;
  - size of the software;
  - reusability required of the software being developed;
  - interface to system development projects;
  - degree of use of COTS or existing software;
  - maturity of the COTS and completeness or stability of the user requirements.

- **Operational factors:**
  - type of application (e.g. platform, payload, and experiment);
  - number of potential users of the software;
  - criticality of the software as measured by the consequences of its failure;
  - expected lifetime of the software;
  - number of sites where the software is used;
  - operation, maintenance, migration and retirement constraints.

- **Management factors:**
  - amount of time and effort required to develop the software;
  - budget requirements for implementing and operating the software;
  - accepted risk level for the project;
— type of life cycle;
— schedule requirements for delivering the software;
— number of people required to develop, operate and maintain the software;
— complexity of the organization;
— experience of the supplier;
— financial resource.

For each particular project additional factors can be used. The factors can be evaluated through the characterisation of the project, identifying the features that influence the selection or not of each requirement. The following questions can help characterizing the project:

— Who are the customer, the supplier, the user, the maintainer, and the operator? Does the customer intend to delegate some tasks to the supplier?
— Where is the complexity of the project, in the requirements or in the design?
— What level of validation is necessary? Should the product be perfect at delivery, or is some room allowed for the user to participate to the tests, or is it a prototype to be dropped later on (or reused in the next phase)?
— What level of verification is necessary? Is it necessary to verify the requirements, or the code, or the test definition?
— What visibility into the design is wished? Does the project manager want to know everything on the detailed design and unit test, or does he trust the supplier for a part of the life cycle?
— Consequently, what are the necessary reviews to be selected into the project? Is it acceptable to merge some of them (as QR and AR, or SRR and PDR) or to waive others (such as CDR)?
— How much are COTS involved? Is the project an assembly of COTS products where the emphasis is in the COTS acceptance and integration?
— Is the software critical? Is it included into an hardware environment?
— How is the maintenance organized? Is it included fully in the current contract, or is the maintenance limited to the guarantee period?

Then the requirements in clauses 5 of this Standard are reviewed and placed in a table with an indication if they are applicable or not. The tailoring of this Standard can result in a short document including the project characteristics (as a justification for the tailoring) and the tailoring table.

An educated engineering judgment recommends that some requirement be never tailored out, such that the production of a minimum set of software requirements, a PDR to review them, the production of the code, a validation against requirement and an acceptance.
The tailoring of this Standard is implicitly a task of the Customer. When preparing the Invitation to Tender, the Customer proposes a tailored version of the standard as an indication of the level of software engineering to be applied for the project. However, some tailoring factors (such as criticality, detailed design complexity) may only be known after the grant of the contract. The Supplier is also part of the tailoring process and the resulting document is baselined in the RB (at SRR). The Customer can also delegate the tailoring to the Supplier, then review and accept the tailored version.

S.2 List of conditional requirements to be customized
This clause indicates the requirements of this Standard that are applicable in some cases, which are explicitly mentioned in the requirements.

5.2.2.3a in case the software includes HMI
5.3.2.4b. when automatically and manually generated code coexist for the interface between them
5.3.4.2b. in case software requirements are baselined before the start of the architectural design for the SWRR
5.3.4.3b. in case software detailed design is baselined before the start of the coding for the DDR
5.3.6.1a for flight software
5.3.6.2a for ground software
5.4.2.2a when in flight modification is needed
5.6.2.2a in case the project warrants an independent validation effort
5.6.3.1c. and 5.6.4.1c. if it can be justified that validation by test cannot be performed
5.7.2.2a if training and support specified in the requirements baseline
5.8.3.5d. if it can be justified that the required percentage cannot be achieved by test execution
5.8.3.5e. in case of no traceability between source code and object code
5.10.2.2a if the spacecraft lifetime goes after the expected obsolescence date of the software engineering environment, for long term maintenance
5.10.6.1a if software needs to be migrated
5.10.6.4a and 5.10.7.3a if parallel operations of the old and new environments are conducted

S.3 List of requirements with customer - supplier agreement
This clause indicates the requirements for which an agreement between the customer and the supplier is needed during the project.
The customer can consider addressing them in his statement of work before contract signature.

5.3.8.2a for the technical budgets and margin computation

5.8.3.5b. code coverage value

5.10.3.1e. maintenance procedures
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